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INITIALIZING, MAINTAINING, UPDATING AND RECOVERING
SECURE OPERATION WITHIN AN INTEGRATED SYSTEM
EMPLOYING A DATA ACCESS CONTROL FUNCTION

Cross-Reference to Related Applications

- This application contains subject matter which is related to the subject matter of
the following applications, each of which is assigned to the same assignee as this application

and filed on the same day as this application. Each of the below listed applications is hereby

incorporated herein by reference in its entirety:

— “Control Function Employing a Requesting Master ID and a Data Address to

Qualify Data Access Within an Integrated System”, by Evans et al., U.S. Senal
No. 10/125,803, filed 18 Apr 2002.

—~ “Control Function with Multiple Security States for Facilitating Secure Operation

of an Integrated System”, by Foster et al., U.S. Serial No. 10/125,115, filed 18
Apr 2002. |

- “Control Function Implementing Selective Transparent Data Authentication

Within an Integrated System”, by Foster et al., U.S. Serial No. 10/125,708, filed
18 Apr 2002.

Technical Field

This invention relates generally to data request handling and transfer of data
within an integrated system, and more particularly, to techniques, implemented at least
partially via a data access control function of an integrated system, for initializing, maintaining,

updating and recovering secure operation of the integrated system.
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Background Art

Multiple master functions are today being commonly integrated onto a single
system chip. When initially defining an architecture for the integration of multiple discrete
components onto a single chip, access to external devices can be an issue. For example, an
MPEG video decoder system often employs external memory for various data areas, or buffers

such as frame buffers. This external memory is conventionally implemented using either
DRAM or SDRAM technology.

Two approaches are typical in the art for accessing off-chip devices. In a first
approach, each on- chip functional unit is given access to the needed external device(s)
through a data bus dedicated to that particular unit. Although locally efficient for accessing
the external device, globally within the integrated system this approach is less than optimal.
For example, although each function will have complete access to its own external memory
area, there 1s no shared access between functions of the integrated system. Thus, transferring
data from one memory area to another memory area of the system is often needed. This
obviously increases data transfers and can degrade performance of the overall system, i.e.,

compared with a shared memory system.

Another approach is to employ a single common bus within the integrated system
which allows one or more functional units of the system to communicate to external devices
through a single port. Although allowing the sharing of devices, one difficulty with this
approach concerns controlling access to content or other sensitive data in the integrated
system. For example, when using a large common memory pool in an integrated design, it
becomes difficult to prevent unauthorized access to protected memory spaces, such as
compressed data supplied by a transport demultiplexer to a decoder of a set-top box. This is
especially true for a system where the programming interface is open and outside development
1s encouraged. Each of the functional masters should be able to access the memory space and

it 1s not possible to differentiate whether an access is from a trusted master or an outside

request, e.g., coming through an untrusted or open master.
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In addition, when working with a system-on-chip design with multiple functional
masters using shared memory, it is desirable to provide a mechanism for protecting the data
from unauthorized access, particularly when the data comprises the device’s system
programming code. More particularly, facilitating initialization of a secure operating
environment begins by ensuring that the system code is secure and performs the functions
intended. In order to guarantee a secure operating environment, therefore, the integrated

system should be activated or booted in a secure mode.

In view of the above, various needs exist in the art for enhanced data access
control approaches for an integrated system. More particularly, needs exist for techniques to

initialize, maintain, update and recover secure operation of an integrated system.

Disclosure of Invention

The shortcomings of the prior art are overcome and additional advantages are
provided through the provision of a method for facilitating secure operation of an integrated
device having multiple levels of software. The method includes: authenticating by a current
level of software, a next level of software of the multiple levels of software before passing
control of the integrated system to the next level of software; and limiting ability of the next
level of software to modify an operational characteristic of the integrated system, wherein the

limiting is implemented via a data access control function of the integrated system.

In another aspect, a method of imitializing secure operation of an integrated system
s provided. This method includes: generating at least one key for the integrated system;
loading initial code into the integrated system, the loading including using the at least one key
to encrypt the initial code via a data access control function of the integrated system; and

reinitializing the integrated system using the encrypted initial code.

In still another aspect, a method is provided for migrating data encrypted using a

first key set to data encrypted using a second key set. This method includes: decrypting data
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encrypted using the first key set; and re- encrypting, by a data access control function within

the integrated system, the data using a second key set. Advantageously, by re-encrypting

using the data access control function, the encryption of the data is unique to the integrated

system.

In a further aspect, a method of recovering integrated system functionality
following a trigger event is provided. This method includes automatically establishing a
reduced level of functionality within the integrated system following a tamper detection trigger
event, and allowing for full functional recovery of the integrated system through a user

selectively employing a trusted recovery procedure.

Systems and computer program products corresponding to the above-summarized

methods are also disclosed herein.

Advantageously, the secure operation techniques disclosed herein can be used to
intialize, maintain, update and/or recover a secure operating environment within an integrated
system. More particularly, the techniques presented provide an ability to limit updates to
operational characteristics maintained by a data access control function. The operational
characteristics may include one or more of a key set, an access table, an access level, and
access parameters employed by difterent levels of software within the integrated system. This

ability to limit updates provides the different levels of software with hierarchical security

privileges.

The techniques presented herein further provide an ability to make updates in the
field in a secure manner, including the use of version numbers to prevent replay of an older
version of software or other data. Also presented is an ability to migrate encrypted data from
a first key set to a second key set as part of a key management process, and/or for importing
protected data from other systems. Further, an ability to provide functionality is described,
notwithstanding that the integrated system has entered a tamper triggered state. Specifically,
limited functionality with no access to secret data and applications can be automatically

provided, as well as a mechanism for recovering full functionality with limited service facility
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dependency.

Additional features and advantages are realized through the techniques of the
present invention. Other embodiments and aspects of the invention are described in detail

herein and are considered a part of the claimed invention.

Brief Description of Drawings

The subject matter which is regarded as the invention is particularly pointed out
and distinctly claimed in the claims at the conclusion of the specification. The foregoing and
other objects, features, and advantages of the invention are apparent from the following

detailed description taken in conjunction with the accompanying drawings in which:

FIG. 1 depicts one example of a typical integrated device employing common

memory access through a memory subsystem;

FIG. 2 depicts one embodiment of an access control function implemented within

a secure memory subsystem of an integrated device, in accordance with an aspect of the

present invention;

FIG. 3 illustrates a problem recognized and addressed by the secure operating

techniques described herein, in accordance with an aspect of the present invention;

FIG. 4 depicts one embodiment of a technique for facilitating secure operation of

an integrated device having multiple levels of software, in accordance with an aspect of the

present invention;

FIG. 5 depicts one embodiment of a process applying the techniques of FIG. 4 to
an access table associated with a data access control function of an integrated system, in

accordance with an aspect of the present invention;
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FIG. 6 depicts one embodiment of a process for loading code into an integrated

system, 1n accordance with an aspect of the present invention;

FIG. 7A depicts one example of a process for initially storing encrypted boot code

In an integrated system, in accordance with an aspect of the present invention;

FIG. 7B depicts one example of a process for copying the encrypted code stored

by the process of FIG. 7A from volatile memory to non-volatile memory, in accordance with

an aspect of the present invention;

FIG. 8 depicts one embodiment of a process for authenticating levels of software
and passing control between levels of software, as well as for updating boot code when a boot

code update 1s available, in accordance with an aspect of the present invention;

FIG. 9 depicts one embodiment of initialization signals passing between

components of an integrated system with an access control function in a secured state, in

accordance with an aspect of the present invention;

FIG. 10 depicts one embodiment of a process for securely updating a level of
software within an integrated system having multiple levels of software, in accordance with an

aspect of the present invention;

FIG. 11 depicts one embodiment of a process for managing and updating a key set
employed by a data access control function of an integrated systems, in accordance with an

aspect of the present invention;

FI1G. 12A depicts one embodiment of a process for receiving encrypted data for

storage within an integrated system, in accordance with an aspect of the present invention;

FIG. 12B depicts one embodiment of a process for retrieving the stored encrypted

data of FIG. 12A and decrypting the data in software using secure code, in accordance with an
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aspect of the present invention;

FIG. 12C depicts one embodiment of a process for re-encrypting the decrypted
data using access control hardware for storage in secure memory, in accordance with an aspect

of the present invention; and

FIG. 13 depicts one embodiment of a process for recovering integrated circuit
functionality following a tamper trigger event occurring within a computing environment of

the integrated system, in accordance with an aspect of the present invention.

Best Mode for Carrying Out the invention

FIG. 1 depicts a conventional integrated device, generally denoted 100, having
multiple internal functional masters 110,, 110,, 110, ... 110_. Master 110, is shown as a
processor, having a processor core 112 and a memory management unit 114. Internal masters
110,, 110,, 1105 ... 110, connect in this example to a memory subsystem 120, which includes
bus control logic 130 of a shared bus. Those skilled in the art will understand that although

shown within the memory subsystem, bus control 130 could alternatively reside outside of

subsystem 120.

Bus control umt 130 coordinates and consolidates requests to slaves in the
integrated device. For example, a first slave might comprise an external bus controller 140
which 1s connected to an external non-volatile memory 150, such as flash memory, having an
open memory portion 155. A second slave, memory controller 160 connects to external
volatile memory 170, such as SDRAM or DRAM. Memory 170 includes an open memory
portion 175. In general, functions share a common memory pool in this integrated design in
order to minimize memory costs, and to facilitate transfer of data between functions. As such,

all internal masters have equal access to both non-volatile and volatile memory, and both

storage spaces are labeled open, meaning that there are no limits on data access.
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Typically, non-volatile memory is used for persistent storage, wherein data should

be retained even when power is removed. This memory may contain the boot code, operating
code, such as the operating system and drivers, and any persistent data structures. Volatile

memory 1s used for session oriented storage, and generally contains application data as well as
data structures of other masters. Since volatile memory is faster than non- volatile memory, it

1S common to move operating code to volatile memory and execute instructions from there

when the integrated device is operational.

Note that in a typical system such as presented in FIG. 1, there are several security

risks. Namely,

1. The behavior of the processor can be controlled by modifying the operating code

or data structures, and internal data or operation can be compromised.

2. In certain cases, such as a communication controller, etc., an internal master can

be controlled by an external source, and can be used to compromise internal code

or data since memory 1s shared.

3. Debug and development tools that are used in software development can be used

to modify or monitor the processor’s behavior.

4 A given master can unintentionally corrupt or compromise the operation of

another internal master since memory is shared.

The solution presented herein to the above-noted security risks involves providing
an access control function disposed within the data path between the bus control and the slave
devices. This access control function can use (in one embodiment) characteristics of the
internal bus that connects the functional masters to the slave devices to allow each request for
access to be further qualified based on a set of secure control information, and if desired, to be
prevented. Advantageously, this access control function provides the ability to differentiate

accesses by which master is making the data request, as well as where the data is stored, and
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then to either grant or limit access accordingly, or to otherwise qualify the access. Additional
access control functionality is also described herein in accordance with other aspects of the

present invention.

FIG. 2 illustrates one embodiment of a system, generally denoted 200, which
includes an access control function 240 in accordance with an aspect of the present invention.
System 200 again includes multiple functional masters 210, ... 210, which communicate via a
bus control 230 with one or more slaves 250 & 270. In this case, access control function 240
intercedes in the data path between bus control 230 and slaves 250 & 270. As an alternate
embodiment, bus control unit 230 could reside outside of the secure memory subsystem unit.
As shown, a first slave device comprises an external bus controller 250, and a second slave
device comprises a memory controller 270. In this context, the combination of the bus control
unit, access control unit and external controllers form the secure memory subsystem 220. As a
result, the external address space defined as non-volatile memory 260 and volatile memory 280
can be further divided into open area 262 and secure area 264, as well as open area 282 and
secure area 284, respectively. In this use, “secure” imphes that masters 210, ... 210, can only

access a space as defined in the access control unit 240. Note that the access control function

controls all accesses to both open and secure areas.

A detailed description of the access control function of unit 240 is included in the
above-incorporated application entitled “Control Function Employing A Requesting Master ID
And A Data Address To Qualify Data Access Within An Integrated System”. Further, the
above- incorporated application describes in detail the use of an access table 248 and an
encryption/decryption function 249 in qualifying requests for data based on an access level of

the functional master requesting the data and the address of the data requested.

Briefly described, a request from a master granted control by the bus control unit
1S sent to the access control unit, along with the requested address and associated controls
(e.g., read or write, etc.). The access table is used by the access control function to compare
the requested address, master id, and read or write indicator to a definition of allowed access

capability for that master. The given request can either be blocked (terminated), allowed in
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the clear, or allowed with encryption/decryption. If the requested transfer is allowable, then
the bus signals are propagated to the slaves, and access parameters associated with the request
based on the access table are sent to the encryption/decryption engine, i.e., if
encryption/decryption is applicable. The encryption/decryption engine can be used to encrypt
write data as the data is transferred to a given slave, or decrypt read data as the data is

returned from a given slave using the associated access parameters.

In addition to the functions of qualifying data access based on the requesting
master 1d and the address of the request, the concept of adding a security state machine 242 to
the access control function to, for example, control operation of the access table 248 and
encryption/decryption function 249 is described in the above-incorporated application entitled
“Control Function With Multiple Security States For Facilitating Secure Operation Of An
Integrated System”. On-chip storage 243 is also used in conjunction with the security state
machine 242 to hold a substitute boot address 245 and a master key set 246. This storage is
persistent in that values are retained even when general power is removed. As a result, once

initialized, these values can be used from sesston to session until specifically reset or erased

with a change in security state as described hereinbelow.

The security state machine of the data access control function can be one state of
multiple possible security states, including a null state and a secured state. In the secured
state, the control function replaces a standard boot code address associated with the request

for boot code with a substitute boot code address. The substitute boot code address addresses

an encrypted version of boot code, which is then decrypted by the control function employing

a master key set held in the persistent storage. When in the null state, the master key set is

erased.

As a turther enhancement of the above-described data access control function, the
concept of adding a control capability to selectively authenticate requested data is described in
the above-incorporated application entitled “Control Function Implementing Selective
Transparent Data Authentication Within An Integrated System”. This selective authentication

can be transparent to the functional master of the integrated device initiating the data request.

10
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The requested data can either comprise code or data that is stored in encrypted form in
external memory. (Note that “data” is generically used herein in places, including the claims,
to refer to code or data.) While the encryption capabilities of the above-described data access
control function prevent direct observation and modification of data, the integrity check
function adds the ability to further verify that the encrypted value is the same value that was

written to memory originally.

In one embodiment, an integrity check function in accordance with an aspect of
the present invention works in conjunction with the access table and access parameters
described in the above-incorporated applications. Address ranges that are to be associated
with authenticated data can be indicated by an additional parameter in the access table. The
integrity check function 245 determines the location of integrity values in memory based on
the requested data transfer, and also calculates and compares the integrity values as described

below.

Briefly summarized, the processes can be divided into pre-storage and

post-storage steps, for example:

Pre-Storage

Generate a first integrity check value which is a mathematically condensed version

of the data to be secured and authenticated.

Encrypt the data and encrypt the first integrity check value.

Store the encrypted integrity value and store the encrypted data in memory.

Post-Storage

Retrieve and decrypt the integnity value, and retrieve and decrypt the encrypted

data from memory.

11
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Generate a second integrity check value using the same function as employed in

generating the first integrity check value.

Compare the first and second integnty check values. If they match, the data is

authenticated. Otherwise, the data has been corrupted and corrective action

should be taken.

The integrity check function 245 may optionally be employed in combination with the

enhanced, secure operation concepts for an integrated system described hereinbelow.

FIG. 3 1s a representation of the levels of software used in a typical integrated
device. As shown, the hardware 300 of the device is the base on which the software levels
operate. Boot code 310 runs when the device is first turned on and performs initialization
functions using initialization data 312. The kernel 320, abstracted as level 1, is called by the
boot code after initialization. Kernel 320 provides operating system services and resources,
including general system settings 322 and registrations 324. One or more levels of software
are then called in succession including middleware and service functions 330 such as network
services, file management, media handling, etc. that work with software access controls or
passwords 332 and keys 334. Application software 340 resides atop the middleware and

service software level 330, and works with user data such as personal information 342 and

other content 344

FIG. 3 illustrates one challenge in providing security for an integrated device or
system. As a general rule, the closer the software level is to the underlying hardware, the
more secure or trusted the software 1s. However, in contrast, the closer the software level is

to a user, such as an application, the more valuable the data is. This leads to the least secure

software protecting the most valuable data.

F1G. 4 depicts an approach to providing security in an integrated system. Starting

with the hardware 400, each level of software is authenticated by the underlying level. In the

case of boot code 410, it is authenticated through the use of decryption and a master key set in

12
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the hardware, as defined in the above-incorporated applications, where boot code (or
initialization code) is stored in encrypted form in external memory. Also, after authentication
and prior to passing control to the next level of software 420, 430, 440, etc., each preceding
level may limit the ability of the next level to control or modify the system. Therefore, as each

level 1s loaded, each level is verified and the ability to effect the security of the system may be

further restricted.

FIG. S illustrates an implementation of the approach shown in FIG. 4 in the
context of an integrated system such as described in FIG. 2. More particularly, this
implementation is through the use of the access control function described above, and in the
above-incorporated applications. The boot code 400 is authenticated by the hardware as
descrnibed above, and so i1s considered the most trusted level of sofiware. The boot code is
able to tully configure the access control function, including the key sets used in decryption,
the address table that defines how addresses are translated, the access level that specifies the
allowed transactions based on master 1d and address range, and also the access parameters that
define how the request is processed. Again, all of this information is maintained by the access

control function described above.

Prior to passing control to the next level of software, i1.e., level one 410, the boot
code, in this example, hides the key values so they are not directly visible to software and also
locks the address table and the access level entries (both contained within the access table) so
that they cannot be modified by the next level of software. However, in this example, the
access parameters can still be updated at this next level. Note that hiding can be accomplished
in hardware by preventing read access, and locking can be accomplished in hardware by
preventing write access. Those skilled in the art will understand that there are multiple ways
of controlling (or locking) access to the registers of the access control unit, such as enforcing
the use of privileged instructions, connecting the registers to on-chip private busses only,

memory-mapping the registers and limiting the access to the registers using existing settings in

the access control unit, etc.

As shown, prior to passing control to a least trusted software level 440, the last

13
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operational characteristics depicted of the access control function, i.e., the access parameters,

are locked so that they cannot be modified.

FIG. 6 depicts one embodiment of a process for initializing a secure operating
environment for an integrated device that has been assembled into a computing system. As
shown, the integrated device is assembled into a larger system 605, and power is applied 610.
The entire system or computing environment 1s moved to a physically secure environment 600
associated with the system manufacturer where the integrated device undergoes configuration
for secure operation. In particular, the security mode is advanced 612, secret keys are
generated 615, and the keys and substitute boot address are loaded in persistent storage 620
associated with the data access control function of the device. Note that the secret keys can
either be provided by the manufacturer or generated by the integrated device itself. In the

latter case, the keys may be optimally held in escrow.

The access table 1s next configured 625 so that data written to volatile memory
will be encrypted with the master key set and use the non-volatile memory address for
whitening, as described below in connection with FIGS. 7A & 7B. Data read from volatile
memory will not be cryptographically processed and will remain unchanged. The access table

s also configured so that data written to non- volatile memory will be unchanged.

The boot code is then loaded through a debug interface (see FIGS. 7A & 7B) and
encrypted by the data access control function using the master key set as the data is written to
volatile memory 630. The code is then copied from volatile memory to non-volatile memory
without decryption thereof 635, as explained further below. Lastly, the integrated device is
configured for secured mode 640, as described in the above-incorporated applications. Note

that the result of this processing is that the encryption is unique to the particular integrated

system.

At this point, the computing system can be removed from the physically secure
location 600. The system is then re-booted using the loaded secure boot code 645, which can

then be used to load additional code if desired in a secure manner through the use of
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encryption with self-generated key values 650. The final step in the process of FIG. 6 is to
test and ship the computing system 655.

FIG. 7A further depicts processing 630 of FIG. 6. (Note that FIG. 7A and certain
subsequent figures are a simplified depiction of the integrated system of FIG. 2, wherein the
bus control and slave elements are omitted for clarity.) As shown, a debug interface or
Integrated development environment (IDE) can be used to load unencrypted boot code into
the integrated device, which has been configured for secure operation. Integrated device 200
encrypts the boot code 249 using the internal master key, stored in persistent storage 243 of
access control function 240, and writes the encrypted boot code 700 to a defined location in
volatile memory 280. Note that the encrypted boot code is first written to volatile memory
because non- volatile memory, such as flash memory, requires multiple operations to write a
given data value and so could not be implemented as a block operation. Since the encrypted
boot code 700 is to be later copied to another location in external memory, the access table
248 entry associated with the encryption operation is configured to use the ultimate address

location in non-volatile memory as the value for whitening. Whitening is described further in

one or more of the above-incorporated applications.

FIG. 7B 1illustrates process 635 for copying, for example, by processor 210,, the
encrypted boot code from volatile memory to non-volatile memory 260. Since the boot code
1s already encrypted with the master key set and the non-volatile memory address for
whitening, the boot code does not require any cryptographic transformation and is copied

directly into the non-volatile memory without undergoing decryption.

FIG. 8 depicts a flowchart of one initialization process in accordance with an
aspect of the present invention. Beginning with the boot procedure 800, the integrated device
turns on 805 and i1ssues a boot request which is redirected by the data access control function
using the substitute boot address 810. The encrypted code fetched from memory is decrypted
by the data access control function using the master key set 815. Among the first instructions
executed, a check 1s made to see if an updated boot code image is available 820. This check

should be done during the boot procedure itself since no other level of software may be
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authorized to make changes to the boot code.

If there is no update, the boot code generates the runtime keys to be used for the
given session that is starting 825. Note that if there are data structures from previous sessions
that must be used, the boot code can also retrieve encrypted key values that had been stored
by the previous session. The boot code then authenticates the next level of software using
established techniques to mathematically process the software image in memory to arrive at a
unique digest or hash value and then compare the result to an expected value 830. This can be
accomplished in software using the secure boot code. In addition to authorization, the boot
code can also limit the ability of the next level of software to modify or even observe the
security settings and the operational characteristics associated with the access control function.
With both authentication and locking of security functions complete, control is passed to the
next level of software 835. If this is a final level 840, then the process of loading software is
complete and secure operation of the device can begin 845. If there are additional levels, the
task of authenticating the next level and optionally locking security functions is performed

again, and the loop continues until all levels are loaded.

If there 1s an update for the boot code, then from inquiry 820 the boot update
procedure 850 1s followed. First, the current boot code (i.e., the code which was running
when the device was first turned on) is used to authenticate and decrypt the new boot code
image 855. Note that the new image may have been transmitted to the system in an encrypted
form that 1s different than that used by the integrated device internally. In such a case, the
boot code performs a decryption step in software. The running boot code then writes the new
boot code to memory using the access control function to encrypt the new code with the
master key set of the integrated device in the same manner as when the system was first
assembled 860. However, the new boot code image is written to a separate location than the
running boot code so that if the system is unexpectedly interrupted during the procedure, the
running boot code is complete and operational in memory. Once the new boot code image is
completely authenticated and written to non- volatile memory, the running boot code updates

the substitute boot address to point to the new boot code image 865. Once the update is

completed, the system is restarted 870 and goes back to the beginning of the boot procedure
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800. In an extension of this process, one or more levels of code other than the boot or
initialization code may be added as required by a level of software having a higher security

privilege. For example, the boot code could be used to update the kernel.

As an extension to the boot update procedure 850, a new version number can be
assoctated with the new boot code image 860. This requires that a version number parameter
be added to the values that are stored in on-chip persistent memory associated with the data
access control function, as described in one or more of the above- incorporated applications.
Again, the verston number is used to perform the whitening procedure as part of the
decryption of the first instructions. The advantage of including a version number for the boot
code image 1s that it prevents an attacker from reusing an older boot code image by merely

making a copy and then replaying it.

FIG. 9 depicts processing within an integrated system which is started using the
boot processing of FIG. 8. When the main power for the integrated device is turned on, a first
action 1s for processor 210, to request data (boot code) from a predefined address. This
external data request is passed to the data access control function 240, which identifies the
request as a boot code request based on the address, and replaces all or part of the address
with a substitute boot address contained in the control function’s persistent storage 243. The
modified request then continues to external memory 260. The substitute boot address is
defined to point to a section of memory that contains code that has been previously encrypted
using the master key set. This encrypted code 710 resides in a secure region of non- volatile
memory 260. The encrypted code is returned to the access control unit which has been
configured, based on the substitute boot address, to decrypt the returned data using the master
key set. The decrypted (and secure) boot code is then returned to the processor for execution.

The above steps are repeated as the processor executes the boot code sequence.

FIG. 10 depicts a process for accepting code updates while the integrated system

1s running. This update check procedure 1000 starts with the system running in secure
operation mode 1005. Based on a conditional event, such as an internal periodic time trigger

or external notification, etc., the system checks 1010 to see if an update is available 1015. If
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“no”, then the integrated system returns to the previous secure operation state and continues.
If an update 1s available, then the update can be downloaded using secure network protocols
1020 as established in the industry. Alternatively, the update could be read from fixed media.
The current level of software then determines whether it is authorized to make the update

requested 1025. As described above, a given level of software can only be authenticated by

software of equal or higher level of authority.

If the current level of software is not authorized to make the update, then the
software marks that an update is available and stores the update for use by the correct level of
software when that level 1s next in control of the integrated device. Note that this generally

requires storage in non-volatile memory so that the update is available for the next session.

If the current level of software is authorized, then update procedure 1050 is
followed. This procedure includes authenticating and decrypting the update using the
processes described above for updating boot code. However, it is not required to encrypt the
update with the master key set. Rather, a runtime key can be employed instead. Also, the
version number for the update does not need to be stored in on-chip persistent memory, but
could be encrypted and stored in external secure memory since it will be loaded by the boot

code 1060. Next, the authentication values are updated for use in verifying the updated code

before loading during system initialization.

FIG. 11 depicts a process for managing keys and updating keys as required. In
general, this process employs the data access control function as a means of migrating from

one encryption form to another.

Excessive usage of a secret key on a unique data block adds to the number of
samples potentially available for cryptoanalysis. To protect a secret key, therefore, the number
of samples employing the key should be limited. The limit depends upon the type of analysis
an attacker may use and on the strength of the encryption algorithm, keys, and physical

shielding employed. In today’s technology, it is impractical to count accurately the number of

times a secret key is used on unique data blocks. A close approximation to this counting,
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which would require the amount of storage per key set, would be to use a counter to record
the number of write operations per key set, with the count being greater or equal to the
number of unique samples created. As a less effective approximation, read and write

operations could both be counted, but this would not mean that the count threshold could be

Increased.

As shown for the key management procedure 1100, runtime keys are generated
(as described above in connection with the boot procedure) for use during a single session or
across sessions 1105. At the same time, a key usage counter is initialized with a given
threshold. This counter can be implemented in software, but is more advantageously
implemented in hardware as part of the access control function since the information needed to
drive the counter is available. Further, the counter can be associated with the on-chip
persistent storage so that the count is maintained between sessions, or software can be used to
capture the result, encrypt it, and store the result when the system is turned off, and then

reload the count when the system is started again.

Control 1s optionally passed to the next level of software 1110. Note that the
current level of software could alternatively continue and use the key directly. The key usage
counter 1s incremented for each time the key is used to write encrypted data 1120. It could

optionally be used to monitor read events but only in addition to write events, not in place of

them.

At some point, the key usage counter will exceed the threshold 1125. When this
occurs, if the same level of software is operating as initially generated the key, then the key
update procedure 1150 is called 1130. If the current level of software is different, then the
system returns to the level of software that originally generated the key and from there calls

the key update procedure 1135.

The key update procedure 1150 employs the access control function to facilitate
migrating from one key set to another. The access table of the access control function is first

modified so that the current location of the data to be migrated is defined for decryption using
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the old key set, and the new location of the data is defined for encryption with the new key set

1155. Note that since the access table can be used to do address translation, the internal
masters of the integrated system can see the current and new data locations as separate
address ranges in memory, while the external requests after address translation could define

both locations to be the same address range. This allows a given block to be read from its

existing location, and then written back to the same location.

Using the new access table definitions, the data is then read from its current
location and written to its new location, effectively re-encrypting the data with the new key set
1160. The access table 1s then again modified so that the new location is defined for

encryption and decryption with the new key set 1165, and all references to the old key set and

associated data locations are deleted 1170.

FIGS. 12A-12C illustrate a related technique for migrating data provided by an
outside source from one encryption form to another. In this case, the outside encryption form
could be a different algorithm and key set than the internal encryption approach. As shown in
FIG. 12A, data 1s recetved, in this case through communication port 1200, from an outside
source encrypted with an outside algorithm. The access control function 240 is defined to
store this outside data directly in external memory 280 with no modifications. As shown in
FIG. 12B, processor 210, then reads the outside data into its cache in blocks, and decrypts a
given block using software for the decryption. Once decrypted, the clear block is then written
to external memory 280 as shown in FIG. 12C. However, the access control function is
configured to encrypt the data using the internal algorithm and key set. The result of this
process is that all data received from the outside is converted to an encrypted form that is
unique and controlled by this one integrated device. This provides the advantage of preserving

the security of encrypted data, while taking advantage of the hardware acceleration of the

access control function.

FIG. 13 depicts one embodiment of a process used to recover secure operation of
an integrated system, after the integrated system is in use in the field and a tamper event has

triggered the system to transition from secured state to a null state as described in one or more
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of the above-incorporated applications. As shown, by the boot procedure after being triggered
1300, the integrated system 1s turned on 1305 after the tamper event and the boot request is
no longer redirected 1310. Unencrypted code is run from the standard boot address to
initialize the system 1315. The initialized system operates with a reduced level of functionality
such that access 1s no longer provided to secure data or applications 1325. Alternatively, an

attempt to recover original integrated system functionality could be made 1320.

If an integrated system owner chooses to attempt a full recovery, then the
integrated system is taken to an authorized service center which comprises a secured physical
location 1350. The service center uses debug tools (see FIG. 7A) to load unencrypted

initialization code, which includes restoration boot code and also the manufacturer’s public
key 1355. -

The integrated system is then restarted to execute the initialization code, which
will first generate a new master key set and then write the master key set into on- chip
persistent storage associated with the data access control function 1360. The access control
function 1s then configured to encrypt the restoration boot code using the master key set as
described above in connection with FIG. 7A. The location of the new boot code is written
into the substitute boot address field. The boot code then generates internally a public/private
key pair, and securely stores the private key in non-volatile memory. The generated public key
1s encrypted using the manufacturer’s public key (previously supplied with the initialization
code), and returned to the service center, which then forwards it to the manufacturer 1365. At

this point, the integrated system can be removed from the secured physical location 1350.

The system is restarted and the restoration boot code is executed 1370. The
initialized system will establish a secure network connection to the manufacturer 1375, and
then using known techniques, the data and code needed to reestablish the original functionality

of the system can be downloaded and installed on the integrated system 1380.

To summarize, methods, systems and computer program products for initializing,

maintaining, updating and recovering secure operation within an integrated system are
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described herein. These techniques employ a data access control function within the
integrated system. The systems and computer program products may be broadly summarized

as set forth below.

Provided herein in one aspect is a system for facilitating secure operation of an
integrated system having multiple levels of software. This system includes means for
authenticating, by a current level of software, a next level of software of the multiple levels of
software before passing control of the integrated system to the next level of software. A data
access controller 1s also provided which includes means for limiting the ability of the next level

of software to modify an operational characteristic of the integrated system.

A system for initializing secure operation of an integrated system is also provided
in another aspect. This system includes means for generating at least one key for the
integrated system, and a data access control function within the integrated system. The data
access control function receives initial code into the integrated system and encrypts the initial
code using the at least one key. The initializing system further includes means for reinitializing

the integrated system using the encrypted initial code.

A system for migrating data encrypted using a first key set to data encrypted using
a second key set 1s additionally provided. This system includes means for decrypting within
the integrated system data encrypted using a first key set; and a data access control function

within the integrated system, which includes means for re- encrypting the data using a second

key set.

In another aspect, a system for recovering integrated system functionality
following a trigger event is described herein. This system includes means for automatically
establishing a reduced level of functionality within the integrated system, as well as means for

allowing full functional recovery of the integrated system through selective use of a designated

recovery procedure.

In another aspect, at least one program storage device readable by a machine,
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tangibly embodying at least one program of instructions executable by the machine to perform

a method of facilitating secure operation of an integrated system having multiple levels of
software 1s provided. This method includes authenticating, by a current level of software, a
next level of software of the multiple levels of software before passing control of the
integrated system to the next level of software; and limiting ability of the next level of software
to modify an operational characteristic of the integrated system, the limiting being

implemented by a data access control function of the integrated system.

In still another aspect, at least one program storage device readable by a machine,
tangibly embodying at least one program of instructions executable by the machine is provided
to perform a method of initializing secure operation of an integrated system. The method
includes generating at least one key for the integrated system; loading initial code into the
integrated system, the loading including using the at least one key to encrypt the initial code
via a data access control function of the integrated system; and reinitializing the integrated

system using the encrypted initial code.

In yet another aspect, at least one program storage device readable by a machine,
tangibly embodying at least one program of instructions executable by the machine is provided
to perform a method of migrating data encrypted using a first key set to data encrypted using a
second key set. The method includes: decrypting data encrypted using a first key set; and

re-encrypting, by a data access control function within an integrated system, the data using a

second key set.

In a further aspect, at least one program storage device readable by a machine,
tangibly embodying at least one program of instructions executable by the machine is provided
to perform a method of recovering integrated system functionality following a trigger event.
This method includes: automatically establishing a reduced level of functionality within the

integrated system; and allowing for full functional recovery of the integrated system by

employing a selective recovery procedure.

Those skilled in the art will note from the above discussion that the present
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invention can be included in an article of manufacture (e.g., one or more computer program
products) having, for instance, computer usable media. The media has embodied therein, for
instance, computer readable program code means for providing and facilitating the capabilities
of the present invention. The article of manufacture can be included as a part of a computer

system or sold separately.

Additionally, at least one program storage device readable by a machine, tangibly

embodying at least one program of instructions executable by the machine to perform the

capabilities of the present invention can be provided.

The flow diagrams depicted herein are just examples. There may be many
variations to these diagrams or the steps (or operations) described therein without departing
from the spirit of the invention. For instance, the steps may be performed in a differing order,
or steps may be added, deleted or modified. All of these variations are considered a part of the

claimed invention.

Although preterred embodiments have been depicted and described in detail
herein, 1t will be apparent to those skilled in the relevant art that various modifications,
additions, substitutions and the like can be made without departing from the spirit of the

invention and these are therefore considered to be within the scope of the invention as defined

in the following claims.

Industrial Applicability

The present invention finds wide applicability in secure integrated systems

handling sensitive data that needs to be encrypted prior to being handled and migrated.

24



CA 02481569 2004-10-06
WO 03/090402 PCT/US03/11907

What 1s claimed is:

1. A method of facilitating secure operation of an integrated system having multiple

levels of software, said method comprising;

authenticating, by a current level of software, a next level of software of the

multiple levels of software before passing control of the integrated system to the next level of

software; and

limiting ability of the next level of software to modify an operational characteristic

of the integrated system, said limiting being implemented at a data access control function of

the integrated system.

2. The method of claim 1, wherein the limiting comprises limiting ability of the next
level of software to modify at least one of a key set(s), an access table(s), an access level(s)

and an access parameter(s) maintained by the data access control function.

3. The method of claim 2, wherein said controlling comprises at least one of hiding

the key set(s) or locking access to the access table(s), the access level(s) or the access

parameter(s) maintained by the data access control function.

4. The method of claim 1, further comprising authenticating initialization code to be

employed in initializing secure operation of the integrated system, said authentication of the
initialization code being performed by said data access control function of the integrated

system.

5. The method of claim 1, in combination with a method for updating a level of

software, said method for updating the level of software comprising:

determining a software level update is available;

determining the current level of software is authorized to authenticate the updated
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level of software, and if so, proceeding to accept the software level update into the integrated

system employing the data access control function.

6. The method of claim 5, wherein the updated level of software comprises an

initialization code update, and wherein the method further includes:

authenticating and decrypting the initialization code update;

\

encrypting the decrypted initialization code update with a master key set

maintained by the data access control function and a new version number; and

updating an initialization re-direction address maintained by the data access

control function to a new, updated initialization location address.

7. The method of claim 5, wherein if the current level of software is unable to

authenticate the software level update, then the software level update is held at the integrated

system until an appropriate level of software is running and able to authenticate the software

level update.

8. The method of claim 5, wherein the proceeding to accept the software level
update into the integrated system comprises encrypting for storage the software level update,

the encrypting comprising employing a new version number when encrypting the software

level update.

9. A method of initializing secure operation of an integrated system, said method

comprising;

generating at least one key for the integrated system;

loading initial code into the integrated system, the loading including using the at

least one key to encrypt the initial code via a data access control function of the integrated

system; and
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reinitializing the integrated system using the encrypted initial code.

10. The method of claim 9, wherein the generating comprises generating within the

integrated system the at least one key.

11. The method of claim 9, wherein the data access control function comprises a

hardware component of the integrated system.

12. The method of claim 9, further comprising loading additional code into the

integrated system using the encrypted initial code.

13. The method of claim 12, wherein the loading of additional code includes utilizing
the encrypted initial code to implement random key generation within the integrated system for

use in encrypting the additional code by the data access control function.

14. The method of claim 9, wherein the loading further includes encrypting the initial

code using the at least one key and a memory address for whitening.

15. A method of migrating data encrypted using a first key set to data encrypted using

a second key set, said method comprising:

decrypting data encrypted using a first key set; and

re-encrypting, by a data access control function within an integrated system, the

data using a second key set.

16. The method of claim 15, wherein the data access control function comprises a

hardware component of the integrated system.

17. The method of claim 15, wherein the decrypting is also performed by the data

access control function of the integrated circuit.
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18. The method of claim 15, further comprising retrieving for decryption, from

storage associated with the integrated system, the data encrypted using the first key set.

19. The method of claim 15, further comprising modifying at least one operational
characteristic associated with the data access control function, said at least one operational
characteristic residing in an access table employed by the data access control function, and
wherein the modifying includes modifying the access table to indicate that encrypted data in a

current location is to be decrypted using the first key set, and is to be re-encrypted using the

second key set when undergoing storage to a new data location.

20. The method of claim 15, wherein the decrypting and re-encrypting are responsive
to the first key set having been used a predetermined count for at least one of encrypting and
decrypting data, and wherein the method further comprises counting a number of times the

first key set 1s employed in the at least one of encrypting and decrypting of data.

21. The method of claim 20, wherein the counting comprises employing a key usage

counter maintained by the data access control function of the integrated system.

22. The method of claim 15, wherein the data encrypted using the first key set 1s

received from a source external to the integrated system.

23. The method of claim 22, wherein the decrypting is performed in software within

the integrated system, and wherein the re-encrypting, by the data access control function, is

performed in hardware of the integrated system.

24 The method of claim 23, wherein the second key set is unique to the integrated
system.
25. A method of recovering integrated system functionality following a trigger event,

said method comprising:
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automatically establishing a reduced level of functionality within the integrated

system; and

allowing for full functional recovery of the integrated system by employing a

selective recovery procedure.

26. The method of claim 25, wherein the recovery procedure includes loading

initialization code into the integrated system at a secure physical location.

27. The method of claim 26, wherein the loading of initialization code further
comprises loading unencrypted initialization code into the integrated system, including

restoration 1nitialization code, and wherein the method further comprises:

executing the restoration initialization code to obtain a master key and a substitute

initialization address:

encrypting the restoration initialization code with the master key and storing the

encrypted initialization code at the substitute initialization address; and

reinitializing the integrated system using the stored encrypted initialization code at

the substitute initialization address.

28. The method of claim 27, further comprising storing the master key and the
substitute initialization address in persistent storage associated with a data access control

function of the integrated system.

29. The method of claim 27, wherein the initialization code further comprises a

manufacturer’s public key, and wherein the method further comprises:
generating at the integrated system a public/private key pair;

securely storing the integrated system’s private key; and
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encrypting the integrated system’s public key using the manufacturers public key.

30. The method of claim 29, further comprising establishing a secure network
connection between the integrated system and manufacturer, the establishing employing the
generated public/private key pair, and downloading across the secure network connection

required code and data to reestablish full functionality of the integrated system.
31. The method of claim 25, wherein the automatically establishing the reduced level

of functionality within the integrated system includes limiting access to secure code and data

within the integrated system.
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