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(57) ABSTRACT 

A System, method and apparatus for generating Security 
codes that may be used in providing Software Security are 
disclosed. In a preferred embodiment, at least one analog 
data Signal representing a Security code is generated by 
Security circuitry. Such analog data Signal is input to an 
analog input port of a computer. The generated Security code 
may be used to prevent unauthorized operation of a Software 
program. In a preferred embodiment, Such an analog data 
Signal is a resistance value, and Such an analog input port of 
a computer is a game port. Most preferably, multiple 
Sequences of resistance values are generated and input to the 
analog pins of the game port. A combination of the multiple 
Sequences of resistance values form a Security code that may 
be used to provide Software Security for a Software program. 
Additionally, one or more confounding Signals may be 
generated to make decoding the Security code more difficult. 
In a preferred embodiment, the generated resistance values 
representing a Security code are presented to analog pins of 
the game port, leaving the digital pins of the game port free 
to be utilized by another device. Thus, a device used to 
interact with the protected Software program may effectively 
share the game port with the Security circuitry. 

59 Claims, 6 Drawing Sheets 
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DEVICE AND METHOD FOR PROVIDING 
SECURITY FOR A COMPUTER SOFTWARE 

PROGRAM 

RELATED APPLICATIONS 

This application is related to concurrently filed and com 
monly assigned U.S. application Ser. No. 09/301,522 
entitled “A METHOD AND COMPUTER SOFTWARE 
CODE FOR PROVIDING SECURITY FOR A COM 
PUTER SOFTWARE PROGRAM, the disclosure of which 
is hereby incorporated herein by reference. 

TECHNICAL FIELD 

This invention relates to Software Security and more 
Specifically to a method, System, and device for generating 
Security codes used in providing Security for a computer 
Software program. 

BACKGROUND 

Once software is distributed to purchasers it is relatively 
easy for the purchasers to make unlimited copies and 
distribute them as they desire. As a result of Such copying, 
Substantial revenues have been lost. In fact, a recent Study by 
Business Software Alliances (BSA) and the Software Pub 
lishers Association (SPA) estimated revenue losses to the 
worldwide software industry due to piracy at S11.4 billion. 
(Report available at http://www.spa.org/piracy/releases/ 
97pir.htm). The study estimates that, of the 574 million new 
busineSS Software applications installed globally during 
1997, 228 million applications (or four in every ten) were 
pirated. This represents an increase of two million more new 
applications being pirated than in the previous year 1996. 
The U.S. was reported as the country with the highest dollar 
losses due to Software piracy followed by China, Japan, 
Korea, Germany, France, Brazil, Italy, Canada, and the 
United Kingdom. The piracy rate for the U.S. alone was 
estimated at 26% for 1995, and 27% for 1996 and 1997. 
Accordingly, revenue losses to the Software industry due to 
piracy in the U.S. were estimated at S2,940,294 in 1995, 
S2,360,934 in 1996, and S2,779,673 in 1997. 
With Such an increasing amount of revenue being lost to 

Software piracy, it is becoming ever-increasingly important 
for Software developerS to protect their Software applications 
against unauthorized copying and/or use. In the prior art, 
Several techniques have been developed in attempts to 
prevent Software piracy. Such techniques include: Security 
Systems integrated with the Software application program, 
and Systems with certain external attachments (i.e., 
"dongles') that interact with the application program. 

Software security solutions have been developed, which 
attempt to provide Security for a computer application 
program solely through software. Such “software only' 
Solutions do not require any additional hardware to perform 
Security measures. Such Software Solutions typically utilize 
a registration database and encryption technology to provide 
Security for an application program. That is, Such Security 
Software Solution typically checks the registration for an 
application program against a registration database to deter 
mine if use of the program is authorized. Typically, a 
registration is contained in the database only for application 
programs that have been purchased, and a registration is not 
contained for unauthorized copies of Such application pro 
gram. Therefore, Such a Software Solution attempts to pro 
vide Security by only allowing application programs that 
have a registration in the database to operate. 
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2 
Security systems have also been developed which utilize 

external attachments called "dongles.” Dongles have been 
developed to interface with the parallel printer port of a 
personal computer (PC). Dongles have also been developed 
to interface with the serial port of a PC. Additionally, 
dongles have been developed to interface with the USB port 
of a personal computer. Other interfaces for which dongles 
have been developed include: the 36-pin Centronic interface 
for Japanese NEC-PC98XX systems and for standard PCs, 
and the ADB bus of the Apple Macintosh. 
The general operation of a dongle is as follows: each 

dongle contains a unique code that is recognized by the 
protected Software. During runtime, the protected program 
checks whether a dongle with the appropriate code is 
connected to the computer's port (Such as the parallel printer 
port). If the dongle's code is confirmed, the Software is 
executed. If not, the Software will not run. 
More Specifically, most dongles contain an ASIC 

(Application Specific Integrated Circuit) chip with multiple 
electronic algorithms. During runtime, the protected Soft 
ware sends queries to the dongle connected to the designated 
port of the computer. The dongle evaluates each query and 
responds. If the response returned by the dongle is correct, 
the Software is allowed to run, otherwise the Software is not 
allowed to proceed as desired. If the correct response is not 
returned the software developer may be allowed to decide 
how the Software should react, Such as preventing the 
application from running or Switching to a demo mode. 
Therefore, Software developerS may require that users con 
nect a dongle to one of the above-described ports prior to 
running the corresponding Software program. In this 
manner, Software developerS can utilize the above-described 
dongles to protect their Software applications. 

SUMMARY OF THE INVENTION 

Several problems exist with prior art systems for provid 
ing Security for Software applications. Particularly where the 
Security System resides Solely in the Software program, it has 
become relatively easy to break the code used in protecting 
an application program. In fact, there have been marketed 
other programs Solely for the purposes of breaking Such 
codes. That is, Software programs have been developed that 
enable buyers to duplicate protective Software and avoid any 
internal Security measures. Once the code is voided or 
broken, the user can then recopy the program and distribute 
it through computer networks to literally thousands of other 
unauthorized users. Furthermore, because Security Systems 
that reside Solely in the program often do not allow users the 
ability to copy the program at all, users do not have the 
luxury of being able to make back-up copies of the program. 

Problems also exist for the prior art dongles utilized for 
Software application Security. Dongles that connect to the 
parallel or Serial ports are inconvenient for most users 
because their parallel and/or Serial ports already interface 
with other devices, Such as a mouse, an external modem, or 
a printer. Thus, many users are hesitant to dedicate Such 
ports to a Security device. Some parallel port dongles claim 
to have “pass through' capabilities. Such pass through 
capabilities require that the dongle be connected to the port 
and then another device, Such as a printer, can be connected 
to the dongle. Such a dongle is Suppose to utilize the port to 
provide Security and also allow Signals to pass through to the 
other device. In effect, Such dongles attempt to “share” the 
port with another device. However, when utilized with 
preemptive operating environments, Such as MicroSoft Win 
dows 95, 98 and NT, potential problems with sharing ports 
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exist. For example, a dongle may preempt a printer or other 
device attempting to utilize the same port Such that the 
dongle may effectively take over the port Solely for its 
operation for extended periods of time. By the same token 
a printer or other device attempting to utilize the same port 
with a dongle may preempt the dongle, Such that the printer 
or other device may effectively take over the port solely for 
its operation for extended periods of time. 
An additional problem associated with the dongles cur 

rently available is that users are aware that the Software 
provider is requiring them to install a Security device before 
they are allowed access to a particular program. Many users 
do not appreciate the inference that they are not trustworthy, 
and users may even forgo purchasing the Software product. 

Yet another problem with the dongles currently available 
is that most users do not like the extra effort required on their 
part to attach a dongle to one of the above-described ports. 
In this Sense, even dongles that have pass-through capabili 
ties require the user to disconnect a device that was previ 
ously interfacing with a particular port, connect the dongle 
to that port, and then connect the original device to the 
dongle. In turn, this required effort on the part of the user 
makes a developer's Software application leSS appealing to 
COSUCS. 

Thus, there is a desire to provide Security for Software 
developers. There is a further desire to have a product that 
will provide Such Security without using the parallel port, 
serial port, or USB port of a computer. There is a further 
desire for a Security product that utilizes an analog input port 
of a computer to provide Software Security. There is yet a 
further desire to have a product that will provide such 
Security in a manner that is transparent to the user. 

These and other objects, features and technical advan 
tages are achieved by a System, method and device which 
provide Software Security by interfacing with an analog 
input port of a computer. In a preferred embodiment, Such 
System, method and device provide Software Security by 
interfacing with the game port of a computer. Therefore, 
Software Security is provided without requiring the user of 
the Software to install a Security device on the parallel, Serial 
or USB port of the user's computer. 
AS used herein, the term "security” means preventing 

unauthorized operation of all or a portion of a Software 
program. In a preferred embodiment of the invention, Secu 
rity for an application program is provided by presenting 
multiple Sequences of analog data Signals, which represent 
a Security code Sequence, to the analog input port of a 
computer. Most preferably, Security for an application pro 
gram is provided by presenting multiple Sequences of resis 
tance values, which form a Security code Sequence, to the 
analog pins of the game port. If the Security code Sequence 
is presented to the analog input port as expected, then the 
application program may be enabled and allowed to operate 
correctly. However, if the Security code Sequence is not 
presented to the analog input port as expected, then the 
application program may be disabled and not allowed to 
operate correctly. For example, if the application program is 
disabled, all or a portion of the application program may not 
function, the application program may be presented in a 
demo mode, or the application program may vary in Some 
other way from its normal operation. 

In a preferred embodiment a device used to interface with 
the protected application program may be connected to the 
analog input port of the computer by a Security adapter. Most 
preferably, Such a device may be connected to the game port 
of a computer by a Security adapter. In Such an embodiment, 
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4 
the Security adapter may contain interface control circuitry 
for the device utilizing the digital input pins of the game 
port. Such Security adapter may further contain Security 
circuitry that provides Security for the application program 
by utilizing the analog input pins of the game port. 
Accordingly, the Security circuitry may provide Security 
through the analog input pins of the game port of a computer 
in a manner that is completely transparent to the user of the 
program. Moreover, because the Security circuitry may be 
provided in a device used to interface with the application 
program, the user of the program may not be required to 
install a separate Security device. In alternative 
embodiments, the Security circuitry may be implemented in 
a variety of other ways including being implemented within 
a separate device that connects to the game port, within an 
interface card that may be installed in a computer, or Some 
other implementation for communicating with Said com 
puter. 

It should be appreciated that a technical advantage of the 
present invention is that a System, method, and apparatus 
which provide Software Security interfacing with the game 
port of a computer is provided. Accordingly, a user of the 
protected Software program is not required to install a 
security device on the parallel, serial or USB port of the 
user's computer. A further technical advantage is realized in 
that the present invention provides Software Security while 
Still allowing the user to make back-up copies of the 
protected Software program. Accordingly, copying the Soft 
ware program may not be restricted, rather, only the execu 
tion or operation of the protected program may be con 
trolled. 
A further technical advantage is realized in a preferred 

embodiment in that the System, method and apparatus pro 
vide for Software Security by utilizing the analog input pins 
of the game port of a computer. Accordingly, the digital pins 
of the game port remain free to be utilized for other 
functions, Such as interfacing with a device used with the 
protected Software program. Thus, a preferred embodiment 
allows a true Sharing of the game port Such that the Security 
device utilizing the analog pins of the game port and another 
device utilizing digital pins of the game port do not interfere 
with each other. A Still further technical advantage is realized 
in that the present invention may be implemented Such that 
the Security circuitry is completely transparent to the user of 
the protected Software program. 
The foregoing has outlined rather broadly the features and 

technical advantages of the present invention in order that 
the detailed description of the invention that follows may be 
better understood. Additional features and advantages of the 
invention will be described hereinafter which form the 
subject of the claims of the invention. It should be appre 
ciated by those skilled in the art that the conception and 
Specific embodiment disclosed may be readily utilized as a 
basis for modifying or designing other Structures for carry 
ing out the Same purposes of the present invention. It should 
also be realized by those skilled in the art that Such equiva 
lent constructions do not depart from the Spirit and Scope of 
the invention as Set forth in the appended claims. 

BRIEF DESCRIPTION OF THE DRAWING 

For a more complete understanding of the present 
invention, and the advantages thereof, reference is now 
made to the following descriptions taken in conjunction with 
the accompanying drawing, in which: 

FIG. 1 shows a block diagram of a preferred embodiment 
of the Security circuitry used to prevent unauthorized use of 
a Software program; 



US 6,651,175 B1 
S 

FIG. 2 shows a detailed diagram of a preferred embodi 
ment of the Security circuitry used to prevent unauthorized 
use of a Software program, 

FIG. 3 shows a logic diagram for an exemplary code 
Sequence generated by the Security circuitry in a preferred 
embodiment; 

FIG. 4 shows a wave trace illustrating an exemplary code 
Sequence generated by the Security circuitry in a preferred 
embodiment; 

FIG. 5 shows an exemplary wave trace illustrating a 
confounding signal presented to channel U(Z) in a preferred 
embodiment of the Security circuitry; 

FIG. 6 shows a side view of a computer system in which 
the preferred embodiment may be utilized; 

FIG. 7 shows a block diagram of a device connected to a 
Security adapter wherein the Security adapter contains the 
Security circuitry and device interface circuitry; 

FIG. 8 shows a block diagram of a device connected to a 
Security adapter, wherein the device contains the Security 
circuitry and device interface circuitry; 

FIG. 9 shows an exemplary flow diagram for initializing 
a Security Software program to recognize a valid “high” and 
a valid “low” resistance level on the game port for a 
preferred embodiment; 

FIG. 10 shows a further exemplary flow diagram for 
initializing a Security Software program to recognize a valid 
“high” and a valid “low” resistance level on the game port 
for a preferred embodiment; 

FIG. 11 shows an exemplary flow diagram for a security 
program executing to monitor the game port and provide 
Security for an application program in a preferred embodi 
ment, 

FIG. 12 shows an exemplary flow diagram for a routine 
of the Security program for Scanning values present on the 
game port in a preferred embodiment; 

FIG. 13 shows exemplary arrays utilized by the security 
program in a preferred embodiment to compare values 
present on the game port with an expected code Sequence in 
a preferred embodiment; and 

FIG. 14 shows an exemplary flow diagram for a routine 
of the Security program for comparing the values present on 
the game port with an expected code Sequence in a preferred 
embodiment. 

DETAILED DESCRIPTION 

Amethod, System and apparatus for providing Security for 
an application program by generating analog data Signals 
representing Security codes and inputting Such analog data 
Signals to an input port of a computer is disclosed. 
Additionally, a method and computer Software code for 
providing Security for an application program by reading 
analog data Signals representing Security codes and enabling 
or disabling Such application program based upon whether 
Such read Security codes correspond with an expected Secu 
rity code is disclosed. 

In a preferred embodiment, Security for an application 
program is provided by presenting Sequences of resistance 
values (or resistance levels) to analog pins of the game port 
of a computer. A preferred embodiment of circuitry imple 
mented to provide Such Security for an application program 
is illustrated in FIGS. 1-2. Turning to FIG. 1, a block 
diagram of a preferred embodiment of the Security circuitry 
100 is shown. As illustrated, security circuitry 100 contains 
an oscillator 102 that generates a frequency signal, which is 
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6 
input to a divider chain 104. Divider chain 104 divides the 
frequency Signal Supplied by oscillator 102 into multiple 
frequency signals. In a preferred embodiment, 5 different 
frequency Signals are output by the divider chain 104 to a 
resistor diode chain 106. A Single integrated circuit, Such as 
chip U1, may be utilized to provide one or more of the 
component parts of security circuitry 100. In a preferred 
embodiment, chip U1 is a MC74HC4060 that provides 
oscillator 102 and divider chain 104. It should be 
understood, however, that the Security circuitry may be 
accomplished without utilizing an integrated circuit or by 
utilizing different integrated circuit(s), and any Such imple 
mentations are intended to be within the Scope of the present 
invention. 

In a preferred embodiment, frequency Signals output by 
the divider chain 104 on pins 13, 15, 1, 2, and 3 of chip U1 
are fed into a resistor diode chain 106. Thus, divider chain 
104 creates multiple frequency signals (e.g., 5 frequency 
signals) that are each fed to resistor diode chain 106. 
Resistor diode chain 106 converts the multiple frequency 
Signals into multiple sequences of resistance values (e.g., 4 
Separate resistance value sequences). That is, the resistor 
diode chain 106 creates Sequences of resistance values 
according to the frequency Supplied to the resistor diode 
chain 106. As shown in FIG. 1, 4 sequences of resistance 
values are produced by the resistor diode chain 104. The 
resulting Sequences of resistance values are fed to analog 
output pins of the Security adapter J1. Security adapter J1 
attaches to the game port input of a personal computer (not 
shown), and in a preferred embodiment Security adapter J1 
is a 15 pin male connector. 

Turning to FIG. 2, a preferred embodiment for the Secu 
rity circuitry 100 is shown in greater detail. The security 
circuitry 100 draws power from the computer system (not 
shown) to which the Security adapter J1 is connected on pin 
1 of security adapter J1, which powers the oscillator 102 and 
counter chip U1. Pins 4 and 5 on security adapter J1 are 
ground. Most preferably, chip U1 is a MC74HC4060 chip. 
However, it should be understood that the security circuitry 
100 may be implemented without using the MC74HC4060 
chip, and any Such implementation is intended to be within 
the Scope of the present invention. 

Resistors R and R2, along with capacitor C form the 
frequency control circuitry for oscillator 102. That is, adjust 
ing the values of resistors R and R and capacitor C. 
controls the output frequency of oscillator 102. In a pre 
ferred embodiment, R is a 100K ohm resistor and R is a 
200K ohm resistor. Additionally, in a preferred embodiment 
C is a 0.001 microfarad (uF) capacitor. Such an arrange 
ment results in oscillator 102 operating at approximately 5 
KHZ. FIG. 2 illustrates that pins 9, 10, and 11 of the 
MC74HC4060 chip U1 are utilized to control the oscillator's 
frequency. Also as shown in FIG. 2, pin 12 is grounded for 
chip U1. 
As illustrated in FIG. 1, the output frequency of oscillator 

102 is fed to divider chain 104. Divider chain 104 divides the 
frequency of oscillator 102 into multiple frequency Signals. 
Specifically, divider chain 104 divides the frequency of 
oscillator 102 by 2. Divider chain 104 counts up based on 
the frequency provided to it by oscillator 102, and the output 
corresponding to a particular 2 is changed from “high” 
(e.g., approximately +5 Volts) to “low” (e.g., approximately 
0 volts) or vice-versa based on the divider chain's count. For 
example, the State on output pin 7 of chip U1 is changed 
when divider chain 102 counts 2' or 16. Likewise, the state 
on output pin 5 of chip U1 is changed when divider chain 
102 counts to 2 or 32. Therefore, pin 7 of chip U1 provides 
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the output frequency of oscillator 102 divided by 16, and pin 
5 of chip U1 provides the output frequency of oscillator 102 
divided by 32. 
More specifically, divider chain 104 alternates the state of 

pin 7 of chip U1 from “high” to “low” or vice-versa each 
time the divider chain 104 counts 2' or 16 cycles of 
oscillator 102. For example, assume that pin 7 of chip U1 is 
in its “low” state. When divider chain 104 counts 2' or 16 
then the output for pin 7 of chip U1 will change to its “high” 
state. Likewise, when divider chain 104 counts 2' or 16 
again, the output for pin 7 of chip U1 will change back to its 
“low” state. All other output pins from the divider chain 104 
operate exactly the same, only at different counting rates. 
As shown in FIG. 2, in a preferred embodiment the 

security circuitry 100 utilizes the output from pins 1, 2, 3, 
13, and 15 of chip U1, which correspond respectively to 
counts 2', 2', 2', 2', and 2' of divider chain 104. It 
should be noted that the circuitry could be modified to use 
different counts of divider chain 104, without changing the 
overall Spirit of the invention, and any Such modification 
provides alternative embodiments that are intended to be 
within the Scope of the present invention. The output fre 
quency signals from pins 1, 2, 3, 13, and 15 of chip U1 are 
each fed to resistor diode chain 106. Resistor diode chain 
106 converts each frequency signal to a Sequence of resis 
tance values to be fed to the Security adapters analog output 
pins. In a preferred embodiment, pins 3, 6, 11, and 13 of the 
security adapter J1 are utilized by the security circuitry 100, 
as illustrated in FIG. 2. 
To illustrate the operation of security circuitry 100, focus 

is directed to pin 3 of chip U1. When pin 3 of chip U1 is low, 
diode Ds is turned off, and the resistance presented to the 
game port at pin 6 of Security adapter J1 is 100K via resistor 
R. When pin 3 of chip U1 is high, diode Ds is turned on, 
and the resistance presented to the game port at pin 6 of 
Security adapter J1 is the parallel combination of Ro and 
R, which is approximately 8.3K. 

Likewise, when pin2 of chip U1 is low, diode D is turned 
off, and the resistance presented to the game port at pin 3 of 
security adapter J1 is 100K via resistor R. When pin 2 of 
chip U1 is high, diode D is turned on, and the resistance 
presented to the game port at pin 3 of Security adapter J1 is 
the parallel combination of Rs and Ro, which is approxi 
mately 8.3K. Further, when pin 1 of chip U1 is low, diode 
D is turned off, and the resistance presented to the game 
port at pin 11 of security adapter J1 is 100K via resistor R7. 
When pin 1 of chip U1 is high, diode D is turned on, and 
the resistance presented to the game port at pin 11 of Security 
adapter J1 is the parallel combination of R and R-7, which 
is approximately 8.3K. 

Focusing more specifically on pin 6 of the Security 
adapter J1, in a preferred embodiment the output of pin 6 is 
presented to Joystick 0, channel Y of the game port 
(hereinafter “channel Y”). Pin 6 of security adapter J1 
connects through resistor diode chain 106 to pin 3 of chip 
U1. Pin 3 of the chip U1 is the output of divider chain 104 
for count 2'' (or 16,384). Accordingly, every 2' or 16,384 
cycles of oscillator 102 pin 3 of chip U1 alternates its state 
between “high” and “low.” When pin 3 of chip U1 is in its 
“high State, one value of resistance is presented to channel 
Y according to the resistor diode chain 106 (8.3K in a 
preferred embodiment), and when pin 3 changes to its “low” 
State 16,384 cycles later, a different resistance value is 
presented to channel Yaccording to the resistor diode chain 
106 (100K in a preferred embodiment). 

Pin 3 of security adapter J 1 provides a resistance value to 
Joystick 0, channel X (hereinafter “channel X'), and pin 11 
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8 
of Security adapter J1 provides a resistance value to Joystick 
1, channel R (hereinafter “channel R”). In a preferred 
embodiment, resistance values are presented to pins 3 and 11 
of Security adapter J1 in a manner Similar to that of pin 6 of 
Security adapter J1, only at different counting rates. Pin 3 of 
security adapter J1 is linked through resistor diode chain 106 
to pin 2 of chip U1, which alternates between its high and 
low states every 2' or 8,192 cycles of oscillator 102. When 
pin 2 of chip U1 is in its "high State, one value of resistance 
is presented to channel X according to the resistor diode 
chain 106 (8.3K in a preferred embodiment), and when pin 
2 changes to its “low” state 8,192 cycles later, a different 
resistance value is presented to channel X according to the 
resistor diode chain 106 (100K in a preferred embodiment). 
Pin 11 of security adapter J1 is linked through resistor diode 
chain 106 to pin 1 of chip U1, which alternates between its 
high and low states every 2' or 4,096 cycles. When pin 1 
of chip U1 is in its “high State, one value of resistance is 
presented to channel Raccording to the resistor diode chain 
106 (8.3K in a preferred embodiment), and when pin 1 
changes to its “low” state 4,096 cycles later, a different 
resistance value is presented to channel R according to the 
resistor diode chain 106 (100K in a preferred embodiment). 

Before turning to pin 13 of security adapter J1, it will be 
helpful to understand the relationship of the outputs pre 
Sented to the game port by pins 6, 3, and 11 of the Security 
adapter J1 (i.e., presented to channels Y, X, and R of the 
game port). Turning to FIGS. 3 and 4, the relationship of the 
outputs presented to pins 6, 3, and 11 of Security adapter J1 
are shown. As FIG. 3 illustrates, pins 6, 3, and 11 have 8 
different states (i.e., states 0–7). For every state, each pin has 
either a 0 or 1, which indicates the resistance value presented 
to that particular channel. For example, O may represent 
8.3K and 1 may represent 100K. Thus, there are 8 different 
combinations of resistance values that may be presented to 
pins 6, 3, and 11 of security adapter J1. As FIG. 3 further 
illustrates, pin 3 of Security adapter J1 changes its resistance 
value at half the frequency of pin 11 of Security adapter J1. 
Furthermore, pin 6 of Security adapter J1 changes its resis 
tance value at half the frequency of pin 3 of Security adapter 
J1. In a preferred embodiment, the combination of values 
presented to pins 6, 3, and 11 in each State form a Security 
code. 

In a preferred embodiment, pin 11 of Security adapter J1 
alternates resistance values every 4,096 cycles of oscillator 
102, pin 3 of Security adapter J1 alternates resistance values 
every 8,192 cycles of oscillator 102, and pin 6 of security 
adapter J1 alternates resistance values every 16,384 cycles 
of oscillator 102. Therefore, suppose at state “0” pins 6,3, 
and 11 of security adapter J1 all have resistance value 8.3K. 
Pin 11 of security adapter J1 alternates its resistance value to 
100K in state “1,” which is 4,096 cycles later. The states 
continue to alternate at the frequency of pin 11 (every 4,096 
cycles), until every possible combination of resistance val 
ues have been presented to pins 6, 3, and 11 of Security 
adapter J1 at state “7.” Then the cycle starts over again at 
State 

This is further illustrated by FIG. 4, which shows the 
relationship of pins 11, 3, and 6 of security adapter J1 in 
waveform. In a preferred embodiment, the high States of 
each waveform represent approximately 100K ohm resis 
tance and the low States of each waveform represent 
approximately 8.3K ohm resistance. Moreover, in a pre 
ferred embodiment oscillator 102 operates at approximately 
5 KHZ and pin 11 of security adapter J1 alternates between 
its high and low States approximately every 400 millisec 
onds (msec). Accordingly, in a preferred embodiment pin 3 
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of Security adapter J1 alternates between its high and low 
States approximately every 800 mSec., and pin 6 of Security 
adapter J1 alternates between its high and low States 
approximately every 1,600 mSec. Although, in alternative 
embodiments security circuitry 100 may be implemented to 
alternate the States presented to the game port at a different 
frequency than illustrated in FIG. 4, and any Such imple 
mentation is intended to be within the Scope of the present 
invention. 

Turning back to FIG.2 and focusing Specifically on pin 13 
of Security adapter J1, the output of pin 13 is presented to 
Joystick 1, channel U(Z) of the game port (hereinafter 
“channel U(Z)"). Pin 13 of security adapter J1 is a combi 
nation of both pins 13 and 15 of chip U1. Pin 13 of chip U1 
is the output of divider chain 104 for count 2 (or 512). 
Accordingly, every 2 or 512 cycles of oscillator 102 pin 13 
of chip U1 alternates its state between “high” and “low.” Pin 
15 of chip U1 is the output of divider chain 104 for count 2' 
(or 1,024). Accordingly, every 2' or 1,024 cycles of oscil 
lator 102 pin 15 of chip U1 alternates its state between 
“high” and “low.” Pin 13 of security adapter J1 is connected 
to a 100K resistor R, and then connects to two diodes (D 
and D.) in parallel. Pin 13 of security adapter J1 then 
connects to two 18K resistors (R and Rs) in parallel and 
finally connects to pins 13 and 15 of chip U1. When pins 13 
and 15 of chip U1 are both in their “high” states, one value 
of resistance is presented to channel U(Z) according to the 
resistor diode chain 106 (approximately 8.3K in a preferred 
embodiment). When pins 13 and 15 of chip U1 are both in 
their “low” States, a Second resistance value is presented to 
channel U(Z) according to the resistor diode chain 106 
(approximately 100K in a preferred embodiment). 
Furthermore, when pin 13 of chip U1 is “high” and pin 15 
of chip U1 is “low, yet a third resistance value is presented 
to channel U(Z) of the game port (approximately 15K in a 
preferred embodiment). Likewise, when pin 13 of chip U1 
is “low” and pin 15 of chip U1 is “high,” the third resistance 
value is again presented to channel U(Z) of the game port 
(approximately 15K in a preferred embodiment). 

Turning to FIG. 5, the resistance value presented to 
channel U(Z) is shown in relationship to the output States of 
pins 13 and 15 of chip U1. As FIG. 5 illustrates, in a 
preferred embodiment pins 13 and 15 of chip U1 are both 
“low” for 512 cycles, which causes channel U(Z) to be 
presented approximately 100K for 512 cycles. Pins 13 and 
15 of chip U1 are then in opposite states for the following 
1,024 cycles, during which channel U(Z) is presented 
approximately 15K. Thereafter, pins 13 and 15 of chip U1 
are both “high” for 512 cycles, during which channel U(Z) 
is presented approximately 8.3K. This Sequence of resis 
tance values being presented to channel U(Z) of the game 
port may be continually repeated. 

Having channel U(Z) being presented with 3 different 
resistance values based on the outputs of two pins (13 and 
15) of chip U1 creates a confounding signal, which makes 
the security circuitry 100 more difficult to decode. As a 
result, it is more difficult for persons trying to “break' the 
code of security circuitry 100 to duplicate or bypass security 
circuitry 100. It should be noted that this type of combina 
tion of pins could be implemented by combining any num 
ber of outputs from chip U1 and by combining different 
outputs than shown in FIG. 5 without changing the spirit of 
the invention. Furthermore, the confounding Signal may be 
implemented to have any number of different States, and is 
not limited only to 3 different states (or resistance values). 
Accordingly, any Such implementation is intended to be 
within the Scope of the present invention. 
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Turning back to FIG. 2, RJ-12 connections are also 

illustrated, which may be included to allow a device to 
Simultaneously utilize the digital channels of the game port 
while the security circuitry 100 utilizes the analog channels 
of the game port. AS shown, RJ-12 pin 1 is unused, RJ-12 pin 
2 is connected to pin 7 of security adapter J1, RJ-12 pin 3 
is connected to pin 14 of security adapter J1, RJ-12 pin 4 is 
connected to pin 10 of security adapter J1, RJ-12 pin 5 is 
connected to ground, and RJ-12 pin 6 is connected to pin 2 
of security adapter J1. Pins 2, 7, 10, and 14 of security 
adapter J1 interface to digital channels of the game port. 
Thus, in the preferred embodiment shown in FIG. 2 a device 
may utilize pins 2, 7, 10, and 15 of security adapter J1 to 
interact with the digital channels of the game port. 

For example, a foot control used to interact with a 
transcription program may interface with the game port of a 
computer via Security adapter J1. Such foot control may 
interact with pin 14 of Security adapter J1 to perform a 
“Record” function, pin 10 of security adapter J1 to perform 
a “Rewind” function, and pin 7 of security adapter J1 to 
perform a “Fast Forward” function. Additionally, pin 2 of 
Security adapter J1 may be used by Such a device to interact 
with a digital channel of the game port. It should be 
understood that Such a foot control may interact with the 
game port to perform other tape transcription functions, Such 
as “Play.” It should also be understood that the RJ-12 
connections are illustrated in FIG. 2 only for exemplary 
purposes, and Such connections are not necessary for imple 
menting security circuitry 100. However, a device may 
interact with digital channels of the game port of a computer 
Via Security adapter J1 without interfering with Security 
circuitry 100, and security circuitry 100 will not interfere 
with Such a device's operation. Thus, in this manner a device 
may effectively share the game port with the Security cir 
cuitry 100. 

Directing attention to FIG. 6, an exemplary System in 
which the Security apparatus may be implemented is shown. 
FIG. 6 shows a side view of a computer system 170 which 
includes a monitor 180 and a game port 160. Computer 170 
may further include a device 150 that is connected to a 
security adapter J1 by a cable 108. As shown, security 
adapter J1 connects device 150 to the game port 160 of 
computer 170. Device 150 may be a device used to interact 
with a software program loaded on computer 170. For 
example, device 150 may be a foot control, or some other 
device used to interact with a Software program via the game 
port 160. It should be understood that such a device 150 is 
not necessary for the operation of the security circuitry 100, 
and the security circuitry 100 may be utilized to provide 
Security for an application program without requiring that 
Such a device be included. The Scope of the present inven 
tion is not limited only to systems that include a device 150 
and is intended to encompass Systems that do not include 
Such a device. 
One benefit of utilizing the security circuitry 100 within 

a Security adapter J1 that is used to connect a device for 
interacting with an application program is that the Security 
circuitry 100 may be unknown to a user. For example, device 
150 may be a foot control used to interact with a transcrip 
tion program on computer 170. Security adapter J1 may be 
required to allow foot control 150 to interface with the game 
port 160. Security circuitry 100 may be included within 
Security adapter J1, Such that Security adapter J1 can provide 
Security for the transcription application program. Thus, to 
a user it may appear that Security adapter J1 is merely used 
for connecting device 150 to the game port 160, and the user 
may not know that Security for an application program is 
being provided by Security circuitry within Security adapter 
J1. 
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Turning now to FIG. 7, a block diagram of a preferred 
embodiment is shown. Device 150 is connected by a cable 
108 to security adapter J1. Security adapter J1 may include 
two sections: security circuitry 100 and device interface 
circuitry 101. Continuing with the above-example of a 
transcription program that utilizes device 150 in the form of 
a foot control, device interface circuitry 101 may be inter 
face circuitry for such a foot control device 150. That is, foot 
control interface circuitry 101 may be utilized by the foot 
control 150 to interface with the game port 160 in order to 
perform such functions as “Record,” “Rewind,” and “Fast 
Forward.” In addition, security circuitry 100 contained 
within the Security adapter J1 may interact with the game 
port 160 to provide software security for the transcription 
program. 

Turning to FIG. 8, an alternative embodiment is illustrated 
in a block diagram. FIG. 8 shows device 150, which may 
contain two sections: security circuitry 100 and device 
interface circuitry 101. Again, device 150 is connected to 
security adapter J1 by a cable 108, and security adapter J1 
may connect to the game port 160 of the computer 170 (not 
shown in FIG. 8). Continuing with the above-example of a 
transcription program, in this alternative embodiment device 
150 may again be a foot control, and device interface 
circuitry 101 may be interface circuitry such a foot control 
device 150. That is, foot control interface circuitry 101 may 
be utilized by the foot control 150 to interface with the game 
port 160 in order to perform such functions as “Record.” 
“Rewind,” and “Fast Forward.” In addition, security cir 
cuitry 100 contained within the foot control device 150 may 
interact with the game port 160 to provide software security 
for the transcription program. It should also be realized that 
either one of the security circuitry 100 and device interface 
circuitry 101 may be contained within the security adapter 
J1, and the other one contained within the device 150, and 
any Such implementation is intended to be within the Scope 
of the present invention. 
AS Still further alternatives, the Security circuitry may be 

implemented within an interface card that may be installed 
in a computer or as a separate device (e.g., dongle) that 
connects to the game port of a computer. Various other 
implementations may be utilized to incorporate the Security 
circuitry into a computer to provide Security for an appli 
cation program executing on Such a computer, and any Such 
implementation now known or later discovered is intended 
to be within the scope of the present invention. Moreover, 
the game port itself may be a custom card installed in a 
computer, which has a game port interface. Alternatively, the 
game port may be a multi-purpose input/output (I/O) card 
installed in a computer, which includes a game port inter 
face. AS Still a further alternative, the game port may be a 
port on the motherboard of a computer, which has a game 
port interface. Any other implementation of a game port 
interface with a computer now known or later developed is 
intended to be within the Scope of the present invention. 
To provide Security for an application program, Security 

Software executes to monitor the analog data Signals on the 
input port of the computer on which the application program 
is attempting to be executed. In a preferred embodiment, 
Security Software executes to monitor resistance values on 
the game port of Such computer. The Security Software 
“knows the sequence of resistance levels (i.e., the “code 
sequence') that the security circuitry 100 presents to the 
game port, and the Security Software only enables the 
application program if the expected code Sequence is found 
on the game port. Until the application program is enabled, 
it may be disabled Such that the application program is not 
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allowed to operate correctly. A developer may choose from 
a variety of options available as to how an application 
program is to proceed when it is disabled. For example, 
when an application program is disabled the application 
program may not be allowed to operate or execute at all, 
only a portion of the application program may be allowed to 
operate (i.e., the application program may have limited 
functionality), or the application program may be allowed to 
execute only in a demo mode. Any Such option for proceed 
ing when an application program is disabled is intended to 
be encompassed by the Scope of the present invention. 

Because different game ports produce different readings 
for identical resistance values under the same operating 
conditions, and changes in code States (e.g., from 4 to 5) may 
occur during the Sampling period, the Security Software may 
condition itself to recognize a valid “high” and a valid “low” 
resistance level on the particular computer that is being 
utilized. As a result, the Security Software may reject the 
unusable readings that occur during changes in the code 
State. For the Security program to reliably detect a “high” 
and “low” resistance Signal on the game port, the Security 
program may initially Sample the resistance values to rec 
ognize a valid high and low. That is, the Security program 
may condition itself to recognize valid “high” and valid 
“low” resistance levels on the game port. The Security 
program may utilize the computer's Sound card to read the 
resistance values on the game port. Preferably, Such Sam 
pling may be performed during installation of the Software 
application program to be protected. However, as discussed 
in more detail hereafter, Such Sampling may also be per 
formed at other times, Such as during the protected appli 
cation program's runtime. 

Turning to FIG. 9, an exemplary flow diagram for a 
preferred embodiment of conditioning the Security Software 
to recognize a valid “high” and “low” resistance level on the 
game port is shown. The flow diagram starts at block 602. 
The Security program Samples a Series of values on each pin 
of the game port that the Security Software is to monitor at 
block 604. In a preferred embodiment, the security software 
Samples values for channels X, Y, R, and U(Z) of the game 
port (i.e., pins 3, 6, 11, and 13 of Security adapter J1). 
However, in alternative embodiments other channels may be 
monitored for security purposes. At block 604, the security 
Software program reads the game port a Sufficient number of 
times to produce a Sufficiently large Sampling of values 
presented on each monitored pin of the game port. That is, 
a large enough Sample is taken to allow the Security Software 
to reliably recognize the values presented to the game port 
for a “high” resistance level and a “low” resistance level. In 
a preferred embodiment, the Security Software samples the 
values for each monitored channel of the game port at least 
60 times, although a larger or Smaller Sampling may be taken 
in alternative embodiments. 
The Security program Stores the Sampled values for each 

monitored channel of the game port in a data Set correspond 
ing to each channel, represented by block 606. That is, the 
Security program writes a data Set for each monitored 
channel of the game port, wherein each data Set contains the 
values Sampled for the corresponding game port channel. 
Once the data Sets containing the Sampled values for each 
monitored game port channel are written, the Security pro 
gram sorts the values in each data set at block 608. For 
example, each data Set may be Sorted from its lowest 
Sampled value to its highest Sampled value, or Vice-versa. 
Sorting the values in each data Set is performed merely to 
allow more efficient execution by the Security program of the 
operations that follow, and Such Sorting may be omitted 
without deviating from the Scope of the present invention. 
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AS represented by block 610, the Security program next 
discards (e.g., removes from the data set) the maximum and 
minimum values in each data Set. Such maximum and 
minimum values may actually be a range of values. For 
example, in a preferred embodiment the Security program 
discards the highest 5% and lowest 5% of values in each data 
Set. From the remaining values in each data Set the Security 
program calculates a “trial crop' or range of values used to 
calculate the resistance values that will be recognized as a 
valid “high” and the values that will be recognized as a valid 
“low” at block 612. In a preferred embodiment, the security 
program utilizes values within 10% of the lowest remaining 
value in each data set (i.e., the valid low “trial crop") to 
calculate a mean and standard deviation for a valid “low” for 
each monitored channel. Additionally, in a preferred 
embodiment the security program utilizes values within 90% 
of the highest remaining value in each data set (i.e., the valid 
high “trial crop') to calculate a mean and Standard deviation 
for a valid “high” for each monitored channel. Preferably, 
this low and high “trial crop” has the effect of eliminating 
invalid readings that occur when code State changes occur 
during Sampling. 
A further example of a preferred embodiment for condi 

tioning the Security program to recognize a valid “high” and 
“low” is illustrated in FIG. 10. Turning to FIG. 10, a data set 
702 for channel X of the game port is shown containing 
sampled values 704 from channel X. The sampled values 
704 are then sorted from lowest to highest, resulting in data 
set 706. As explained above, sorting allows for more effi 
cient operation by the conditioning routine, and Such Sorting 
may be omitted without deviating from the Scope of the 
present invention. The conditioning routine next discards the 
very highest and lowest values within the data set for 
channel X, shown in data set 708. In a preferred 
embodiment, the lowest 5% and highest 5% of values are 
discarded. 
From the remaining values in data set 710, the security 

program obtains a “trial crop' of values to use in calculating 
the mean and Standard deviation for the valid high and low 
for channel X. In a preferred embodiment, the trial crop used 
for calculating the valid low mean and Standard deviation for 
channel X is made up of values within 10% of the lowest 
remaining value. Also, in a preferred embodiment the trial 
crop for calculating the valid high mean and Standard 
deviation for channel X is made up of values within 90% of 
the highest remaining value. Thereafter, the Security pro 
gram “knows the mean and Standard deviation for a valid 
low on channel X (shown as 712), as well as the mean and 
Standard deviation for a valid high on channel X (shown as 
714). 

Data Sets for other monitored channels may be manipu 
lated in a similar fashion as shown in FIG. 10 for channel X 
to calculate the mean and Standard deviation to be used for 
determining a valid high and low on Such channels. When 
providing Security for a computer application program, the 
Security program may utilize the calculated mean and Stan 
dard deviation for each monitored channel in determining 
whether a valid high or valid low value is detected on each 
channel. For example, the Security program may recognize 
a value that is within the range of the mean +/-K standard 
deviations calculated for a low on channel X as being a valid 
low, wherein K provides the range of Standard deviations 
from the mean. As a more specific example, the Security 
program may recognize a value that is within the range of 
the mean +/-10 Standard deviations calculated for a low on 
channel X as being a valid low. In a similar manner, the 
Security program may recognize a value that is within the 

15 

25 

35 

40 

45 

50 

55 

60 

65 

14 
range of the mean +/-10 Standard deviations calculated for 
a high on channel X as being a valid high. It should be 
understood that the value of K may be adjusted to provide 
a Suitable range for detecting valid highs and lows on each 
monitored channel. More specifically, the value of K may be 
a value that provides the desired range for detecting valid 
highs and lows, and the Security program may even adjust 
the value of K during the application program's runtime, as 
discussed in greater detail hereafter. 

Alternatively, the Security program may recognize a value 
that is less than the mean +K Standard deviations calculated 
for a low on channel X as being a valid low. Similarly, the 
Security program may recognize a value that is greater than 
the mean -K Standard deviations calculated for a high on 
channel X as being a valid high. In Such an implementation, 
the Security program essentially utilizes the calculated mean 
for a low +K Standard deviations as a "ceiling” (i.e., the 
highest recognized value) for a valid low, and has no "floor 
for a valid low. Likewise, in this implementation the Security 
program utilizes the calculated mean-K Standard deviations 
for a high as a “floor” (i.e., the lowest recognized value) for 
a valid high, and has no "ceiling for a valid high. In a 
preferred embodiment, a valid low is detected as a value that 
is less than the mean +6 Standard deviations calculated for 
a low on a monitored channel, and a valid high is detected 
as a value that is more than the mean -6 Standard deviations 
calculated for a high on a monitored channel. 

In a preferred embodiment, the above-described Sampling 
may be performed during installation of the application 
program to be protected. Additionally, in a preferred 
embodiment the above-described Sampling may be per 
formed periodically to continually update the mean and 
standard deviation to be utilized in detecting a valid “high” 
and “low.” Thus, the security software periodically updates 
the mean and Standard deviation utilized in detecting a valid 
“high” and “low” to compensate for any changes in the 
values presented to the game port by the Security circuitry 
100. The values presented to the game port may change 
Slightly from time to time due to factorS Such as changes in 
room temperature or aging of components used in Security 
circuitry 100. Thus, by periodically adjusting the mean and 
standard deviation for valid “highs” and “lows,” the security 
program can adapt to Such variations in the resistance 
values. 

Additionally, the Security program may update the range 
for valid highs and lowS based on a history of Security 
performed for a particular application program or particular 
user. For example, if the application program being pro 
tected (or the user attempting to execute the application 
program) has a history of Security violations detected by the 
Security program (e.g., the expected code Sequence is not 
found on the game port), the Security program may Suspect 
tampering and adjust the range of valid highs and lows 
accordingly. By the same token, if the application program 
(or the user attempting to execute the application program) 
has a history of relatively few or no Security violations 
detected by the Security program, the Security program may 
be more “trusting” and may, to a certain extent, allow a 
broader range of valid highs and lows. In this way, the 
Security program may perform a type of “credit check' for 
a particular application or user, and the Security program 
may adjust its monitoring of an application based on a 
particular applications (or a particular user's) history. Thus, 
as the Security program detects Security violations the Secu 
rity program may become more Suspicious of tampering and 
adjust the values recognized as valid highs and lows in an 
attempt to be more certain that a true high or low value is 
being detected. 
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Once the Security program is conditioned to recognize 
valid highs and lows on the game port, the Security program 
may monitor the game port to provide Security for an 
application program. Turning to FIG. 11, a flow diagram for 
a preferred embodiment of the Security Software program is 
shown. The flow diagram starts at block 802. Variables used 
within the security program may be initialized at block 804. 
The variable “SECURITY” is set to false indicating that the 
application program is to be disabled. That is, when SECU 
RITY is false the application program may not be allowed 
to operate correctly, and when SECURITY is true the 
application program may be enabled and allowed to operate 
correctly. AS discussed above, an application program that is 
disabled may not function at all, may have only limited 
functionality, may be presented in a demo mode, or may 
have Some other variation to the application's normal opera 
tion. 

The variables “SCANCOUNT,” “PASSCOUNT,” and 
“FAILCOUNT" are initially set to 0. As the flow diagram 
illustrates, SCANCOUNT represents the number of times 
that the exact Same code Sequence has been Scanned. That is, 
SCANCOUNT represents the number of times that the game 
port has been Scanned without detecting a change in the code 
sequence on the game port. PASSCOUNT represents the 
number of times that the Scanned code Sequence on the game 
port is as expected by the security software. FAILCOUNT 
represents the number of times that the Scanned code 
Sequence on the game port is not as expected by the Security 
Software. 
AS will become clearer with further discussion of the 

exemplary flow diagram of FIG. 11, the security software 
may utilize the SCANCOUNT, PASSCOUNT, and FAIL 
COUNT variables to compensate for execution delays 
caused by a non-real-time operating System, Such as 
Microsoft Windows 95, 98, NT, or 2000. In a preferred 
embodiment, the Security Software monitors the game port 
channels independent of the Security circuitry's operation 
(i.e., presenting code sequences to the game port). Such 
asynchronous operation of the Security program and the 
Security circuitry may cause problems, particularly when 
utilized in a non-real-time operating System. 

One problem that may exist when utilized in a non-real 
time operating System is that the Security program's execu 
tion for Scanning or reading the values on the game port may 
be delayed from time to time. That is, in a non-real-time 
operating System multitasking may be performed in a man 
ner that delays the Security program's execution for Scan 
ning or reading the values on the game port. Such multi 
tasking may be performed in a variety of ways, including 
preemptive multitasking and cooperative multitasking. In 
preemptive multitasking, the operating System parcels out 
CPU time Slices to each program or process being multi 
tasked. In cooperative multitasking, each program or proceSS 
can control the CPU for as long as it needs it. If a program 
is not using the CPU, however, it can allow another program 
to use it temporarily. Generally, OS/2, Windows 95, Win 
dows NT, the Amiga operating system and UNIX use 
preemptive multitasking, whereas Microsoft Windows 3.x 
and the MultiFinder (for Macintosh computers) use coop 
erative multitasking. 
AS discussed above, a non-real-time operating System 

may cause delays in the Security program's execution for 
Scanning or reading values on the game port. However, the 
Security circuitry's generation of code Sequences is not 
delayed. Thus, when the Security program actually Scans the 
game port for a particular code Sequence, the Security 
circuitry may have already advanced to a different code 
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Sequence. Accordingly, the Security program may determine 
that an incorrect code Sequence has been detected on the 
game port, unless the Security program compensates for this 
problem. The exemplary flow diagram presented in FIG. 11 
anticipates such a problem and utilizes the SCANCOUNT, 
PASSCOUNT, and FAILCOUNT variables to compensate 
for this problem in a non-realtime operating System. 

Another problem may exist as a result of the Security 
circuitry and Security program operating asynchronously, 
the Security program being utilized in a non-real-time oper 
ating System, and analog pins of the game port being 
utilized. The Security program may Scan or read the values 
on the game port as one or more of the codes presented by 
the Security circuitry are changing from one State to another. 
That is, the Security program may scan the game port as one 
or more of the codes presented by the Security circuitry are 
in an “in between” state (i.e., are neither a valid “high” nor 
a valid “low”). Accordingly, the Security program may 
determine that an incorrect code Sequence has been detected 
on the game port, unless the Security program compensates 
for this problem. The exemplary flow diagram presented in 
FIG. 11 anticipates such a problem and utilizes the SCAN 
COUNT variable to compensate for this problem. 
At block 806 the security program scans or reads the 

values on the game port channels being monitored. A flow 
diagram for a preferred embodiment for performing Such a 
Scan is shown in FIG. 12. As shown in FIG. 12, the "SCAN 
VALUES” routine is entered at block 806. The security 
program reads the values on the game port for the channels 
being monitored by the security program at block 904. In a 
preferred embodiment, the Security program monitors chan 
nel R (Joystick 1, pin 11), channel X (Joystick 0, pin3) and 
channel Y (Joystick 0, pin 6). As discussed above, in a 
preferred embodiment a confounding Signal may be pre 
Sented by the Security circuitry to channel U(Z) of the game 
port. The Security program may monitor Such a confounding 
Signal, or it may only monitor the remaining channels of the 
game port to provide Security. In a preferred embodiment, 
only the remaining channels are monitored. 

It should be understood that in a preferred embodiment 
the analog channels, rather than digital channels, are used to 
receive Sequences of resistance values from the Security 
circuitry. Such analog signals typically do not change from 
one value to another value instantaneously. Thus, the Secu 
rity program may Scan the values of the monitored game port 
channels during the time period that one or more of the 
resistance values generated by the Security circuitry are in 
the process of changing States. For example, in a preferred 
embodiment, the resistance values presented to the moni 
tored channels of the game port alternate between 8.3Kohm 
and 100K ohm. If the Security program Scanned the moni 
tored channels as one or more of the resistance levels are 
changing States, the Software program may read values 
between 8.3K ohm and 100K ohm. Accordingly, scanning 
the game port as one or more of the resistance levels are 
changing States may result in a false detection of Security 
failure (i.e., neither a valid high nor a valid low). 
To avoid Such a false detection, the Security program may 

determine whether all of the read values are within a valid 
range at block 906. That is, the security program may 
determine whether the values are each within the range for 
either a valid high or a valid low as previously discussed. For 
example, in determining whether a Scanned value is a valid 
low or valid high, the Security program may determine 
whether the Scanned value is less than the mean+K Standard 
deviations calculated for a low on a monitored channel 
(representing a valid low) or whether the Scanned value is 
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greater than the mean -6 Standard deviations calculated for 
a high on a monitored channel (representing a valid high). 
Other methods for determining whether a value is a valid 
high or a valid low have been discussed previously, and any 
Such method is intended to be within the Scope of the present 
invention. 

If the security program determines at block 906 that all of 
the values read are not valid, the Security program returns 
the previously read (or “scanned”) values at step 908. Thus, 
if all of the values read are not valid, the Security program 
ignores the read values and reuses the previously read 
values. Therefore, if the Security program Scans the game 
port channels as one or more of the resistance levels are in 
an “in between State, the Security program may ignore Such 
values and repeat the previously read values. 

Ifat block 906 the security program determines that all of 
the values read are valid, the Security program assembles 
and returns the code for the read values at block 910. For 
example, in a preferred embodiment channels X, Y, and R of 
the game port are monitored. AS shown in FIG. 3, there are 
8 different states for such a preferred embodiment, thus 
forming a code Sequence having 8 different States (or 
“codes”). In such a preferred embodiment, the assembled 
code of block 810 may be a number from 0 to 7, which 
represents the State of the game port channels read by the 
Security program. Suppose channels X, Y, and R are all 
“low,” such a state may be represented by a code “0.” 
Likewise, if channels X, Y, and R are all “high.” Such a state 
may be represented by a code “7.” As illustrated in FIG. 3, 
each State may be likewise represented by a number corre 
sponding with the State of the monitored channels. In other 
words, the binary representation of the monitored channels 
may be converted to the corresponding integer number as a 
code for the particular State read. 

Turning back now to FIG. 11, after the Security program 
Scans the values on the game port channels, it determines 
whether the Scanned values are different than the previous 
scan at block 808. That is, the security program determines 
whether the values have changed since the previous Scan. 
For increased reliability, the Security program preferably 
Scans the monitored game port channels at least twice during 
each state presented to the game port (e.g., during each code 
of the code sequence). Referring back to FIGS. 3 and 4, in 
a preferred embodiment there are 8 different states. 
Moreover, in a preferred embodiment, the States advance at 
a frequency of 400 mSec. per State. Using that rate, the 
Security program preferably Scans the game port channels at 
least once every 200 msec. For further reliability, the Secu 
rity program may Scan the game port channels more often, 
such as once every 100 msec. It should be understood that 
the rate of Scanning the game port channels reliably is 
dependent on the rate at which the States presented to the 
game port alternate. Accordingly, if the States alternate at a 
frequency other than 400 mSec. per State, the Security 
program may likewise Scan the game port at a different rate. 

Because the Software program preferably Scans the game 
port channels at a faster rate than the rate at which the States 
presented to the game port change, the Software may Scan 
the exact Same State on the game port Several consecutive 
times. Scanning the exact Same State Several consecutive 
times may indicate normal operation of the Security 
circuitry, assuming that the Software program is Scanning the 
States presented to the game port at a rate faster than the 
States change. However, Scanning the exact same State too 
many consecutive times may indicate a Security problem. 
For example, if the security circuitry 100 is disconnected 
from the game port leaving the game port with no device 
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coupled to it, the values on the game port channels will not 
change. The security program utilizes the variable SCAN 
COUNT to determine the point at which repeatedly scanning 
the exact Same State indicates a Security problem. 
As shown in FIG. 11, if there is not a change in the 

Scanned values SCANCOUNT is incremented at block 810. 
At block 812, the Security program makes a determination 
whether SCANCOUNT is greater than the variable 
SCANCOUNT LIMIT. SCANCOUNT LIMIT contains 
the number at which it can be determined that there is a 
problem with Security due to repeatedly Scanning the same 
state. SCANCOUNT LIMIT may be set at 10, 15, 100, or 
Some other appropriate value depending on the rate at which 
the Security program is Scanning the game port and the rate 
at which the States on the game port are expected to change. 
If it is determined at block 812 that SCANCOUNT is greater 
than the SCANCOUNT LIMIT, the security program sets 
SECURITY to false (disabling the application program) and 
variables PASSCOUNT, FAILCOUNT, and SCANCOUNT 
are reset to 0. Thereafter, the program's operation loops back 
to block 806. 

If the security program determines at step 808 that the 
values presented to the game port have changed Since the 
previous scan, the SCANCOUNT variable is reset to 0 at 
block 816. The array of values previously scanned from the 
game port is updated with the new value at block 818. The 
operation of Such array is further explained in conjunction 
with FIG. 13. Turning to FIG. 13, Array B contains the 
expected code Sequence to be read by the Security program 
on the game port. AS Shown in FIG. 13, the expected code 
sequence may be “7, 6, 5, 4, 3, 2, 1, 0.” Thus, the security 
program expects to read the code “7” when first Scanning the 
game port, code “6” the next Scan, and So on. AS previously 
discussed, the exact same code Sequence may be consecu 
tively Scanned by the Security program, and the Security 
program takes into account for Such double-Scanning with 
its utilization of variable “SCANCOUNT. It should be 
understood that the code Sequence presented herein is Solely 
for exemplary purposes and a different code Sequence may 
be implemented in the Security circuitry and Security pro 
gram. It should be further understood that the code Sequence 
need not be a consecutive Sequence of numbers, and may be 
a non-consecutive Sequence, Such as "0, 5, 4, 1, 7, 2, 6, 3.” 
Any Such implementation of a code Sequence is intended to 
be within the Scope of the present invention. 
As shown in FIG. 13, in a preferred embodiment the 

expected code Sequence of Array B is placed in a “Double 
Array B, which contains the expected code Sequence fol 
lowed by a repeat of the expected code Sequence. In a 
preferred embodiment, Double Array B is stored in the 
computer's memory and used by the Security program to 
determine whether the expected code Sequences are being 
presented to the game port. Array Acontains the actual codes 
presented to the game port. That is, as the Security program 
Scans codes from the game port it stores the Scanned codes 
in Array A. In a preferred embodiment, Array A contains the 
number of elements equal to the number of possible States 
presented to the game port. AS shown in FIG. 3, in a 
preferred embodiment 8 States are presented to the game 
port, thus Array A contains 8 elements (or codes) in Such a 
preferred embodiment (i.e., codes i=0 through i=7). 
When the Security program Scans a new code on the game 

port, it updates Array A with the new value (block 818 in 
FIG. 11). An example of updating is illustrated in FIG. 13, 
wherein the Security program Scans new code 5 on the 
game port. Code 5, which is element i=0 in Array A, is 
discarded from Array A. The remaining codes (i=1 through 
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i=7) shift up one position (e.g., code i=1 shifts to i=0, etc.), 
and the new code 5 is inserted into Array A at the last 
position (i.e., code i=7). It should be understood that various 
methods may be used for updating Array A, including 
utilizing a first in, first out method (FIFO) or utilizing a 
circular buffer with overflow. It should be understood that in 
alternative embodiments any method now known or later 
developed for maintaining and updating an array may be 
utilized, and any Such embodiment is intended to be within 
the Scope of the present invention. 
At block 820, the security program determines whether 

the array of Scanned values (e.g., Array A) is equal to the 
expected Security code (e.g., Array B). A preferred embodi 
ment for the Security program's execution in making Such a 
determination is illustrated by the “ARRAY COMPARE” 
routine shown in flow diagram form in FIG. 14. Turning to 
FIG. 14, the ARRAY COMPARE routine is entered at block 
820. Variables i and j are set to 0 at block 1004. At block 
1006, the security program compares the first element of 
Array A with the first element of Double Array B. That is 
code i=0 of Array A is compared to code j=0 of Double Array 
B. If the codes do not match, the Security program incre 
ments variable j at block 1008. Thereafter, the security 
program determines whether j is greater than or equal to 
variable CODE SIZE, which represents the number of 
States in a code Sequence. Thus, in a preferred embodiment 
there are 8 states in the code sequence (shown in FIG.3), and 
variable CODE SIZE is set to 8. If the security program 
determines at block 1010 that variable j is greater than or 
equal to CODE SIZE, routine ARRAY COMPARE returns 
a false at block 1012. 

If the security program determines at block 1010 that 
variable j is less than CODE SIZE, the program's operation 
loops back to block 1006 and compares the next 
(incremented) element of Double Array B to the first ele 
ment of Array A. If at block 1006 the security program 
determines that the compared codes of Double Array B and 
Array A match, the Security program advances to block 
1014. At block 1014, both variables i and j are incremented. 
Thereafter, the remaining codes of Array A are compared 
with the next succeeding codes of Double Array B at block 
1016. At block 1018, the security program determines 
whether the remaining codes of Array A and the next 
succeeding codes of Double Array B match. If the codes do 
not match, routine ARRAY COMPARE returns a false at 
block 1012. If the codes do match, routine ARRAY COM 
PARE returns a true at block 1020. 
An example of the execution of routine ARRAY COM 

PARE can be seen in FIG. 13. The routine first sets variables 
i and j to 0 at block 1004. The routine then compares code 
i=0 of Array A with code j=0 of Double Array B. Assuming 
that code 5 has not yet been Scanned into Array A, code 
5 of Array A is compared with code 7 of Double Array 
B. The codes do not match, So the routine increments j to 
value 1 at block 1008. In the embodiment illustrated in FIG. 
13, there are 8 states (or 8 different codes) in the code 
sequence. Accordingly, variable CODE SIZE is set to 8. 
Thus, at block 1010 the routine determines that is less than 
CODE SIZE (i.e., 1 is less than 8). So, the routine's 
execution loops back to block 1006, and the routine com 
pares code i=0 of Array A with code j=1 of Double Array B. 
Therefore, Code 5 of Array A is compared with code 6 
of Double Array B. 

Again, the codes do not match, So the routine increments 
variable j to 2 at block 1008. At block 1010, the routine 
determines that j is less than CODE SIZE (i.e., 2 is less 
than 8). Therefore, the routine's execution loops back to 
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block 1006, and the routine compares code i=0 of Array A 
with code j=2 of Double Array B. Accordingly, code 5 
of Array A is compared with code 5 of Double Array B. The 
routine determines that the codes match and advances its 
execution to block 1014 where variable j is incremented to 
3 and variable i is incremented to 1. At block 1016, the 
routine compares the remaining codes of Array A (codes i=1 
through i=7) with the next succeeding codes in Double 
Array B (codes j=3 through j=9). At block 1018, the routine 
determines that Such codes match, and the routine returns a 
true at block 1020. 

Turning back to FIG. 11, if it is determined that the array 
of Scanned values (Array A) is not equal to the Security code 
(i.e., routine ARRAY COMPARE returned a false), the 
security program determines whether FAILCOUNT exceeds 
the FAILCOUNT LIMIT at block 822. If FAILCOUNT 
does not exceed FAILCOUNT LIMIT, the FAILCOUNT 
variable is incremented and the PASSCOUNT variable is 
decremented (if PASSCOUNT is not already 0) at block 824. 
Therefore, the FAILCOUNT variable contains the number 
of times that the Scanned values on the game port do not 
match the security code. Moreover, the PASSCOUNT vari 
able is decremented each time that the Scanned values on the 
game port do not match the security code, but PASSCOUNT 
does not decrement below 0. After block 824 the program's 
execution loops back to block 806 and continues to scan for 
the matching Security code. 

If the security program determines at block 822 that 
FAILCOUNT exceeds the FAILCOUNT LIMIT, the vari 
able SECURITY is set to false causing the application 
program to be disabled at block 826. The PASSCOUNT 
variable is set to 0 at block 828, which may be a redundant 
step considering that the PASSCOUNT variable decrements 
each time that the FAILCOUNT variable increments. That 
is, PASSCOUNT may very well already have a value of 0. 
After executing blocks 826 and 828, the security programs 
execution loops back to block 806 and continues to scan the 
game port for the matching Security code. 

If at block 820 the security program determines that the 
array of Scanned values (Array A) matches the Security code 
(i.e., routine ARRAY COMPARE returned a true), the 
security program determines whether the variable PASS 
COUNT exceeds the variable PASSCOUNT LIMIT at 
block 830. That is, the security program determines whether 
matching values have been Scanned on the game port a 
Sufficient number of times to enable the protected applica 
tion program. For example, PASSCOUNT LIMIT may be 
Set at 19, wherein the protected application program will not 
be enabled until the PASSCOUNT variable first reaches 20. 
If the security program determines at block 830 that the 
PASSCOUNT variable does not exceed the PASSCOUNT 
LIMIT variable, the PASSCOUNT variable is incremented 
and the FAILCOUNT variable is decremented (if FAIL 
COUNT is not already 0) at block 832. Therefore, the 
PASSCOUNT variable contains the number of times that the 
Scanned values on the game port match the Security code up 
to the value PASSCOUNT LIMIT. Moreover, the FAIL 
COUNT variable is decremented each time that the Scanned 
values on the game port match the Security code, but 
FAILCOUNT does not decrement below 0. After block 832, 
the program's execution loops back to block 806 and 
continues to Scan for the matching Security code. 

If at block 830 the security program determines that 
PASSCOUNT exceeds PASSCOUNT LIMIT, the SECU 
RITY variable is Set to true causing the protected application 
program to be enabled at block 834. The FAILCOUNT 
variable is set to 0 at block 836, which may be a redundant 
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step considering that the FAILCOUNT variable decrements 
each time that the PASSCOUNT variable increments. That 
is, FAILCOUNT may very well already have a value of 0. 
After executing block's 834 and 836, the security programs 
execution loops back to block 806 and continues to scan the 
game port for the matching Security code. 

Thus, it can be seen that if a user attempts to run the 
protected application program, the application program is 
not enabled until the Security program determines that 
PASSCOUNT is greater than PASSCOUNT LIMIT 
(causing SECURITY to be true). That is, the application 
program is not enabled until a Sufficient number of passing 
States are Scanned on the game port. Once the application 
program is enabled, it remains enabled until the FAIL 
COUNT variable exceeds the FAILCOUNT LIMIT vari 
able or the SCAN COUNT variable exceeds the 
SCANCOUNT LIMIT variable. That is, the protected 
application program remains enabled until the Scanned Val 
ueS on the game port fail to match the Security code an 
excessive number of times, or the Scanned values fail to 
change from one State (or code) to a different State (or code) 
after an excessive number of Scans. Accordingly, if at any 
time during the application program's operation an exces 
Sive number of failing States are Scanned on the game port, 
the application program is disabled (i.e., the FAILCOUNT 
variable exceeds FAILCOUNT LIMIT causing SECU 
RITY to be false). Also, if at any time during the protected 
application program's operation a State is repeatedly 
Scanned on the game port an excessive number of times, the 
application program is disabled (i.e., the SCANCOUNT 
variable exceeds SCANCOUNT LIMIT causing SECU 
RITY to be false). 

Because the Security program and Security circuitry oper 
ate independently of one another and the Security program 
may be executing in a non-real-time operating System, the 
code Sequence expected by the Security program may not 
coincide with the code Sequence presented to the game port 
by the security circuitry. As described above, the variables 
SCANCOUNT, PASSCOUNT, and FAILCOUNT may be 
utilized in a preferred embodiment to compensate for Such 
an unexpected code Sequence. That is, the Security program 
may utilize variables SCANCOUNT, PASSCOUNT, and 
FAILCOUNT to track the number of times that an unex 
pected code Sequence is Scanned, and only if an unexpected 
code Sequence is detected an unacceptable number of times 
is the application program disabled. Accordingly, the Secu 
rity program may anticipate that the code Sequences gener 
ated by the Security circuitry and the code Sequences 
expected by the Security program may get out of Synch, and 
the Security program may compensate for Such a situation by 
disabling the application program only after the Security 
codes have had a Sufficient opportunity to get back in Synch. 

In an alternative embodiment, the Security circuitry may 
generate a new code Sequence to the game port only upon 
being triggered by the Security program reading or Scanning 
the game port. That is, the Security circuitry may detect 
when the Security program reads or Scans the game port, and 
once the Security circuitry detects Such a read or Scan the 
Security circuitry may generate and present the next code to 
the game port. Accordingly, the code Sequence expected by 
the Security program and the code Sequence generated by the 
Security program may remain in Synch, even in a non-real 
time operating System. That is, the Security circuitry and the 
Security program will each advance to the next Successive 
code in the Security code Sequence at the same time. 

It should be understood that the code Sequences presented 
herein have been presented Solely for exemplary purposes. 
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Furthermore, the frequency rates at which the code 
Sequences change from one State to another State have been 
presented here in Solely for exemplary purposes. 
Accordingly, different code Sequences may be utilized, 
which change from one State to another at a different 
frequency rate than presented herein, and any Such embodi 
ment is intended to be within the Scope of the present 
invention. 

It should also be understood that in alternative 
embodiments, analog data Signals other than resistance 
values may be utilized. That is, analog data Signals other 
than resistance values may be generated by the Security 
circuitry and input to an analog input port of a computer. 
Also, data Signals other than resistance values may be 
monitored by the Security Software to provide Security for an 
application program. It should also be understood that in 
alternative embodiments, analog input ports other than the 
game port may be utilized for inputting Such analog data 
Signals. 
Even though it has been explained herein in conjunction 

with Software Security, the disclosed Software code and 
method may have other applications as well. The disclosed 
Software code and method may be utilized for various 
applications in which analog input data may be read and 
compared with expected data. Any Such application is 
intended to be within the Scope of the present invention, and 
the application of the disclosed Software code and method is 
not intended to be limited only to providing Security for an 
application program. 

Moreover, even though the preferred embodiment for the 
Security circuitry for generating a Security code and the 
preferred embodiment for Security Software for providing 
Security for an application program have been discussed in 
conjunction with each other herein, neither is intended to be 
limited to being used Solely in conjunction with the other. 
That is, the present invention is intended to encompass 
utilizing Such Security circuitry for generating a Security 
code in conjunction with a different Security Software pro 
gram. 

Although the present invention and its advantages have 
been described in detail, it should be understood that various 
changes, Substitutions and alterations can be made herein 
without departing from the Spirit and Scope of the invention 
as defined by the appended claims. Moreover, the Scope of 
the present application is not intended to be limited to the 
particular embodiments of the process, machine, 
manufacture, composition of matter, means, methods and 
StepS described in the Specification. AS one of ordinary skill 
in the art will readily appreciate from the disclosure of the 
present invention, processes, machines, manufacture, com 
positions of matter, means, methods, or Steps, presently 
existing or later to be developed that perform Substantially 
the same function or achieve Substantially the same result as 
the corresponding embodiments described herein may be 
utilized according to the present invention. Accordingly, the 
appended claims are intended to include within their Scope 
Such processes, machines, manufacture, compositions of 
matter, means, methods, or Steps. 
What is claimed is: 
1. A method for providing Security codes to a computer, 

the method comprising: 
generating at least one analog data Signal representing a 

Security code; and 
inputting Said at least one analog data Signal into an input 

port of Said computer. 
2. The method of claim 1, wherein Said analog data Signal 

is resistance value. 
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3. The method of claim 2, wherein said input port is a 
game port. 

4. The method of claim 2, wherein Said generating further 
comprises: 

generating a combination of resistance values represent 
ing Said Security code. 

5. The method of claim 4, wherein said generating further 
comprises: 

generating a frequency; 
dividing Said frequency into multiple frequencies, 
converting Said multiple frequencies into Said combina 

tion of resistance values. 
6. The method of claim 4, wherein Said generating further 

comprises: 
periodically generating a new combination of resistance 

values, representing a Security code. 
7. The method of claim 4, wherein said generating further 

comprises: 
periodically generating one of a Series of combinations of 

resistance values. 
8. The method of claim 2, wherein said generating further 

comprises: 
generating a frequency; 
dividing Said frequency into multiple frequencies, 
converting one or more of Said multiple frequencies into 

at least one resistance value. 
9. The method of claim 2, wherein said generating further 

comprises: 
generating at least one confounding Sequence of resis 

tance values. 
10. The method of claim 1, further comprising: 
coupling a security adapter to said input port of said 

computer, wherein Said Security adapter comprises 
Security circuitry which generates Said at least one 
analog data Signal. 

11. The method of claim 1 wherein said input port 
comprises at least one analog pin and at least one digital pin. 

12. The method of claim 11 wherein said inputting 
comprises: 

inputting Said at least one analog data Signal to Said at 
least one analog pin. 

13. The method of claim 11 further comprising: 
inputting at least one digital Signal to Said at least one 

digital pin. 
14. The method of claim 13 wherein said at least one 

digital Signal comprises input to a Software program execut 
ing on Said computer. 

15. The method of claim 14 further comprising: 
using Said Security code for providing Security for Said 

Software program. 
16. A method for generating Security codes that may be 

utilized to provide Security for a Software program executing 
in a computer, wherein Said computer includes a game port, 
the method comprising: 

generating at least one Sequence of resistance Values, 
wherein Said resistance values represent a Security 
code; and 

inputting Said at least one Sequence of resistance values 
into the game port of Said computer. 

17. The method of claim 16, wherein said generating 
further comprises: 

generating multiple Sequences of resistance values. 
18. The method of claim 17, wherein a combination of 

Said multiple Sequences of resistance values form a Security 
code. 
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19. The method of claim 17, wherein generating multiple 

Sequences of resistance values further comprises: 
generating a frequency; 
dividing Said frequency into multiple frequencies, 
converting Said multiple frequencies into Said multiple 

Sequences of resistance values. 
20. The method of claim 16, wherein generating at least 

one Sequence of resistance values further comprises: 
generating a frequency; 
converting Said frequency into Said at least one Sequence 

of resistance values. 
21. The method of claim 16, further comprising: 
coupling a Security adapter to Said game port of Said 

computer, wherein Said Security adapter contains Secu 
rity circuitry for generating Said at least one Sequence 
of resistance values. 

22. The method of claim 21, further comprising: 
coupling a device for interacting with Said computer to the 
game port of Said computer by Said Security adapter. 

23. The method of claim 22, wherein said device is a foot 
control. 

24. The method of claim 16, wherein Said generating 
further comprises: 

generating at least one confounding Sequence of resis 
tance values. 

25. A computer System comprising: 
an analog input port of a computer; and 
Security circuitry for generating Security codes coupled to 

Said analog input port, wherein Said Security circuitry 
generates at least one Sequence of analog data Signals, 
and wherein Said at least one Sequence of analog data 
Signals are input to Said analog input port, Said data 
Signals representing a Security code. 

26. The system of claim 25, wherein said analog data 
Signals are resistance values. 

27. The System of claim 26, wherein Said analog input 
port is a game port. 

28. The system of claim 25, wherein said security cir 
cuitry generates multiple Sequences of analog data Signals. 

29. The system of claim 28, wherein a combination of said 
multiple Sequences of analog data Signals form a Security 
code. 

30. The system of claim 28, wherein said security cir 
cuitry comprises: 

an oscillator for generating an output frequency; 
a divider chain for dividing Said output frequency into 

multiple frequencies, 
a resistor diode chain for converting Said multiple fre 

quencies into multiple Sequences of resistance values. 
31. The system of claim 30, wherein said oscillator has a 

frequency within the range of 4 Kilohertz to 10 Kilohertz. 
32. The system of claim 25, wherein said security cir 

cuitry comprises: 
an oscillator for generating an output frequency; and 
a resistor diode chain for converting Said output frequency 

into at least one Sequence of resistance values. 
33. The system of claim 25, further comprising: 
a Security adapter coupled to Said input port of Said 

computer, wherein Said Security adapter contains Said 
Security circuitry. 

34. The system of claim 33, further comprising: 
coupling an external device for interacting with Said 

computer to the input port of Said computer by Said 
Security adapter. 
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35. The system of claim 34, wherein said external device 
is a foot control. 

36. The system of claim 25, further comprising: an 
external device for interacting with Said computer that 
interfaces with Said input port of Said computer, wherein Said 
external device contains Said Security circuitry. 

37. The system of claim 25, further comprising: 
a Sound card coupled to Said computer. 
38. The system of claim 25 wherein said analog input port 

comprises at least one analog pin and at least one digital pin. 
39. The system of claim 38 wherein said security circuitry 

is coupled to Said analog input port Such that Said at least one 
Sequence of analog data Signals are input to Said at least one 
analog pin. 

40. The system of claim 38 further comprising: 
circuitry coupled to Said analog input port for inputting 

digital signals to Said at least one digital pin. 
41. The system of claim 40 wherein said circuitry for 

inputting digital signals comprises circuitry for interfacing 
to a Software program executing on Said computer. 

42. A computer System comprising: 
an analog input port of a computer; and 
means for generating Security codes for providing Security 

to a Software program on a computer, wherein Said 
means for generating Security codes generates at least 
one Sequence of analog data Signals, Said analog data 
Signals representing a Security code, and wherein Said 
at least one Sequence of analog data Signals is fed to 
Said analog input port. 

43. The System of claim 42, wherein Said analog data 
Signals are resistance values. 

44. The System of claim 43, wherein Said analog input 
port is a game port. 

45. The system of claim 42, wherein said means for 
generating Security codes generates multiple Sequences of 
analog data Signals, and wherein Said multiple Sequences of 
analog data Signals are fed to Said analog input port. 

46. The system of claim 45, wherein said means for 
generating Security codes comprises: 

means for generating an output frequency; 
means for dividing Said output frequency into multiple 

frequencies, and 
means for converting Said multiple frequencies into mul 

tiple Sequences of resistance values. 
47. The system of claim 46, wherein said means for 

generating an output frequency is an oscillator, Said means 
for dividing Said output frequency into multiple frequencies 
is a divider chain, and Said means for converting Said 
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multiple frequencies into multiple Sequences of resistance 
values is a resistor diode chain. 

48. The system of claim 47, wherein said oscillator has a 
frequency within the range of 4 Kilohertz to 10 Kilohertz. 

49. The system of claim 42 wherein said analog input port 
comprises at least one analog pin and at least one digital pin. 

50. The system of claim 49 wherein said means for 
generating is coupled to Said analog input port Such that Said 
at least one Sequence of analog data Signals are input to Said 
at least one analog pin. 

51. The system of claim 49 further comprising: 
means for interacting with Said Software program, 

wherein Said means for interacting is coupled to Said 
analog input port for inputting digital Signals to Said at 
least one digital pin. 

52. The system of claim 49 further comprising: 
means for providing a user interface to Said Software 

program, wherein the user interface means is coupled 
to Said analog input port for inputting digital Signals to 
Said at least one digital pin. 

53. A Security adapter for generating Security codes, Said 
Security adapter comprising: 

a means for coupling Said Security adapter to an analog 
input port of a computer; and 

Security circuitry for generating at least one Sequence of 
analog data Signals on Said analog input port, wherein 
Said analog data Signals represent a Security code. 

54. The security adapter of claim 53, wherein said analog 
data Signals are resistance values. 

55. The system of claim 54, wherein said analog input 
port is a game port. 

56. The security adapter of claim 53, further comprising: 
Security circuitry for generating multiple Sequences of 

analog data Signals on Said analog input port. 
57. The security adapter of claim 56, wherein a combi 

nation of Said multiple Sequences of analog data Signals 
forms a Security code. 

58. The security adapter of claim 56, wherein the security 
circuitry further comprises: 

an oscillator for generating an output frequency; 
a divider chain for dividing Said output frequency into 

multiple frequencies, 
a resistor diode chain for converting Said multiple fre 

quencies into multiple Sequences of resistance levels. 
59. The security adapter of claim 58, wherein said oscil 

lator has a frequency within the range of 4 Kilohertz to 10 
Kilohertz. 


