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(54) VERIFYING AUTHENTICITY OF A TRANSACTION MESSAGE

(57) The invention relates to a system (300) for ver-
ifying authenticity of a digital transaction. Respective
sender signer nodes have access to respective
pre-shared sender key material and respective recipient
signer nodes have access to respective pre-shared re-
cipient key material. The multiple sender signer nodes
jointly determine a designated verifier threshold signa-
ture on the transaction message and send the designated
verifier threshold signature from the one or more sender

signer nodes to the one or more recipient signer nodes.
The multiple recipient signer nodes use the designated
verifier threshold signature to jointly verify the authenticity
of the transaction message with respect to the pre-shared
recipient key material. Optionally, one or more recipient
signer nodes can use a co-message authentication code
(Co-MAC, or Co-TMAC) to authenticate a further trans-
action message that identifies the recipient of the digital
transaction.
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Description

FIELD OF THE INVENTION

[0001] The invention relates to a system for verifying authenticity of a transaction; to sender and recipient signer nodes
for use in such a system; to computer-implemented methods corresponding to the sender and recipient signer nodes;
and to a computer-readable medium.

BACKGROUND OF THE INVENTION

[0002] Distributed ledgers, such as Ethereum, Bitcoin, and other kinds of blockchains, are being used more and more
to perform transactions. A transaction may in general represent a transfer of a crypto-asset, e.g., an amount of crypto-
currency, from a sender to a recipient. In return for the transfer, the recipient may for example provide goods or services,
or assets in another currency, e.g., a cryptocurrency or a non-digital currency.
[0003] Although blockchain-based systems have received growing interests in both academia and industry in the
recent years, the scalability of blockchains continues to be a big issue when deploying blockchain in finance applications.
For example, Ethereum in its current iteration processes around 15 transactions per second. This causes several issues.
In particular, the network often gets congested, sometimes pushing transaction fees to extreme highs. To tackle these
issues, a completely different class of protocols have been emerging, called Layer-2 protocols, using different approaches.
Layer 2 solutions increase transaction speeds and scaling, while benefiting from the security of the main chain. In some
implementations, they can achieve thousands of transactions per second, which is desirable for example for instant
payment applications.
[0004] However, such adoption raises new security attacks against layer-2 protocols. For example, layer 2 protocol
can have poor custodian and exchange security, leading to a large number of hacks and thefts as discussed for example
in A. Gangwal et al., "A Survey of Layer-Two Blockchain Protocols" (available at https://arxiv.org/pdf/2204.08032.pdf
and incorporated herein by reference). Existing solutions to detect and report fraud during the offchain transaction, such
as watchtowers (as discussed e.g. in the above reference), can represent new security attacks when compromised and
hence acting dishonestly.
[0005] Typically, ownership of a crypto-asset wallet is defined in terms of knowledge of certain private key material.
This private key material may be stored in a so-called wallet. Respective key material may correspond to respective
entries of the user’s blockchain address book. In today’s systems, this key material may represent a secret key that is
used to sign a transaction, effectively giving the user control over the crypto-asset associated to that address. Accordingly,
a wallet may contain private key material without which the crypto-asset owner cannot access their funds.
[0006] A big risk in cryptocurrencies is the individual user losing the private key material or having it stolen. Without
the private key material, the user cannot use their crypto-assets. If an attacker can steal a wallet’s key material, they
can move the crypto-assets associated to that address into their own wallet and thereby steal it. Many examples are
known where such failures caused big losses, in some cases millions of euros.
[0007] Generally, there are two types of wallets that a user can use to store crypto-assets: a custodial wallet and a
non-custodial (also known as personal) wallet. With a non-custodial wallet, the user has sole control of his private key
material, which in turn control and prove ownership of the corresponding crypto-assets. While there is no need to trust
a third party when using a non-custodial wallet, this also means that the user is solely responsible for not losing their
key material, and requires the user to take their precautions to protect their funds. With a custodial wallet, a third party
controls the user’s private key material. In other words, the user is trusting a third party to secure their crypto-assets
and return them the user wants to perform a transaction, e.g., trade them or send them to another party. While a custodial
wallet lessens personal responsibility, it requires trust in the custodian, usually a cryptocurrency exchange platform,
holding the user’s fund.
[0008] A known way to protect the private key material used for transactions on a distributed ledger, is the use of a
Threshold Signature Schemes (TSS) or Multi-Signatures. Instead of storing keys at a single location, private keys are
split among multiple nodes, and signing is authorized by a quorum (threshold set) of nodes, without the need for key
shares to leave the nodes. Moreover, in the context of Layer 2 protocols in which the transactions are P2P, not only the
private key is vulnerable, but also the public key, or its hash, which is typically used as deposit address, runs the risk of
so-called public-key substitution, namely, of the key being intercepted and modified by an attacker. Such public-key
substitution attacks are commonplace and documented at length.

SUMMARY OF THE INVENTION

[0009] It would be desirable to provide a system for verifying authenticity of a digital transaction that provides improved
security, in particular against public-key substitution attacks. In particularly, it would be desirable to provide a non-
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custodial solution for performing and verifying digital transactions, in particular in a layer 2 protocol of a distributed ledger,
that eliminates the single point of failure on private keys, either on sender and recipient sides.
[0010] In accordance with a first aspect of the invention, a system for verifying authenticity is provided, as defined by
claim 1. In accordance with further aspects of the invention, a sender signer node and a recipient signer node for use
in such a system, and computer-implemented methods corresponding to the respective nodes, are provided, as defined
by claims 11, 12, 13, and 14. In accordance with an aspect of the invention, a computer-readable medium is provided
as defined by claim 15.
[0011] Various aspects relate to a digital transaction. The transaction may be performed on a distributed ledger, for
example, a public blockchain such as Ethereum or Bitcoin, or a private blockchain. In particular, the transaction may be
performed in a layer 2 protocol of a distributed ledger, for example, on a sidechain of a main chain, such as a state
channel network. In such a case, the transaction may be performed according to the layer 2 protocol and later committed,
e.g., in combination with other transactions, to the mainchain.
[0012] The transaction may be between a sender and a recipient. For example, the transaction may represent a
transfer of a crypto-asset, e.g., a certain amount of a certain type of cryptocurrency, from the sender to the recipient.
The transaction message may comprise an identifier of the recipient of the transaction, typically in combination with data
indicating a crypto-asset being transferred. The identifier of the recipient is typically not specific to any particular crypto-
asset, e.g., multiple crypto-assets may correspond to the same recipient identifier. Accordingly, presence of the trans-
action message on the distributed ledger may indicate that the crypto-asset has changed ownership to the recipient. In
particular, in the case of a layer 2 protocol of a distributed ledger, change of ownership may be indicated at the corre-
sponding mainchain, e.g., the state of the sidechain may be locked via a multisignature smart contract; based on which
a transaction for the mainchain may be constructed, and the transaction may be posted on the mainchain to submit the
state of the sidechain on the blockchain.
[0013] On behalf of the sender, the transaction may be performed by one or more sender signer nodes. The sender
signer nodes may provide a custodian wallet to the sender, in particular, a distributed custodian wallet in case there are
multiple sender signer nodes. The respective sender signer nodes may have access to respective pre-shared sender
key material. The combined pre-shared sender key material of the sender signer nodes may prove ownership of a crypto-
asset being transferred in the transaction. The key material may be shared between multiple crypto-assets of the sender.
By "pre-shared", it is meant that the key material is available to the respective parties before the authenticity verification
takes place, e.g., the parties may have previously obtained it by receiving it from a key generation device, or as an
outcome of a distributed key generation protocol.
[0014] On behalf of the recipient, the transaction may be performed by one or more recipient signer nodes. The
recipient signer nodes may provide a custodian wallet to the recipient, in particular, a distributed custodian wallet in case
there are multiple recipient signer nodes. The respective recipient signer nodes may have access to respective pre-
shared recipient key material. The combined pre-shared recipient key material of the recipient signer nodes may be for
verifying ownership by the sender of the crypto-asset being transferred, e.g., may be for verifying that the sender signer
nodes together have access to the combined pre-shared sender key material. The recipient key material may correspond
to the sender key material and may accordingly be shared between multiple crypto-assets of the sender.
[0015] In order to verify the authenticity of the transaction message representing the digital transaction, the sender
signer nodes may jointly determine a designated verifier threshold signature on the transaction message. The designated
verifier threshold signature may allow the one or more recipient signer nodes to jointly verify the authenticity of the
transaction message with respect to the pre-shared recipient key material. To this end, the designated verifier threshold
signature may be sent by the sender signer nodes to the recipient signer nodes, who may use the designated verifier
threshold signature to jointly verify the authenticity of the transaction message with respect to the pre-shared recipient
key material.
[0016] Interestingly, the inventors realized that, in the context of performing a digital transaction, its authenticity may
be securely verified if the designated verifier threshold signature satisfies a number of properties. In particular, the pre-
shared sender key material of a single sender signer node may be such that it does not allow to determine the designated
verifier threshold signature. Moreover, the pre-shared recipient key material of a single recipient signer node may be
such that it does not allow to verify the authenticity. Also, the combined pre-shared recipient key material may be such
that it does not allow to determine the designated verifier threshold signature. Interestingly, by distributing key material
both on the side of the sender and on the side of the verifier, the single point of failure on private keys may be eliminated
both on the sender and the recipient side. Such a designated verifier threshold signature can for example be implemented
based on Diffie-Hellman, as discussed in more detail elsewhere.
[0017] In particular, if the combined sender and recipient key material would for example be the same or derivable
from each other, this would introduce the possibility that the recipient holds the sender’s private key material. As such,
a malicious recipient may perform a transaction on behalf of the sender without their consent, and consequently for
example steal funds associated to the sender’s private key material. The recipient key material may not allow to perform
a transaction on behalf of the sender. Consequently, by defining the sender key material such that it cannot be derived
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from the recipient key material, e.g., by including a cryptographic key in the sender key material that is not included in
the recipient key material, this may be remedied. The verification may then be performed jointly with the recipient, e.g.,
the recipient signer nodes may receive the designated verifier threshold signature off-chain and verify it.
[0018] The use of designated verifier threshold signatures allows transactions on distributed ledgers to be performed
more securely. In particular, the key material that secures crypto-assets may be stored more securely in a crypto-wallet,
for example with increased protection against loss as also discussed elsewhere. Still, the designated verifier threshold
signature may allow transactions in terms of these crypto-assets to be carried out in a secure way. In particular, by using
designated verifier threshold signatures, it is not necessary to rely on public addresses to verify the transaction, thereby
reducing the risk of public-key substitution attacks. In particular, by sending the designated verifier threshold signature
off-chain and basing it on sender and recipient key material that is not included in the transaction message, user public
addresses may be protected, and it may be ensured that known public-key substitution attacks no longer apply. In
particular, the proposed designated verifier threshold signature-based system may provide the following advantages:

Native whitelistinq via a private wallet. Since verifying a transaction may be based on pre-shared sender and recipient
key material, effectively, the sender and verifier may authenticate to each other using a common secret. Compared
to prior art transaction systems that use a public key as deposit address, the system may use pre-shared key
material, and in particular, third parties that have not pre-shared key material, may not be able to perform transactions
with the receiver. This can avoid a number of threats and problems that may be caused by a receiver being unable
to select with which parties to perform transactions, such as wiring money to a wallet, e.g. that of a political party,
and then accusing the owner of receiving illegal funds; or, on the contrary, having a drug dealer claim that the police,
attempted to frame him by wiring money into his wallet and accuse him that this fund transfer is illegal.
Risk-free delivery (proof of delivery): Contrary to a wallet based on TSS, third parties without the recipient key
material may not be able to verify a transaction with the sender. This can help to avoid wiring and framing. In
particular, a transaction message may include an identifier of the recipient, e.g., a public key of the recipient which,
when hashed, may yield a destination address D of the receiver. The transaction message may further comprise
the designated verifier threshold signature to prove ownership of private key corresponding to the provided public
key. The transaction may be is valid if the signature on the designated public key is valid.
Security under corrupted parties. The determining and/or the verifying may be performed in a robust way. Accordingly,
the determining and/or verifying may succeed even if a malicious sender or recipient signer node attempts to
manipulate the process, e.g., by creating intentionally invalid signatures or the like. For example, such robustness
may be ensured up to a threshold number of corruptions, e.g., at most 1 sender signer node and/or at most 1
recipient signer node, at most 2 sender signer nodes and/or at most 2 recipient signer nodes, etc. Accordingly, it
may be enabled that legitimate transactions are signed arid pass through even in the face of an attacker who may
gain illegitimate control over sender and/or recipient signer nodes.
Eliminating single point of failure at the sender and verifier sides. The pre-shared sender key material may be
distributed in such a way that no single sender signer node, nor any of the recipient signer nodes, has access to
the combined sender key material. In some embodiments, even when the key material is generated, it is not available
at a single place at any point in time, e.g., the key material of respective parties may be generated jointly using a
distributed protocol, e.g., based on multi-party computation (MPC). Also to perform the transaction, the nodes may
not need to exchange their respective key material, e.g., because no public key is comprised in the transaction
message against which the transaction is verified. Accordingly, no sender or recipient signer node by itself may hold
sufficient information to perform the transaction by itself. The same may be true for the verifier key material as well.
This characteristic may also be referred to as the keylessness of the system. Keylessness is preferable because it
helps to eliminates many vulnerabilities stemming from key generation, key distribution, key storage, and key de-
struction.
Secure signature generation. The designated verifier threshold signature may be generated based on respective
sender signer nodes using their respective pre-shared sender key material without the need for the sender signer
nodes to exchange this key material, and without this key material being derivable from the protocol used to generate
the designated verifier threshold signature. While performing the transaction, the sender key share may not need
to be accessed by or presented to any other entity in order to generate the designated verifier threshold signature,
so that the respective sender key material does not need to leave the respective sender signer node.
The authentication may be carried out by multiple sender signer nodes, for example, at least two sender signer
nodes, at least three sender signer nodes, or at least five sender signer nodes. There are typically also multiple
recipient signer nodes, e.g., at least two recipient signer nodes, at least three recipient signer nodes, or at least five
recipient signer nodes. Having multiple nodes may provide improved security for the party, e.g., sender or recipient,
represented by the nodes, and may accordingly also provide improved assurance to the other party that the performed
transaction is legitimate. The multiple nodes representing the sender or recipient may or may not be operated by
different parties. Having different parties may improve security also in an organizational sense, for example against
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insider attacks, while in either case, having multiple nodes may improve resilience against outsider attacks.

[0019] The sender and recipient key material may be pre-shared in the sense that it is already available to the respective
sender and recipient signer nodes before the transaction is initiated. As also discussed elsewhere, the key material may
be obtained by the sender and recipient signer nodes in various ways, e.g., by performing a distributed key material
generation protocol between the nodes, using multi-party computation or other distributed techniques; or by obtaining
the key material from a trusted third party.
[0020] Optionally, the transaction message does not comprise a public key of the recipient of the transaction, or in
any case, ownership of the digital asset is not defined based on verifying ownership of the private key corresponding to
a public key included in the transaction message. Instead, pre-shared sender and recipient key material may be used
in a designated verifier threshold signature that is exchanged off-chain. This may avoid attacks related to public key
substitution and framing of a different sender than the actual sender.
[0021] Optionally, the pre-shared recipient key material of the one or more recipient signer nodes is not known to any
of the individual sender or recipient signer nodes and is not comprised in the transaction message. This way, the
verification may be defined in such a way that only the recipient signer nodes, who jointly have access to this key material,
can perform it. For example, the transaction message may comprise identifiers of the sender and the recipient of the
transaction, and an identifier of a digital asset to be transferred from the sender to the recipient. Thus, a native whitelisting
functionality may be provided.
[0022] Optionally, the system comprises multiple sender signer nodes, with the respective pre-shared sender key
material of the respective sender signer nodes comprising respective shares of a signing private key of a digital signature
scheme. The multiple sender signer nodes may determine the designated verifier threshold signature by jointly generating
a digital signature using the signing key. A suitable cryptographic assumption for the digital signature scheme can be a
Diffie-Hellman cryptographic assumption (e.g., a DH or DDH assumption), for example.
[0023] To implement the designated verifier threshold signature at the recipient, several options are available.
[0024] One option is to use a designated verifier threshold signature that is based on a designated-verifier digital
signature scheme. The respective pre-shared recipient key material may comprise respective secret-shares of a verifier
private key according to the designated-verifier digital signature scheme. By performing the verification by the designated
verifier in a distributed way, a designated verifier threshold signature can be obtained.
[0025] In particular, in one construction, the designated verifier threshold signature may comprise a hash value and
a shared secret value. The hash value may be based on the transaction message and a random value. The shared-
secret value may be based on a shared secret according to the signer and verifier keys and based on the hash value,
with the shared secret being blinded with the random value. Designated verifier signatures using hash values and shared-
secret values are known per se, but in a known scheme, the shared secret is blinded with a concatenation of the
transaction message and the random value, not just with the random value itself. This may mean that an encoding
mapping arbitrary unbounded binary strings to a bounded group may be needed, which moreover may need to be
revertible to reconstruct the original message from the group. This may be undesirable if the message is a transaction
message, which can be large. Accordingly, the inventors interestingly envisaged to blind the shared secret with the
random value without the transaction message, thus eliminating the abovementioned problems.
[0026] Moreover, the inventors realized that such a designated verifier threshold signature based on a hash value and
a shared secret value can be jointly determined and verified in an efficient way. In particular, the signature may be jointly
determined by jointly randomly generating the random value, and generating respective secret-shares of the shared-
secret value based on the respective secret-shares of the signer private key. The signature may be jointly verified by
generating respective secret-shares of the shared secret based on the respective secret-shares of the verifier private key.
[0027] Another way of implementing the designated verifier threshold signature at the recipient, is for the respective
pre-shared recipient key material of the recipient signer nodes to comprise respective shares of a public key, i.e.,
verification key, corresponding to the secret key, i.e., signing key, that is used by the sender signer nodes. In particular,
the sender signer nodes may jointly determine the designated verifier threshold signature by generating respective
secret-shares of the designated verifier threshold signature based on the respective secret-shares of the signer private
key. The recipient signer nodes may jointly verify authenticity of the transaction message by generating respective secret-
shares of the designated verifier threshold signature based on the respective secret-shares of the public.
[0028] Optionally, the system provided herein may comprise a key generation device configured to generated the pre-
shared sender and recipient key material. The key generation device may be operated by a trusted third party. In some
cases, for example in the case of RSA signatures, a key generation device may be able to generate such key material
much more efficiently than if the sender and/or recipient signer nodes generate the key material among themselves
using a distributed protocol. The use of such a distributed protocol is however preferred from a security point of view
and can in various cases, in particular using EcDSA signatures, be very efficient. In such cases, a separate trusted key
generation device is not needed.
[0029] The system may further make use of a co-message authentication code (Co-MAC), also referred to as a "joint
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MAC". The Co-MAC may be determined by one or more of the recipient signer nodes (e.g., all of them or a subset),
acting as MAC-sender node(s), and may be sent, separately from the distributed ledger or in other words off-chain, from
the one or more recipient signer nodes to one or more of the sender signer nodes (e.g., all of them or a subset), acting
as MAC-recipient nodes. The Co-MAC may be determined from a further transaction message and from pre-shared
MAC-sender key material of the MAC-sender. The further transaction message may identify the recipient of the digital
transaction, e.g., by including the deposit address of the recipient. The Co-MAC may be such that it allows the MAC-
recipient node(s) to verify authenticity of the further transaction message with respect to the further pre-shared MAC-
recipient key material, e.g., the Co-MAC can be used to let the recipient signer nodes(s) of the digital transaction provide
secure authentication of the deposit address to the sender signer node(s) of the digital transaction.
[0030] In particular, based on the further pre-shared MAC-recipient key material, it may be verified that the Co-MAC
was determined using the further transaction message by parties having access to the further MAC-sender key material.
The further transaction message may indicate the address of the MAC-sender node, being the recipient of the digital
transaction, and accordingly may serve as confirmation that the MAC-sender intends to carry out the transaction. In
other words, the MAC-sender may authenticate at least their deposit address using the Co-MAC. The further MAC-
sender key material however typically cannot be derived from the Co-MAC. Concrete examples of Co-MACs that can
be used herein are provided throughout this specification.
[0031] Optionally, pre-shared MAC-sender key material may be used that comprises a first cryptographic key and a
second cryptographic key. The pre-shared MAC-sender key material may comprise the second cryptographic key.
[0032] In embodiments with a first and second cryptographic key, there may be only a single MAC-sender node and
MAC-recipient node participating in the Co-MAC. This single MAC-sender node may compute the co-message authen-
tication code using the first and second cryptographic key. The MAC-sender node may further compute a witness using
the first but not the second cryptographic key, and provide the witness to the MAC-recipient node. The MAC-recipient
node may verify the authenticity of the further transaction message by verifying the co-message authentication code
with respect to the witness and the second cryptographic key.
[0033] Using the provided approach, the further pre-shared MAC-sender key material cannot be derived from the
further pre-shared MAC-recipient key material, since the further MAC-sender key material also comprises the first cryp-
tographic key. Moreover, since the witness is provided by the MAC-sender node and used by the MAC-recipient node
in the verification, it may be achieved that the MAC-recipient node needs the collaboration of the MAC-sender node to
verify the co-message authentication code, thus improving protection against malicious MAC-recipient nodes. At the
same time, the witness may commit the MAC-sender node to the further transaction message, e.g., the witness may be
such that, given the co-message authentication code, the MAC-sender node cannot determine multiple witnesses that
verify successfully with respect to multiple different further transaction messages. For example, the co-message au-
thentication may comprise a hash based on the witness, or the like. This way, it may be prevented that the MAC-sender
node changes the contents of the further transaction message, e.g., the address, while the digital transaction is being
performed.
[0034] Optionally, the first cryptographic key and the second cryptographic key may comprise respective keys of a
message authentication code. The witness may comprise a first message authentication code of the transaction message
with the first cryptographic key. The co-message authentication code may comprise a second message authentication
code of the first message authentication code with the second cryptographic key. In this example, the Co-MAC concept
may accordingly be implemented based on the security of a message authentication code (MAC), for example, HMAC-
SHA or another known MAC.
[0035] Optionally, the first cryptographic key and the second cryptographic key may comprise respective additive
shares of an RSA signing key. The co-message authentication code may be based on a first RSA signature of the
transaction message with the RSA signing key. The witness may comprise a second RSA signature of the transaction
message with the first cryptographic key. This way, the Co-MAC concept, in which the MAC-sender is needed by the
MAC-recipient to perform the verification, may be implemented relying on the security of the well-known RSA signature
scheme.
[0036] Optionally, the co-message authentication code may comprise a cryptographic hash based on at least the first
and second RSA signatures. This way, the co-message authentication protocol may be hardened against a posteriori
manipulations by the MAC-sender node, since the MAC-sender node cannot manipulate the first and second signatures
after providing the co-message authentication code.
[0037] Another way of implementing the Co-MAC, is to let the multiple MAC-sender nodes determining the co-message
authentication code by hashing the jointly generated digital signature. The digital signature may be sent from the multiple
MAC-sender nodes to a MAC-recipient node as a witness for the co-message authentication code. The MAC-recipient
node may verify the digital signature as well as verify that the co-message authentication code is a hash of the digital
signature. It is also possible in this example to use multiple MAC-recipient nodes that for example each respectively
perform the verification, or that perform the verification in a distributed way. By letting the MAC-sender nodes provide
a witness, it may be achieved that the MAC-recipient node(s) need the collaboration of the MAC-sender nodes to verify
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the co-message authentication code, and moreover, it may be achieved that the MAC-sender nodes effectively commit
to the used transaction data so that they cannot modify the transaction data during the course of the transaction. At the
same time, the MAC-recipient nodes do not need access to a pre-shared private key and so can use MAC-recipient key
material from which the MAC-sender key material cannot be derived, improving security against malicious recipients.
[0038] Embodiments are also possible in which there are multiple MAC-sender nodes and/or multiple MAC-recipient
nodes participating in the Co-MAC. This is also referred to as a Co-TMAC. The computation of the co-message authen-
tication code and/or the witness may be performed in a distributed way, e.g., using multi-party computation or the like.
In particular, the MAC-sender nodes may perform a distributed signing according to an RSA signature scheme by
computing respective signature shares, and the MAC-recipient nodes may perform a distributed signature verification
of the RSA signature scheme by computing respective verification shares. The multiple MAC-recipient nodes can also
each perform the same verification.
[0039] It will be appreciated by those skilled in the art that two or more of the above-mentioned embodiments, imple-
mentations, and/or optional aspects of the invention may be combined in any way deemed useful.
[0040] Modifications and variations of any computer-implemented method and/or any computer readable medium,
which correspond to the described modifications and variations of a corresponding system, can be carried out by a
person skilled in the art on the basis of the present description.

BRIEF DESCRIPTION OF THE DRAWINGS

[0041] These and other aspects of the invention will be apparent from and elucidated further with reference to the
embodiments described by way of example in the following description and with reference to the accompanying drawings,
in which:

Fig. 1 shows a sender signer node;
Fig. 2 shows a recipient signer node;
Fig. 3 shows a system for verifying authenticity of a digital transaction;
Fig. 4a shows a detailed example of transaction using a Co-MAC;
Fig. 4b shows a detailed example of a transaction using a Co-MAC;
Fig. 4c shows a detailed example of a transaction using a Co-MAC;
Fig. 4d shows a detailed example of a transaction using a Co-TMAC;
Fig. 5b shows a detailed example of a transaction using a DVTS;
Fig. 6 shows a computer-implemented method of participating as a sender signer node in a transaction;
Fig. 7 shows a computer-implemented method of participating as a recipient signer node in a transaction;
Fig. 8 shows a computer-readable medium comprising data.

[0042] It should be noted that the figures are purely diagrammatic and not drawn to scale. In the figures, elements
which correspond to elements already described may have the same reference numerals.

DETAILED DESCRIPTION OF EMBODIMENTS

[0043] Fig. 1 shows a sender signer node system 100, referred to herein as a "sender signer node". Sender signer
node 100 may be for use in a verification system as described herein, e.g., verification system 300 of Fig. 3. The
verification system may comprise multiple sender signer nodes. The multiple sender signer nodes may comprise the
sender signer node 100. The verification system may further comprise multiple recipient signer nodes. Respective sender
signer nodes, including server node 100, may have access to respective pre-shared sender key material 040. Respective
recipient signer nodes have access to respective pre-shared recipient key material.
[0044] Sender signer node 100 may comprise a data interface 120 for accessing the pre-shared sender key material
040 of the sender signer node. Data interface 120 may further be for accessing the transaction message 031. For
example, as also illustrated in Fig. 1, the data interface 120 may be constituted by a data storage interface 120 which
may access the data 031, 040 from a data storage 021. For example, the data storage interface 120 may be a memory
interface or a persistent storage interface, e.g., a hard disk or an SSD interface, but also a personal, local or wide area
network interface such as a Bluetooth, Zigbee or Wi-Fi interface or an ethernet or fibreoptic interface. The data storage
021 may be an internal data storage of the system 100, such as a hard drive or SSD, but also an external data storage,
e.g., a network-accessible data storage. In some embodiments, the data 031, 040 may each be accessed from a different
data storage, e.g., via a different subsystem of the data storage interface 120. Each subsystem may be of a type as is
described above for the data storage interface 120.
[0045] The sender signer node 100 may also comprise a communication interface 180 configured for communication
126 with other systems, e.g., other sender signer nodes and/or recipient signer nodes of the transaction system, and/or
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for accessing the distributed ledger. Communication interface 180 may internally communicate with processor subsystem
140 via data communication 125. Communication interface 180 may be arranged for direct communication with the other
system 200, e.g., using USB, IEEE 1394, or similar interfaces. As illustrated in, the figure, communication interface 180
may also communicate over a computer network 010, for example, a wireless personal area network, an internet, an
intranet, a LAN, a WLAN, etc. E.g., communication interface 180 may comprise a connector, e.g., a wireless connector,
an Ethernet connector, a Wi-Fi, 4G or 4G antenna, a ZigBee chip, etc., as appropriate for the computer network. Com-
munication interface 180 may also be an internal communication interface, e.g., a bus, an API, a storage interface, etc.
[0046] The sender signer node 100 may further comprise a processor subsystem 140 which may be configured to,
during operation of the sender signer node 100 and jointly with the other sender signer nodes, determine a designated
verifier threshold signature on the transaction message 031. The designated verifier threshold signature may allow the
one or more recipient signer nodes to jointly verify the authenticity of the transaction message with respect to the pre-
shared recipient key material. The pre-shared sender key material 040 of the sender signer node 100 may not allow to
determine the designated verifier threshold signature.
[0047] Fig. 2 shows a recipient signer node system 200, referred to herein as a "recipient signer node". Recipient
signer node 200 may be for use in a verification system as described herein, e.g., verification system 300 of Fig. 3. The
verification system may comprise multiple sender signer nodes and multiple recipient signer nodes. The multiple recipient
signer nodes may comprise the recipient signer node 200. Respective sender signer nodes may have access to respective
pre-shared sender key material. Respective recipient signer nodes, including recipient signer node 200, may have access
to respective pre-shared recipient key material 050.
[0048] The recipient signer node 200 may comprise a data interface 220 for accessing the pre-shared recipient key
material 050 of the recipient signer node. Data interface 220 may be further for accessing the transaction message 031.
For example, as also illustrated in Fig. 2, the data interface may be constituted by a data storage interface 220 which
may access the data 031, 050 from a data storage 022. In general, the data interface 220 and the data storage 022 may
be of a same type as described with reference to Fig. 1 for the data interface 120 and the data storage 021.
[0049] The recipient signer node 200 may further comprise a communication interface 280 arranged for digital com-
munication with the sender signer nodes and/or the recipient signer nodes, and/or for accessing the distributed ledger.
In general, the communication interface 280 may be of a same type as described with reference to Fig. 1 for the
communication interface 180. In particular, as illustrated in the figure, communication interface 280 may be for commu-
nication over a computer network 010, e.g., the internet.
[0050] The system 200 may further comprise a processor subsystem 240 which may be configured to, during operation
of the system 200, obtain a designated verifier threshold signature, and use the designated verifier threshold signature
to, jointly with the multiple recipient signer nodes, verify the authenticity of the transaction message 031 with respect to
the pre-shared recipient key material 050. The pre-shared recipient key material 050 of the recipient signer node by
itself may not allow to verify the authenticity. The combined pre-shared recipient key material may not allow to determine
the designated verifier threshold signature
[0051] It will be appreciated that the same considerations and implementation options apply for the processor sub-
system 240 as for the processor subsystem 140 of Fig. 1. It will be further appreciated that the same considerations and
implementation options may in general apply to the system 200 as for the system 100 of Fig. 1, unless otherwise noted.
[0052] In general, each system described in this specification, including but not limited to the system 100 of Fig. 1 and
the system 200 of Fig. 2, may be embodied as, or in, a single device or apparatus, such as a workstation or a server.
The device may be an embedded device. The device or apparatus may comprise one or more microprocessors which
execute appropriate software. For example, the processor subsystem of the respective system may be embodied by a
single Central Processing Unit (CPU), but also by a combination or system of such CPUs and/or other types of processing
units. The software may have been downloaded and/or stored in a corresponding memory, e.g., a volatile memory such
as RAM or a non-volatile memory such as Flash. Alternatively, the processor subsystem of the respective system may
be implemented in the device or apparatus in the form of programmable logic, e.g., as a Field-Programmable Gate Array
(FPGA). In general, each functional unit of the respective system may be implemented in the form of a circuit. The
respective system may also be implemented in a distributed manner, e.g., involving different devices or apparatuses,
such as distributed local or cloud-based servers.
[0053] Fig. 3 shows an authentication system 300 for verifying authenticity of a transaction message 031 representing
a digital transaction.
[0054] The digital transaction may be performed using a distributed ledger 030. The distributed ledger may be distributed
across multiple nodes, for example, in a peer-to-peer fashion. The multiple nodes are preferably operated by multiple
different organizations. The distributed ledger may allow transaction messages to be posted and may provide a consensus
mechanism providing a well-defined set of transactions that have been successfully posted. For example, the distributed
ledger 030 may be a private or public blockchain, e.g., based on proof-of-work, proof-of-stake, or another consensus
method. The transaction may be performed using a layer 2 protocol of the distributed ledger 030, for example, at a
sidechain such as a state channel network.
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[0055] The transaction may be performed by posting a transaction message 031 on the distributed ledger 030. The
transaction may be from a sender to a recipient, e.g., may represent a transfer of a digital asset from the sender to the
recipient. The transaction message 031 may be posted on the distributed ledger 030 by one or more sender signer
nodes representing the sender and one more recipient signer nodes representing the recipient, e.g., after the transaction
has been verified as described herein, e.g., when committing the state of a sidechain to the mainchain.
[0056] Transaction message 031 may comprise an identifier of a recipient of the transaction. This identifier is typically
not related to the pre-shared sender and recipient key material used to authenticate the transaction as described herein.
Transaction message 031 typically also comprises an identifier of the sender, which, as for the recipient, is typically not
related to the pre-shared sender and recipient key material; and an identifier of a digital asset to be transferred from the
sender to the recipient, for example, a certain amount of bitcoin or ether, a non-fungible token, etc.
[0057] The transaction system 300 may comprise multiple sender signer nodes. The sender signer nodes may perform
the transaction on behalf of the sender. As an illustration, three sender signer nodes 301-1, 301-2, 301-3 are shown.
The respective sender signer nodes may have access to respective pre-shared sender key material 041, 042, 043. The
respective pre-shared sender key material may together form overall sender key material. The overall sender key material
may not be derivable from the respective key material 041, 042, 043 of any individual sender signer node 301-1, 301-2,
301-3. For example, the sender key material may be distributed in such a way that any t out of n sender signer nodes
can derive the overall sender key material from their respective key material. The number of sender signer nodes may
be at least 2, at least 3, or at least 5. The threshold for deriving the key material can be equal to the number of sender
signer nodes or lower, e.g., at least 2, at least 3, or at least 5. In particular, the number of sender signer nodes n and
the threshold t may be (n = 3, t = 2), (n = 5, t = 3), or more generally, (n = 2t - 1, t) for an integer t. These parameter sets
in some embodiments allow efficient implementations of the distributed cryptographic protocols described herein.
[0058] The transaction system 300 may further comprise multiple recipient signer nodes. The recipient signer nodes
may perform the transaction on behalf of the recipient. As an illustration, three recipient signer nodes 302-1, 301-2,
301-3 are shown. The respective recipient signer nodes may have access to respective pre-shared recipient key material
051, 052, 053. The respective pre-shared recipient key material may together form overall recipient key material. In
some embodiments, the overall recipient key material is not derivable from the respective key material 051, 052, 053 of
any individual recipient signer node 302-1, 302-2, 302-3, e.g., the respective key material of a threshold number of
recipient signer nodes may be needed to derive the overall recipient key material, with the same possibilities for the
number of parties and the threshold as given for the sender signer nodes above. The combined pre-shared sender key
material typically cannot be derived from the combined pre-shared recipient key material, e.g., given key material 051,
052, and 053, it is not cryptographically feasible to derive key material 041, 042, 043 or to derive the overall key material
that is obtained from combining it and that allows the designated verifier threshold signature to be determined.
[0059] Typically, the sender and recipient signer nodes 301-1, 301-2, 301-3, 302-1, 302-2, 302-3 are all mutually
distinct devices or systems, e.g., operated by different organizations.
[0060] Generally, an owner of crypto-assets, e.g., an amount of cryptocurrency, may use a custodial wallet or a non-
custodial wallet (also known as a personal wallet) to store the assets. With a non-custodial wallet, the owners themselves
may manage the key material that proves ownership of the crypto-asset. While there is no need to trust a third party
when using a non-custodial wallet, this also means that the user is responsible for managing the key material and
accordingly needs to take precautions to protect his funds.
[0061] When the sender signer nodes and/or recipient signer nodes provide a custodial wallet, they may be operated
by one or more third parties that control the key material that proves ownership of crypto-assets. Accordingly, the sender
or recipient may trust the third parties to secure their assets and return them if they want to for example trade or send
them somewhere else. While a custodial wallet lessens personal responsibility, it requires trust in the custodian holding
the user’s fund.
[0062] In transaction system 300, the sender signer nodes 301-1, 301-2, 301-3 may provide a custodial wallet to the
sender. For example, prior to the transaction, the sender signer nodes may jointly manage the asset being transferred
on behalf of the sender. The recipient signer nodes 302-1, 302-2, 302-3 may provide a custodial wallet to the recipient.
For example, after the transaction has successfully completed, the recipient signer nodes may jointly manage the
transferred asset on behalf of the recipient. The nodes providing a custodial wallet may be operated by one or more
cryptocurrency exchange platforms, for example. If there is only one sender signer node or only one recipient signer
node, this node can also be operated by the owner of the crypto-asset themselves as a non-custodial wallet.
[0063] Further shown is a computer network 010 that may be used for communication among the various parties, e.g.,
sender signer nodes 301-i, recipient signer nodes 302-i, key generation device 303, and/or nodes operating the distributed
ledger 030. For example, the computer network 010 may be the internet.
[0064] The sender signer nodes 301-i and recipient signer nodes 302-i may be configured to verify the transaction
represented by the transaction message 031. To this end, at the sender signer nodes 301-i, a designated verifier threshold
signature may be jointly determined on the transaction message 031. The designated verifier threshold signature may
allow the one or more recipient signer nodes to jointly verify the authenticity of the transaction message with respect to
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the pre-shared recipient key material 051-053. The pre-shared sender key material 041-043 of a single sender signer
node 301-1 may not allow to determine the designated verifier threshold signature. The signature may be sent from the
one or more sender signer nodes 301-i to the one or more recipient signer nodes 302-i. The sending may be performed
off-chain, e.g., separately from the distributed ledger 030. For example, one particular sender signer node, e.g., node
301-1, may send the signature to each of the recipient signer nodes; the sender signer node 301-1 may send the signature
to one particular recipient signer node, e.g., recipient signer node 302-2, etc, respective sender signer nodes may send
secret-shares of the signature to one or more recipient signer nodes, etc. At the one or more recipient signer nodes 302-
i, the designated verifier threshold signature may be used to jointly verify the authenticity of the transaction message
031 with respect to the pre-shared recipient key material 051-053. The pre-shared recipient key material 051-053 of a
single recipient signer node may not allow to verify the authenticity. The combined pre-shared recipient key material
051-053 may not allow to determine the designated verifier threshold signature.
[0065] Interestingly, the use of a designated verifier threshold signature in system 300 may provide improved security
compared to prior art transaction systems. In the presented transaction system 300, transaction message 031 may not
comprise the public key of the recipient used for the authentication, but instead a different identifier of the recipient.
Through using the signature, the authentication of the transaction message may be performed jointly between sender
signer nodes holding pre-shared sender key material, and recipients holding pre-shared recipient key material.
[0066] Moreover, the pre-shared sender key material may be defined such that it cannot be derived from the pre-
shared recipient key material, e.g., based on the pre-shared recipient key material 051-053 it may not be possible to
determine a signature on behalf of the senders, e.g., that would successfully verify with respect to the pre-shared recipient
key material 051-053. This improves on systems where the joint sender key material and the joint recipient key material
is the same, as would be the case when using a TMAC exchange protocol, for example. Such latter systems may run
a risk that the recipient hold the sender’s private key. It is in the interest of a malicious recipient to sign on behalf of the
sender without his consent, and consequently for example steal funds associated to the private key. This may be avoided
by using a signature with sender key material that cannot be derived from the recipient key material, with verification
being performed jointly with parties holding the pre-shared sender key material.
[0067] Concerning the exact form of the signature and the associated sender key material 041-043 and recipient key
material 051-053, several options are available. Examples are given with respect to Fig. 5. The combined pre-shared
recipient key material 051-053 of the one or more recipient nodes 302-1, 302-2, 302-3 may be unknown to any of the
individual sender nodes 301-1, 301-2, 301-3 or recipient nodes 302-1, 302-2, 302-3, and may not be comprised in the
transaction message or the co-message authentication node itself. This is advantageous compared e.g. to the recipient
nodes all having common recipient key material because this privacy-sensitive material is better protected, e.g., it is
harder to trace transactions to the user.
[0068] As shown in the figure, the transaction system 300 may further comprise a key generation device 303. Key
generation device 303 may be configured to generate the pre-shared sender key material 041-043 and recipient key
material 051-053. Key generation device 303 may be implemented using a data interface, a processor subsystem, and
a communication interface as discussed with respect to Fig. 1 or Fig. 2. An advantage of having a key generation device
303 is that the key material can be generated efficiently. A disadvantage is that security relies on the key generation
device 303 correctly generating the key material and keeping it secret, e.g., to erase it after having distributed the key
material among the parties. Instead of having a key generation device, the key material 041-043, 051-053 may also be
generated by a distributed protocol among at least the sender signer nodes 041-043, for example, based on multi-party
computation; examples are given elsewhere.
[0069] In particular, the transaction may be performed using may be a so-called layer 2 protocol of a blockchain. For
example, the transaction may be posted at a sidechain, e.g., a state channel network associated with distributed ledger
030. In this context, a custodial tool may be provided that protects private keys against loss and designates a specific
verifier to spend funds.
[0070] Contrary to a wallet based on TSS, third parties without the recipient key material may not be able to verify a
transaction with the sender. This can avoid a number of threats and problems such as wiring money to a wallet, e.g.
that of a political party, and then accusing the owner of receiving illegal funds, or on the contrary, having a drug dealer
claim that the police, attempted to frame him by wiring money into his wallet and accuse him that this fund transfer is illegal.
[0071] The transaction message 031 may include an identifier of the recipient, e.g., a public key of the recipient which,
when hashed, may yield a destination address D of the receiver. The transaction message may further comprise a
signature to prove joint ownership of the private key corresponding to the public key just provided. A transaction may
be valid if the signature on the designated public key is valid.
[0072] Interestingly, the techniques provided herein may be combined with a co-message authentication code (Co-
MAC), examples of which are provided herein. One or more of the recipient nodes 301-i may be configured to determine
a co-message authentication code from at least a further transaction message associated to the digital transaction, and
from pre-shared MAC-sender key material of the one or more recipient nodes (not shown). One or more of the sender
nodes 302-I may be configured to verify the co-message authentication code with respect to pre-shared MAC-recipient
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key material (not shown). The further transaction message may identify the recipient and may accordingly be used
authenticate the address of the recipient of the digital transaction.
[0073] The Co-MAC may be used as follows. Before performing transaction 031, the receiver of the funds may au-
thenticate the deposit address using a common secret. For example, to authenticate a recipient’s address, the recipient
may split the private key into two parts (ska, skb), then only sends the second part to the sender. Given an address, the
identity of the sender and recipient, their respective private keys (ska, skb), the recipient may compute τ = MAC(a, b,
address, ska, skb) and send τ to the sender. Later on, when the sender wants to perform a transaction to the recipient,
the recipient may send the witness w = u(a, b, m, ska, skb) to the sender, where only the sender may be convinced
whether the authenticated address τ is valid or not. Examples of Co-(T)MACs are provided herein.
[0074] Accordingly, the Co-MAC may function as an authentication tool to protect addresses from modification. In
particular, it may provide the following advantages:

- Native Whitelisting, in particular, authenticity of addresses from the stated sender. By using the Co-MAC, it may be
ensured that the address has not been accidentally or deliberately corrupted. One party (in this case, the recipient
of the transaction) may send an address to another party (in this case, the sender of the transaction) in such a way
that if the address is modified on its way, the other party is likely to detect such an alteration. Accordingly, the Co-
MACs effectively provides data-origin authentication to verify that a message has been originated by a particular
entity, in other words, from the stated sender.

- Protecting the sender’s private key from the recipient’s misuse (with the sender in this case being the recipient of
the digital transaction providing their deposit address, and the recipient being the sender of the transaction). The
inventors realized that MAC exchange protocols have possibility that the recipient holds the sender’s private key.
Indeed, it is in the interest of a malicious recipient to authenticate an address on behalf of the sender without consent,
and for example steal funds associated to the private key. To avoid this, the proposed construction may avoid sharing
the private key with the recipient. Instead, the "Co-MAC", or joint mac, provides a verification procedure that is done
jointly between the sender and receiver via the Co-MAC.

[0075] Some general information on embodiments using a Co-MAC is now provided.
[0076] Some embodiments herein are motivated by the following observation. Using alternative techniques, such as
a TMAC exchange protocol, there is a possibility that the recipient holds the sender’s private key. It may be noted that
it is in the interest of a malicious recipient to sign on behalf of the sender without his consent, and consequently steal
all his funds associated to his private key. Accordingly, it is desirable to avoid sharing the private key of the sender nodes
with the recipient. Various embodiments avoid this by using a co-threshold message authentication code ("Co-TMAC",
or "joint MAC"), wherein verification may be performed by the MAC-recipient nodes, holding pre-shared recipient key
material, jointly with the MAC-sender nodes, holding pre-shared sender key material in such a way that the pre-shared
sender key cannot be derived from the pre-shared recipient key material.
[0077] Various embodiments described herein make use of digital signatures. Generally, a digital signature is a cryp-
tographic scheme for verifying authenticity of a digital message. As is well known per se, a digital signature scheme
may be defined mathematically as a tuple of probabilistic polynomial-time (PPT) algorithms DS = (KeyGen, Sign, Ver),
such that:

• KeyGen(1λ) takes as input public parameters 1λ and outputs a pair (sk, pk) representing a public key (also referred
to as the verification key, or signature verification key) and a private key (also referred to as the signing key);

• Sign(sk, m) takes as input a message m from a specified message space M, a secret key sk, and the public
parameters pp. It outputs a possibly randomized signature 

• Ver(pk, σ, m) is a, typically deterministic, verification algorithm taking as input a message m, a signature σ, a public
key pk, and the public parameters pp. Ver outputs a bit b = 1 iff the signature is valid and b = 0 iff not.

[0078] Various embodiments also relate to the use of a threshold signature scheme. Generally, a threshold signature
scheme allows to generate a digital signature by means of a distributed protocol between multiple signers. Consider a
digital signature scheme DS. Mathematically, a (t, n)-Threshold Signature Scheme (TSS) may be defined as a triple of
algorithms TSS. KeyGen, TSS. Sign, TSS. Ver where TSS. Ver = DS. Ver. TSS may for example distribute the signing

capacity amongst n signers,  such that any quorum of at least t + 1 of the  can jointly generate a signature,
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whereas groups of size t (or fewer) cannot. Such a TSS may be formally defined as comprising the following sub-protocols:

• TSS. KeyGen: is a distributed key generation protocol requiring any previously shared key material, but only public

identities/addresses. Once TSS. KeyGen terminates, each  has their own private share ski of the secret key sk.
The public key pk is known by all parties. Nobody learns any information about the private key sk.

• TSS. Sign(ski, m, ri): is an interactive protocol run by a subset of the  , where the input of each  is a message
m, randomness ri and the player’s private input ski. The protocol returns a valid signature σ on m. This signature is

such that DS. Ver(pk, σ, m) = Accept.

[0079] Various embodiments also relate to the use of message authentication codes (MACs), and in particular threshold
message authentication codes (TMACs) for securing crypto-wallets.
[0080] Generally, in cryptography, Message Authentication Codes (MACs) may be used to ensure that data has not
been accidentally or deliberately corrupted. A MAC may allow one party (the sender) to send a message to another
party (the receiver) in such a way that if the message is modified on its way, the receiver can almost certainly detect
such an alteration. In this sense, a MAC may provide data-origin authentication.
[0081] When using a MAC, it may be assumed that both parties share a symmetric secret key K. The sender may
compute a value τ, also referred to as MAC or authentication tag, for example τ = Fk(m) using a keyed hash function F.
The sender may τ along with the message m. On receipt, the receiver may recompute the MAC value using the received
message and the shared secret K and may check that their computation, yielding a value τ’, agrees with the MAC τ
received from the sender. If τ = τ’, then the message m is authenticated.
[0082] In various embodiments, the computation of τ and/or τ’ may be distributed among a group of MAC-senders or
MAC-receivers in such a way that no individual sender or receiver has access to the shared secret K. Such a distributed
computation of a MAC may be referred to as a threshold MAC (TMAC). In particular, a (t, n)-TMACs may enable any t
or more out of n total parties to produce/verify a valid authentication tag while any quorum numbering less then t parties
is not able to do so. Threshold MACs are known per se from K. Martin et al., "Threshold MACs", Proceedings ICISC’02
(incorporated herein by reference).
[0083] Various embodiments relate to the use of such TMACs for securing a crypto-wallet. Consider two sets of n parties: 

where S denotes senders capable of MACing (producing a tag). V denotes verifiers capable of only checking a tag. A
(t, n)-TMAC may be defined as a system in which any t senders can jointly generate a valid tag for a given message.
Any t receivers are able to jointly verify a tag. Mathematically, a (t, n)-TMAC may be defined as a tuple of algorithms:

• TMAC. KeyGen(1κ): Takes as input a security parameter κ (e.g.,  in unary) and outputs each player’s private
share ski.

• TMAC.TM(ski, m): Tag generation (we denote the tag by τ) requires the collaboration of any t of the senders S.
• TMAC. Ver(ski, τ): Given a message m and τ, TMAC. Ver requires the collaboration of any of t members of V to

check the validity of τ and return either Accept or Reject.

[0084] Various embodiments may use an underlying message authentication code that is homomorphic in the key.
This may be defined mathematically as follows. Consider the authentication function F: K 3 M → T where K, M, T
respectively stand for the key space, the message space and the tag space. The homomorphism may be defined by
stating that the following property holds for two operators , ◊:

[0085] Such a homomorphic authentication function may be used as follows:

• The secret key K may be shared as respective pre-shared key material among multiple senders/and/or recipients
using a linear secret sharing scheme, for example an additive secret sharing scheme. See e.g., see A. Shamir,
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"How to share a secret", Comm. ACM 22(22):612-613, 1979 (incorporated herein by reference).
• Party i may computes their partial tag: τi = F(ki, m).
• A linear combination of the τi generated by an authorized subset of parties may be combined into a valid overall

authenticated tag τ.

[0086] Figs. 4a-4d below provide several concrete ways in which a Co-Message Authentication Code (Co-MAC) may
be implemented. The Co-MAC is described as between a MAC-sender node and a MAC-recipient node, using MAC-
sender key material and MAC-recipient key material. It is noted that, in a transaction system as in Fig. 3, the MAC-
sender is typically one or more of the recipients of the digital transaction, and the MAC-recipient is typically one or more
of the senders of the digital transaction. The transaction message being verified in this application may comprise an
identifier (e.g., address) of the recipient of the digital transaction, i.e., the MAC-sender. However, the Co-MAC is also
applicable more generally between any MAC-sender(s) and MAC-recipient(s).
[0087] Fig. 4a shows a detailed, yet non-limiting, example of using a Co-MAC. This example shows a single MAC-
sender node 401 and a single MAC-recipient node 402.
[0088] As shown in the figure, the pre-shared MAC-sender key material 440 may comprise a first cryptographic key
da and a second cryptographic key db. The pre-shared MAC-recipient key material 450 may comprise the second
cryptographic key db. MAC-sender node 401 may compute co-message authentication code τ using the first and second
cryptographic key da, db, and may further compute a witness w using the first cryptographic key da but not the second
cryptographic key db. The Co-MAC τ and witness w may be provided 411 by the MAC-sender node 401 to the MAC-
recipient node 402. The MAC-recipient node may verify the authenticity of the transaction message by verifying the co-
message authentication code τ with respect to the witness w and the second cryptographic key db.
[0089] Effectively, the Co-MAC may enable the MAC-recipient to verify a tag (MAC) with the MAC-sender’s help. More
precisely, the Co-MAC may enable the MAC-recipient to jointly verify a tag τ with the MAC-sender on the transaction
message m so that τ convinces a verifier that all the send nodes MAC’ed m. The verification algorithm, i.e., the deter-
mination and verification of the co-message authentication code, may receive as input the parties’ private key material,
and the message m and tag τ. The verification algorithm may either accept or reject τ.
[0090] Mathematically, a Co-MAC performed between two Co-MACing parties Alice and Bob and using first and second
cryptographic keys may be defined as a scheme Ω = (KeyGen, CoMAC, Verify) comprising the following three algorithms:

• KeyGen(1κ): Upon a security parameter κ. Outputs sk = {ska, skb}. Alice keeps ska. private and sends skb to Bob.
• CoMAC: To Co-MAC m, Alice computes τ = MAC(a, b, m, ska, skb). Here a and b are the identities of Alice and

Bob, respectively. Alice sends τ to Bob.
• Verify: To verify τ. Alice sends to Bob a witness w = u(a, b, m, ska, skb), and Bob computes g(a, b, m, skb, w, τ), it

returns either Accept or Reject.

[0091] As a particular example, the figure illustrates a Co-MAC built from the RSA signature protocol. In this example,
the first cryptographic key da and the second cryptographic key db may comprise respective additive shares of an RSA
signing key d = da + db. The co-message authentication code may be based on a first RSA signature H(m)d mod n of
the transaction message m with the RSA signing key d. The witness may comprise a second RSA signature H(m)da of
the transaction message m with the first cryptographic key da.
[0092] In particular, the verification of the transaction may proceed as follows:

1. The MAC-sender node 401 may generate 410 sk = d = da + db such that ska = da is random kept by Alice and
skb = db = sk - da is given to Bob.
2. The MAC-sender node may compute 410 Co-TMAC τ = CoMAC(m, d) = H(m)d mod n.
3. To co-verify τ, the MAC-sender node may compute 410 witness w = H(m)da and then send 411 the witness w to
the MAC-recipient node 402. To accept or reject, the MAC-recipient node 402 may compare: 

[0093] It may be noted that a validly performed transaction may in this case indeed be successfully verified, because: 

[0094] Several properties of the above construction may be noted. The pre-shared MAC-sender key material 440 in
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this example cannot be derived from the pre-shared MAC-recipient key material 450 since it comprises first cryptographic
key da. Moreover, the co-message authentication code τ allows the one or more recipient signer nodes to verify authenticity
of the transaction message with respect to the pre-shared MAC-recipient key material db, by using the witness w.
Moreover, the pre-shared MAC-recipient key material 450 does not need to be comprised in the transaction message m.
[0095] Although this figure shows a single MAC-sender node 401 and a single MAC-recipient node 402, it is also
possible to distribute the MAC-sender and/or MAC-recipient functionality among multiple nodes, thereby further hardening
the system. For example, respective MAC-sender nodes may have respective secret shares of the RSA signing key d
as pre-shared key material, based on which they may compute the Co-TMAC by RSA threshold exponentiation, as also
discussed elsewhere. Similarly, also the exponentiation with the first cryptographic key da by the MAC-sender nodes,
and/or the exponentiation with the second cryptographic key db by the MAC-recipient nodes, may be performed as a
threshold exponentiation.
[0096] Fig. 4b shows a detailed, yet non-limiting, example of a transaction using a Co-MAC. This example is based
on the example of Fig. 4a and similarly shows a MAC-sender node 401’ and a MAC-recipient node 402’ having respective
pre-shared key material 441, 451.
[0097] This example provides improved protection against a malicious MAC-sender node. It may be noted that, in the
system of Fig. 4a, the MAC-sender node may send any witness w, the MAC-recipient node cannot check its correctness.
Specifically, for a given message m and tag τ, the MAC-sender node may be able to convince the MAC-recipient node
that τ matches m even if it does not, by sending. w = t · (H(m)db)-1 mod n. By preventing this, improved protection may
be provided against a malicious MAC-sender node, in addition to protecting against a malicious third party as in Fig. 4a.
[0098] In this example, as discussed with respect to Fig. 4a, a first cryptographic key da and a second cryptographic
key db are used that comprise respective additive shares of an RSA signing key d = da + db. As above, the co-message
authentication code τ may be based on a first RSA signature τ = H(m)d of the transaction message m with the RSA
signing key d. The witness w may comprise a second RSA signature w = H(m)da mod n of the transaction message m
with the first cryptographic key da. Interestingly, in this example, the verification of the transaction may be hardened
against a posteriori manipulations by the MAC-sender node 401’, by including in the co-message authentication code
a cryptographic hash based on at least the first and second RSA signatures, e.g., τ’ = H(τ, t, m) where t = H(w).
[0099] Accordingly, the Co-MAC may be verified as follows:

1. MAC-sender node 401’ generates 420 sk = d = da + db such that ska = da is random kept by the MAC-sender
node and skb = db = sk - da is given to the MAC-recipient node.
2. The MAC-sender node computes 420 τ = CoMAC(m, d) = H(m)d mod n, such that w = H(m)da mod n and t = H(w).
The tag is now τ’ = H(τ, t, m).
3. To co-verify τ’, the MAC-sender node 401’ sends 421 w to the MAC-recipient node 402’. To accept or reject, the
MAC-recipient node 402’ compares 

[0100] It may be noted in this example that, after having sent a Co-MAC tag on a given transaction message m, the
MAC-sender node intends to mislead the MAC-recipient node into thinking that the tag corresponds to a message
different than m, the MAC-sender node may solve in x, y an equation of the form 

which may be assumed to be infeasible according to cryptographic assumptions. Accordingly, protection against a
malicious MAC-sender node may be improved.
[0101] As for Fig. 4a, it is in principle possible to distribute the functionality of the MAC-sender node 401’ among
multiple MAC-sender nodes, and/or to distribute the functionality of the MAC-recipient node 402’ among multiple MAC-
recipient nodes. In particular, the exponentiations with the RSA key d and the shares da and db of the MAC-sender and
MAC-recipient node, respectively, may be performed by RSA threshold exponentiation. By distributing the MAC-sender
and/or MAC-recipient functionality, security may be further improved.
[0102] Fig. 4c shows a detailed, yet non-limiting, example of a Co-MAC. Similarly to Fig. 4a and Fig. 4b, the figure
shows a single MAC-sender node 401" and a single MAC-recipient node 402", where the MAC-sender node has access
to a first cryptographic key da and a second cryptographic key db as pre-shared key material 442, and the MAC-recipient
node has access to the second cryptographic key db as pre-shared key material 452.
[0103] In this example, it is demonstrated that it is not necessary for the Co-MAC to rely on the homomorphic properties
of for example RSA. In this example, the first cryptographic key da and the second cryptographic key db may comprise
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respective keys of a message authentication code m, for example HMAC-SHA or another known MAC. The witness w
may comprise a first message authentication code w = mda(m) of the transaction message m with the first cryptographic
key da. The co-message authentication code τ may comprise a second message authentication code computes τ =
CoMACda,db(m) = mdb(m, mda(m)) of the first message authentication code mda(m) with the second cryptographic key db.
As a specific example, the verification of the transaction may be performed as follows:

1. MAC-sender node 401" generates 430 two MAC keys {da, db} such that ska = da is random kept by the MAC-
sender node and skb = db is given to the MAC-recipient node.
2. The MAC-sender node computes 430 τ = CoMACda,db(m) = mdb(m, mda(m)).
3. To co-verify τ, the MAC-sender node computes 430 w = mda(m) and then sends 431 w to the MAC-recipient node.
To accept or reject, the MAC-recipient node compares: τ == mdb(m, w). This may succeed for a valid transaction
because 

[0104] Also in this example it is in principle possible to distribute the functionality of the MAC-sender and/or MAC-
recipient node among multiple nodes. How this is implemented, depends on the particular MAC that is used. For example,
the Co-MAC and witness may be determined and/or verified using general-purpose multi-party computation techniques.
[0105] Fig. 4d shows a detailed, yet non-limiting, example of a Co-MAC. In particular, this example demonstrates a
Co-TMAC. In this example, there may be multiple MAC-sender nodes 401-, for example, at least two, at least three, or
at least five. The respective pre-shared MAC-sender key material 443 may comprise respective shares di of a signing
key d of a digital signature scheme. The MAC-sender nodes 401- may be configured to determine the co-message
authentication code by jointly generating a digital signature, 444, using the signing key d.
[0106] Interestingly, in this example there may also be multiple MAC-recipient nodes 402", for example, at least two,
at least three, or at least five. The respective pre-shared MAC-recipient key material 402’ may comprise respective
shares ei of a verification key e corresponding to the signing key d. The multiple MAC-recipient nodes 402’ may be
configured to verify the authenticity of a further transaction message by jointly verifying the digital signature generated
by the MAC-sender nodes 401-. By distributing the signing and verification keys, it may be achieved that the combined
pre-shared MAC- recipient key material, in this case the verification key, is not known to any of the individual MAC-
sender or MAC-recipient node and is not comprised in the transaction message.
[0107] In this example, the joint key material 443, 453 may be generated by a key generation device 403 and distributed
among the MAC-sender signer nodes 401- and MAC-recipient nodes 402-. Interestingly, the key generation device 403
may not only distribute the signing key d but also the signature verification key e, thus allowing the signature verification
key to remain hidden from the individual MAC-recipient nodes 402-.
[0108] In particular, the digital signature scheme may be an RSA-based digital signature scheme. The co-message
authentication code may be jointly generated and/or verified by performing a threshold exponentiation.
[0109] The Co-TMAC may be jointly generated by generating respective secret-shares of the signature based on the
respective secret-shares 443 of the signer private key. The Co-TMAC may be jointly verified by generating respective
secret-shares of the signature verification based on the respective secret-shares 453 of the public key.
[0110] As a concrete example, the techniques of this figure may be implemented based on the techniques discussed
in R. Peeters et al., "Practical RSA Threshold Decryption for Things That Think", Proceedings of WISSec 2008 (incor-
porated herein by reference). This reference discusses RSA threshold exponentiation. Interestingly, the inventors realized
that the provided techniques may be adapted to distribute not just the signing key d among multiple nodes, but also the
signature verification key e.
[0111] In particular, in this concrete example, the key generation KeyGen, 440 by the key generation device 403; the
distribution 441 of the MAC-sender key material among the MAC-sender nodes 401-; and the distribution 442 of the
MAC-recipient key material among the MAC-recipient nodes 402-, may be implemented as follows:

Phase 1. Key generation device 403 may generate two primes p and q e.g. of length h/2. The key generation device
403 may calculate an RSA modulus n = pq, λ(n) = LCM (p - 1)(q - 1). The key generation device 403 may choose
a prime e > n forming the joint recipient key material, coprime with λ(n), and may compute d forming the joint sender
key material such that de = 1 mod λ(n). Both e, d may be kept secret and are preferably erased by the key generation
device 403 after key generation has completed.
Phase 2. Key generation device 403 may secret-share d among the sender signer nodes. In particular, device 403
may construct a polynomial of order k - 1:f(x) = d + c1x + ··· + ck-1xk-1. For each MAC-sender node 401-, 1 ≤ i ≤ n,
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device 403 may compute di = f(i) as the secret share of that node. The secret share of a node may be sent over a

private channel to the respective node. A random  may be chosen to make commitments, vi = vdi, for 1 ≤
i ≤ n, are the public verification keys of the signing key d. The public verification keys of the signing key d may be
broadcast to the MAC-recipient nodes.
Phase 3. Key generation device 503 may secret-share e among the MAC-recipient nodes 402-. In particular, device
’403 may construct a polynomial of order k - 1: f’(x) = e + c’1x + ··· + c’k-1xk-1. For each MAC-recipient node 402-,
1 ≤ i ≤ n, device 403 may compute ei = f’(i) as the secret share of that node. The secret share of a node may be

sent over a private channel to the respective node. A random  is chosen to make commitments, v’i = v’ei,
for 1 ≤ i ≤ n, are the public verification keys of the signature verification key e. The public verification keys of the
signature verification key e may be broadcast to the MAC-sender nodes.

[0112] The generation and verification of the Co-MAC may be implemented by a double independent application of
the threshold exponentiation of "Practical RSA Threshold Decryption for Things That Think". In particular, the MAC-
sender nodes 401- may perform a joint signature generation TSig, 433, by performing a threshold exponentiation using
their shared signing key 443. The resulting signature 444 may form a co-message authentication code, and may be
provided by the MAC-sender nodes 401- to the MAC-recipient nodes 402-. The MAC-recipient nodes may perform
verification TVer, 445, by performing a threshold exponentiation using their shared verification key 453.
[0113] Specifically, signing: σ ← Sign(m, di) of a message m with a distributed private key exponent di may be performed
as follows.

[0114] A hash function H may be used mapping messages to elements of  .
[0115] A signature share may be generated. A player Si in a subset of more than t players may take as input a message
m and its individual share ei, compute the signature share σi = H(m)ei, and broadcast σi.
[0116] Any sender(s) or recipient(s) may reconstruct the signature by computing the resulting signature σ = Π(σLi),
where Li is the appropriate publicly known Lagrange coefficient for the set S. The output of the protocol is the designated
verifier threshold signature (m, σ).
[0117] Signature verification 0/1 ← Verify(σ, m, ei) may be performed as follows.

[0118] A hash function H may be used mapping messages to elements of  . Using this hash, h = H(m) may be
computed.
[0119] To verify the signature σ in a distributed way, a verification share may be generated. Player Vi in a subset of
more than t players may take as inputs a hashing message h’ and a signature verification key share ei, compute the

verification share  σei mod n and broadcasts h’.

[0120] The reconstruction may be performed by any one or more recipients V by computing  , where
Li is the appropriate publicly known Lagrange coefficient for the set V.
[0121] Value h may be compared to h’ to find whether the signature is valid or not. The signature may be determined
to be correct, if h’ = σe mod n = (hd)e mod n = h.
[0122] It is noted that the provide techniques are flexible in terms of the number of MAC-sender nodes and MAC-
recipient nodes. In particular, the number of MAC-sender nodes can be different from the number of MAC-recipient
nodes. Although the provided example uses a key generation device 403, it is in principle also possible to avoid this by
using ad-hoc techniques; for example, based on generic multi-party computation, in principle, any distributed computation
functionality may be implemented, so also the distributed generation of key material 443, 453.
[0123] Some general information is now provided related to embodiments that involve designated verifier threshold
signatures. Interestingly, a designated verifier signature scheme as described herein, may enable the signer to convince
only the designated verifier that the signature made by the signer is authentic so that no third party other than the
designated verifier can verify the validity of a designated verifier signature, since the designated verifier’s private key is
used in verifying phase. To eliminate the single point of failure on the private key, the signer’s functionality may be
distributed among multiple sender signer nodes, as described.
[0124] Generally, a standard digital signature scheme may allow a signer to sign messages, so that everyone given
the message can verify its authenticity. Moreover, such a digital signature schemes may have a public verifiability
property, which guarantees that a signer cannot cheat about messages he has signed.
[0125] However, in some cases, the public verifiability is not desired in practice, e.g., it may be undesirable for a sender
to provide signatures to a third party when signing personal data (e.g. health records, income summary etc). For such
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cases, it is known to use a designated verifier signature (DVS), which make it possible to a signer A to convince the
designated verifier B that a message he signed is authentic while, neither A nor the designated verifier B can convince
any other party of authenticity of that message.
[0126] Different variants of DVS signature schemes are known. In a designated verifier signature, the verification
protocol can only convince a particular verifier, preventing the verifier acting as an intermediary and launching man-in-
the-middle attacks. In a designated confirmer signature, the validity of the signature can be confirmed by the signer or
by another third party who knows the private key of a particular public key.
[0127] A designated verifier signature scheme may be described as a protocol with two participants Signer (S) and
Verifier (V). The signer may construct a signature σ of a message m, such that only one specified verifier can verify the
validity of σ, e.g., the verifier cannot convince any other party of σ’s validity. The designated verifier property may be
phrased as an ability of signer to generate indistinguishable signatures of m, so that no one else can distinguish, whether
the signature σ is created by S or V.
[0128] A known designated verifier signature scheme is disclosed in F. Yang, C. Liao: "A Provably Secure and Efficient
Strong Designated Verifier Signature Scheme", International Journal of Network Security, Vol. 11, No. 2, pp. 60-64,

2010 (incorporated herein by reference). Let G be a group of prime order q, where G is a subgroup of  for large
primes p, q, where q is a prime factor of p - 1. Let g be a generator of G. This scheme may be defined as follows:

- KeyGen(1n) generates a tuple (x, X, y, Y) of private and public keys:

- Alice: private key x ←R Zq, public key X = gx

- Bob: private key y ←R Zq, public key Y = g^y

- Sign(m, x, Y) outputs (r, s), where

- s = H(m||t), where t ←R Z∗

- Verify(m, (r, s), y, X): 

- return (H(m||t) =? s)

[0129] Various embodiments use secret sharing. An example of secret sharing is the so-called Shamir secret sharing
scheme. The Shamir secret sharing scheme involves a threshold 0 ≤ t ≤ n - 1 where n is the number of parties among
the material is distributed. Shamir secret sharing uses that a polynomial f(X) of degree t over a finite field can be
reconstructed given t + 1 different points (i, f(i)); where f(i) are the secret shares.
[0130] Various embodiments use verifiable secret sharing (VSS). An example of this is Feldman VSS. This is an
extension of Shamir’s secret sharing. Feldman VSS may be implemented by having the dealer also publishes vi = gai

in G for all i ∈ [1, t] and v0 = gσ in G. More generally, a VSS protocol among n parties P = {P1, P2, ... , Pn} with a
distinguished party D ∈ P may comprise two phases, a sharing phase and a reconstruction phase.
[0131] In the sharing phase, initially, D may hold an input s, referred to as the secret, and parties Si may hold independent
random inputs ri. The sharing phase may comprise several rounds of interaction between parties. At the end of the
sharing phase, honest party Pi may holds a view vi that may be used to reconstruct the dealer’s secret later.
[0132] In the reconstruction phase, party Si may publish its view vi from the sharing phase, and a reconstruction
function Rec(v1, ... , vn) may be applied and taken as the protocol’s output.
[0133] Various embodiments also use a threshold verifiable random function. This may effectively be a distributed
version of verifiable random function. Mathematically, this this primitive may be defined as comprising the following
algorithms:

- DistKeyGen(1λ): outputs secret keys tski, i ∈ [n], corresponding public partial keys tski and a global public key tpk.
- PartialEval(x, tski, tpki) is a deterministic algorithm which outputs a pair mi = (yi, Πi) where yi is the evaluation of the

(implicit) random function F at x and Πi is a proof.
- Combine(tpk, tpki, x, A, mi) is a probabilistic algorithm that takes a set of at least t + 1 evaluations, indexed by A,
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and outputs either data (y, Π) comprising a global evaluation y and a global proof Π, or ⊥.
- Verify(tpk, x, y, Π) is a probabilistic algorithm that outputs 0 or 1 (respectively meaning "reject" or "accept" the proof).

[0134] Various embodiments also use distributed key generation. One way of implementing distributed key generation
is by having respective nodes runs respective VSS instance. Distributed shares may be added at the end to generate
a combined shared secret without a dealer. Interestingly, DKG can operate without an external trusted party. Mathe-
matically, a (n, t)-DKG scheme may be defined as comprising a sharing phase and a reconstruction phase.
[0135] In the sharing phase, node Pi may distribute a secret zi ∈ K among n nodes, where K is e.g. a sufficiently large
additive cyclic group. At the end of the sharing phase, honest node Pi may hold a share si of the distributed secret s,
e.g., a pre-decided linear combination of the shared zi values.

[0136] In the reconstruction phase, node Pi may broadcasts secret share  and a reconstruction function may be

applied in order to compute the secret  . For honest nodes,  , while for malicious

nodes  may be different from si or absent.
[0137] Fig. 5 shows a detailed, yet non-limiting, example of a transaction using a designated verifier threshold signature.
This example may involve multiple sender signer nodes 501, for example, at least two, at least three, or at least five.
The example may also involve multiple recipient signer nodes 502.
[0138] The respective sender signer nodes 501 may have access to respective pre-shared sender key material 540
comprising respective shares xi of a signing key of a digital signature scheme. In this example, the digital signature
scheme may be a designated-verifier digital signature scheme. In this case, the respective pre-shared recipient key
material 550 of the recipient signer nodes 502 may comprise respective secret-shares yi of a verifier private key according
to the designated-verifier digital signature scheme. The sender signer nodes 501 may have access to the public key Y
of the recipient signer nodes 502 and the recipient signer nodes 502 may have access to the public key X of the sender
signer nodes 501. The public keys may be kept secret, but this is not needed.
[0139] Although it is in principle possible to use any designated verifier signature scheme, a preferred option is to use
a DSA-based digital signature, more preferably an EcDSA-based digital signature scheme.. The sender and recipient
signer nodes may perform a distributed key generation protocol 530 to obtain their key material 540, 550. Interestingly,
such distributed key generation can be performed particularly efficiently without a trusted party when using (Ec)DSA,
using techniques known per se.
[0140] As an example, the techniques of C. Komlo and I. Goldberg, "FROST: Flexible Round-Optimized Schnorr
Threshold Signatures", Internet-Draft draft-irtf-cfrg-frost-00, Internet Engineering Task Force, may be applied in the
present settings as follows. Let S denotes parties 501 capable of signing a message. Let V denote verifiers 502 capable
of checking a signature on a message. - Distributed key generation (DKG): (xi, (X,X)), (yi, (Y, Y)) ← KeyGen(1λ) may
output private key xi, public key X and public shares X =< X1, ... , Xn > as follows:

Phase 1.

[0141]

1. Participant Pi samples t random values (ai0, ... , ai(t-1)) ← Zq, and uses these values as coefficients to define a
degree t - 1 polynomial fi(x) = ∑aijxj.
2. Participant Pi computes public commitment Ci = {Ci0, ... , Ci(t-1)} where Cij = gaij, 0 j ≤ t - 1
3. Pi computes a Schnorr proof of knowledge to the corresponding secret ai0 by calculating Si = (Ri, mi)
4. Pi broadcasts Ci, Si to the other participants.
5. Upon receiving Cj, Sj from other participants, participant Pi verifies Sj = (Rj, mj), using Schnorr’s protocol.
6. Pi outputs fi, C.

Phase 2.

[0142]

1. Each Pi securely sends to each other participant Pj a secret share (j, fi(j)).

2. Pi upon receiving (i, fj(i)) from Pj verifies that  , aborting if this fails.
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3. Pi calculates long-lived private signing share by computing  , stores xi securely.

4. Parties calculate public verification share  , and the group’s public key X =  .

[0143] The above steps may be repeated for the verifier private key 550, outputting the private key yi, the public key
Y and parties public shares Y =< Y1, ... , Yn >.
[0144] The sender signer nodes 501 may be configured to determine the co-message authentication code by jointly
generating 533 a digital signature 534 using the signing key 540. The recipient signer nodes 535 may be configured to
jointly verify 535 the digital signature as a designated verifier using their secret-key shares 550.
[0145] In particular, a designated verifier threshold signature 534 may be used that comprises a hash value s and a
shared secret value r. The hash value may be based on the transaction message m and a random value t. The shared-
secret value r may be based on a shared secret Yxs = Xys according to the signer and verifier keys and based on the
hash value s, wherein the shared secret is blinded with the random value r.
[0146] In particular, a variant may be used of the DVS scheme proposed in F. Yang, C. Liao: "A Provably Secure and
Efficient Strong Designated Verifier Signature Scheme", International Journal of Network Security, 2010, incorporated
herein by reference and discussed previously in this specification, may be used. It is noted that in the existing theme,
in Sign(m, x, Y) in order to calculate r = (m||t) · Yxs, implicitly an encoding f is used that maps arbitrary (unbounded)
binary string m||t ∈ {0,1}∗ to a bounded group G. Also, in Verify(m,(r,s),y,X), in order to evaluate m||t ← r · X-ys, the
encoding is revertible, e.g., there is a decoding f-1 : G → {0,1}∗ that reconstructs original message from the member of
the bounded group G. For typical applications in the setting of transactions, such an encoding may not be possible.
Accordingly, interestingly, the inventors propose an improved version of the above scheme. Namely, let H: {0,1}∗ → Zp
be a hash e.g., to a field. Interestingly, the improved version may blind the shared secret with the random value without
the transaction message, thereby remedying the above problems. In particular:

- KeyGen(1n) generates a tuple (x, X, y, Y) of private and public keys:

• Alice: private key x ←R Zq, public key X = gx

• Bob: private key y ←R Zq, public key Y = gy

- Sign(m, x, Y), outputs (r, s):

•

•

•

- Verify(m, (r, s), y, X):

•

• return (H(t||m) =? s)

[0147] Interestingly, the above designated verifier signature scheme may enable efficient joint determining and verifying
of the designated verifier threshold signature. The determining 533 may be performed by jointly randomly generating
the random value t, and generating respective secret-shares ri of the shared-secret value based on the respective secret-
shares of the signer private key xi. The verification 535 may be performed by generating respective secret-shares γi of
the shared secret based on the respective secret-shares of the verifier private key yi.
[0148] In particular, joint signing 533 may be performed as follows:

- Signing: (s, r) ← Sign (M, xi, (Y, Y))



EP 4 304 130 A1

20

5

10

15

20

25

30

35

40

45

50

55

[0149] Random value t may be generated in a distributed way as is known per se, e.g., t out of n senders from S may
run a TVRF-based random beacon as introduced by the DRAND in I. Cascudo et al., "Mt. random: Multi-tiered randomness
beacons", https://ia.cr/2021/1096 (incorporated herein by reference). Here, the transaction message M may be used as
a seed on initial TVRF input; in a subsequent round, the TVRF may be applied to the output of the previous round.
[0150] In order to execute the signature share generation protocol, a (t-out-of-n) party from S may take as inputs the
transaction message M and its individual key share xi, compute the secret share of the shared-secret value ri = Yxis,
where sH(M || t). The party may then broadcast ri.
[0151] The signature may be reconstruction by any one or more sender signer nodes, e.g., by a designated player D.
[0152] In order to achieve robustness, D may optionally check correctness of the shared-secret value, e.g.,

for each i. If this does not hold, new output may be requested from the corresponding player or it is assumed malicious.
[0153] Letting R be a set of t + 1 players assumed to be honest, D may compute the resulting signature as

 where Li is the appropriate publicly known Lagrange coefficient for the set R. The output of the joint
determination of the signature is (s, r).
[0154] Joint verification 535 may be implemented as follows:

- {0,1} ← Verify (M, (r, s), yi, (X, X)) : Given signer’s public key X, verifier’s private key xi, a message M, and a signature
(s, r).

[0155] Player Vi in a subset of more than t players may take as input a signature (s, r), and its private key share yi,
and compute secret-shared γi ← X-y

i
s of the shared secret. The party may broadcast γi to other parties.

[0156] One or more parties D’ from V may compute  where Li is the appropriate publicly known
Lagrange coefficient for the set V.
[0157] The party or parties D’ may compute

and output a bit b = 1 if the signature is valid and b = 0 if not.
[0158] Fig. 6 shows a block-diagram of computer-implemented method 600 of participating as a sender signer node
in verification of authenticity of a transaction message. The transaction may involve multiple sender signer nodes. The
multiple sender signer nodes may comprise the sender signer node. The transaction may further involve multiple recipient
signer nodes. Respective sender signer nodes may have access to respective pre-shared sender key material. Respec-
tive recipient signer nodes may have access to respective pre-shared recipient key material.
[0159] The method 600 may be for use in a transaction system as described herein, e.g., transaction system 300 of
Fig. 3. The method 600 may correspond to an operation of the system 100 of Fig. 1. However, this is not a limitation, in
that the method 600 may also be performed using another system, apparatus or device.
[0160] The method 600 may comprise, in an operation titled "ACCESS KEY MATERIAL", accessing 610 the pre-
shared sender key material of the sender signer node.
[0161] The method 600 may comprise, in an operation titled "COMMUNICATE", performing 620 digital communication
with the one or more sender signer nodes and/or the one or more recipient signer nodes.
[0162] The method 600 may comprise, in an operation titled "DETERMINE DVTS", jointly with the multiple sender
signer nodes, determining 630 a designated verifier threshold signature on the transaction message. The designated
verifier threshold signature may allow the one or more recipient signer nodes to jointly verify the authenticity of the
transaction message with respect to the pre-shared recipient key material. The pre-shared sender key material of the
sender signer node may not allow to determine the designated verifier threshold signature.
[0163] Fig. 7 shows a block-diagram of computer-implemented method 700 of participating as a recipient signer node
in a verification of authenticity of a transaction message. The transaction may involve multiple sender signer nodes and



EP 4 304 130 A1

21

5

10

15

20

25

30

35

40

45

50

55

multiple recipient signer nodes. The multiple recipient signer nodes may comprise the recipient signer node. Respective
sender signer nodes may have access to respective pre-shared sender key material and respective recipient signer
nodes have access to respective pre-shared recipient key material.
[0164] The method 700 may be for use in a transaction system as described herein, e.g., transaction system 300 of
Fig. 3. The method 700 may correspond to an operation of the system 200 of Fig. 2. However, this is not a limitation, in
that the method 700 may also be performed using another system, apparatus or device.
[0165] The method 700 may comprise, in an operation titled "ACCESS KEY MATERIAL", accessing 710 the pre-
shared recipient key material of the recipient signer node.
[0166] The method 700 may comprise, in an operation titled "COMMUNICATE", performing 720 digital communication
with the one or more sender signer nodes and/or the one or more recipient signer nodes.
[0167] The method 700 may comprise, in an operation titled "OBTAIN DVTS", obtaining 730 a designated verifier
threshold signature determined by the one or more sender signer nodes.
[0168] The method 700 may comprise, in an operation titled "VERIFY DVTS", using the designated verifier threshold
signature to, jointly with the multiple recipient signer nodes, verify 740 the authenticity of the transaction message with
respect to the pre-shared recipient key material. The pre-shared recipient key material of the recipient signer node may
not allow to verify the authenticity. The combined pre-shared recipient key material may not allow to determine the
designated verifier threshold signature.
[0169] It will be appreciated that, in general, the operations of method 600 of Fig. 6 and method 700 of Fig. 7 may be
performed in any suitable order, e.g., consecutively, simultaneously, or a combination thereof, subject to, where appli-
cable, a particular order being necessitated, e.g., by input/output relations. Some or all of the methods may also be
combined, e.g., method 600 of participating as a sender signer node for a transaction may be applied to transfer a digital
asset received earlier by participating as a recipient signer node for an earlier transaction according to method 600.
Method 600 of participating as a sender signer node and method 700 of participating as a recipient signer node may
together form a method of verifying authenticity of a transaction message, wherein method 600 is performed by one or
more sender signer nodes and method 700 is performed by one or more recipient signer nodes, wherein typically the
sender and recipient signer nodes are all different devices or systems.
[0170] The method(s) may be implemented on a computer as a computer implemented method, as dedicated hardware,
or as a combination of both. As also illustrated in Fig. 8, instructions for the computer, e.g., executable code, may be
stored on a computer readable medium 800, e.g., in the form of a series 810 of machine-readable physical marks and/or
as a series of elements having different electrical, e.g., magnetic, or optical properties or values. The medium 800 may
be transitory or non-transitory. Examples of computer readable mediums include memory devices, optical storage de-
vices, integrated circuits, servers, online software, etc. Fig. 8 shows an optical disc 1100. Alternatively, the computer
readable medium 800 may comprise data 810 representing pre-shared sender key material for use by a sender signer
node and/or pre-shared recipient key material for use by a recipient signer node as described herein.
[0171] Examples, embodiments or optional features, whether indicated as non-limiting or not, are not to be understood
as limiting the invention as claimed.
[0172] It should be noted that the above-mentioned embodiments illustrate rather than limit the invention, and that
those skilled in the art will be able to design many alternative embodiments without departing from the scope of the
appended claims. In the claims, any reference signs placed between parentheses shall not be construed as limiting the
claim. Use of the verb "comprise" and its conjugations does not exclude the presence of elements or stages other than
those stated in a claim. The article "a" or "an" preceding an element does not exclude the presence of a plurality of such
elements. Expressions such as "at least one of" when preceding a list or group of elements represent a selection of all
or of any subset of elements from the list or group. For example, the expression, "at least one of A, B, and C" should be
understood as including only A, only B, only C, both A and B, both A and C, both B and C, or all of A, B, and C. The
invention may be implemented by means of hardware comprising several distinct elements, and by means of a suitably
programmed computer. In the device claim enumerating several means, several of these means may be embodied by
one and the same item of hardware. The mere fact that certain measures are recited in mutually different dependent
claims does not indicate that a combination of these measures cannot be used to advantage.

Claims

1. A system (300) for verifying authenticity of a transaction message representing a digital transaction, wherein the
system comprises multiple sender signer nodes (301-1, 301-2, 301-3) and multiple recipient signer nodes (302-1,
302-2, 302-3), wherein respective sender signer nodes have access to respective pre-shared sender key material
(041, 042, 043) and respective recipient signer nodes have access to respective pre-shared recipient key material
(051, 052, 053), wherein the one or more sender signer nodes and the one or more recipient signer nodes are
configured to verify the authenticity of the transaction message by:
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- at the multiple sender signer nodes, jointly determining a designated verifier threshold signature on the trans-
action message, wherein the designated verifier threshold signature allows the one or more recipient signer
nodes to jointly verify the authenticity of the transaction message with respect to the pre-shared recipient key
material, wherein the pre-shared sender key material of a single sender signer node does not allow to determine
the designated verifier threshold signature;
- sending the designated verifier threshold signature from the one or more sender signer nodes to the one or
more recipient signer nodes;
- at the multiple recipient signer nodes, using the designated verifier threshold signature to jointly verify the
authenticity of the transaction message with respect to the pre-shared recipient key material, wherein the pre-
shared recipient key material of a single recipient signer node does not allow to verify the authenticity, and
wherein the combined pre-shared recipient key material does not allow to determine the designated verifier
threshold signature.

2. The system (300) of claim 1, wherein the digital transaction is performed on a layer 2 chain of a distributed ledger,
such as a sidechain.

3. The system (300) of any preceding claim, wherein the respective pre-shared sender key material comprises respec-
tive secret-shares of a signer private key according to a digital signature scheme.

4. The system (300) of claim 3, wherein the digital signature scheme is a designated-verifier digital signature scheme,
wherein the respective pre-shared recipient key material comprises respective secret-shares of a verifier private
key according to the designated-verifier digital signature scheme.

5. The system (300) of claim 4, wherein the designated verifier threshold signature comprises a hash value and a
shared secret value, wherein:

- the hash value is based on the transaction message and a random value, and
- the shared-secret value is based on a shared secret according to the signer and verifier keys and based on
the hash value, wherein the shared secret is blinded with the random value.

6. The system (300) of claim 5, wherein:

- jointly determining the designated verifier threshold signature comprises jointly randomly generating the random
value, and generating respective secret-shares of the shared-secret value based on the respective secret-
shares of the signer private key; and
- jointly verifying the authenticity of the transaction message comprises generating respective secret-shares of
the shared secret based on the respective secret-shares of the verifier private key.

7. The system (300) of claim 3, wherein the respective pre-shared recipient key material comprises respective secret-
shares of a public key corresponding to the signer private key.

8. The system (300) of any one of claims 3-7, wherein the digital signature scheme is based on a Diffie-Hellman
cryptographic assumption.

9. The system (300) of any of the preceding claims, wherein one or more of the recipient signer nodes are further
configured to determine a co-message authentication code from a further transaction message identifying the re-
cipient of the digital transaction and from pre-shared MAC-sender key material of the one or more recipient signer
nodes, and wherein one or more of the sender signer nodes are configured to verify the co-message authentication
code with respect to pre-shared MAC-recipient key material.

10. The system (300) of claim 9, wherein:

- the pre-shared MAC-sender key material comprises a first cryptographic key and a second cryptographic key,
and the pre-shared MAC-recipient key material comprises the second cryptographic key;
- the one or more recipient signer nodes are configured to compute the co-message authentication code using
the first and second cryptographic key, and to further compute a witness using the first but not the second
cryptographic key and provide the witness to the recipient signer node; and
- the one or more sender signer nodes are configured to verify the co-message authentication code with respect
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to the witness and the second cryptographic key.

11. A sender signer node (100) for use in the system for verifying authenticity of a transaction message of any one of
claims 1-10, wherein the system comprises multiple sender signer nodes, wherein the multiple sender signer nodes
comprise the sender signer node, and wherein the system further comprises multiple recipient signer nodes, wherein
respective sender signer nodes have access to respective pre-shared sender key material and respective recipient
signer nodes have access to respective pre-shared recipient key material, wherein the sender signer node comprises:

- a data interface (120) for accessing the pre-shared sender key material of the sender signer node;.
- a communication interface (180) configured for communication with the one or more sender signer nodes
and/or the one or more recipient signer nodes;
- a processor subsystem (140) configured to, jointly with the multiple sender signer nodes, determine a designated
verifier threshold signature on the transaction message, wherein the designated verifier threshold signature
allows the one or more recipient signer nodes to jointly verify the authenticity of the transaction message with
respect to the pre-shared recipient key material, wherein the pre-shared sender key material of the sender
signer node does not allow to determine the designated verifier threshold signature.

12. A recipient signer node (200) for use in the system for verifying authenticity of a transaction message of any one of
claims 1-10, wherein the system comprises multiple sender signer nodes and multiple recipient signer nodes, wherein
the multiple recipient signer nodes comprise the recipient signer node, wherein respective sender signer nodes
have access to respective pre-shared sender key material and respective recipient signer nodes have access to
respective pre-shared recipient key material, wherein the recipient signer node comprises:

- a data interface (220) for accessing the pre-shared recipient key material of the recipient signer node;
- a communication interface (280) configured for communication with the one or more sender signer nodes
and/or the one or more recipient signer nodes;
- a processor subsystem (240) configured to obtain a designated verifier threshold signature, and use the
designated verifier threshold signature to, jointly with the multiple recipient signer nodes, verify the authenticity
of the transaction message with respect to the pre-shared recipient key material, wherein the pre-shared recipient
key material of the recipient signer node does not allow to verify the authenticity, and wherein the combined
pre-shared recipient key material does not allow to determine the designated verifier threshold signature.

13. A computer-implemented method (600) of participating as a sender signer node in verification of authenticity of a
transaction message, wherein the transaction involves multiple sender signer nodes, wherein the multiple sender
signer nodes comprise the sender signer node, and wherein the transaction further involves multiple recipient signer
nodes, wherein respective sender signer nodes have access to respective pre-shared sender key material and
respective recipient signer nodes have access to respective pre-shared recipient key material, wherein the method
comprises:

- accessing (610) the pre-shared sender key material of the sender signer node;
- performing (620) digital communication with the one or more sender signer nodes and/or the one or more
recipient signer nodes;
- jointly with the multiple sender signer nodes, determining (630) a designated verifier threshold signature on
the transaction message, wherein the designated verifier threshold signature allows the one or more recipient
signer nodes to jointly verify the authenticity of the transaction message with respect to the pre-shared recipient
key material, wherein the pre-shared sender key material of the sender signer node does not allow to determine
the designated verifier threshold signature.

14. A computer-implemented method (700) of participating as a recipient signer node in a verification of authenticity of
a transaction message, wherein the transaction involves multiple sender signer nodes and multiple recipient signer
nodes, wherein the multiple recipient signer nodes comprise the recipient signer node, wherein respective sender
signer nodes have access to respective pre-shared sender key material and respective recipient signer nodes have
access to respective pre-shared recipient key material, wherein the method comprises:

- accessing (710) the pre-shared recipient key material of the recipient signer node;
- performing (720) digital communication with the one or more sender signer nodes and/or the one or more
recipient signer nodes;
- obtaining (730) a designated verifier threshold signature determined by the one or more sender signer nodes,
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and using the designated verifier threshold signature to, jointly with the multiple recipient signer nodes, verify
(740) the authenticity of the transaction message with respect to the pre-shared recipient key material, wherein
the pre-shared recipient key material of the recipient signer node does not allow to verify the authenticity, and
wherein the combined pre-shared recipient key material does not allow to determine the designated verifier
threshold signature.

15. A transitory or non-transitory computer-readable medium (800) comprising data (810) representing:

- instructions which, when executed by a processor system, cause the processor system to perform the computer-
implemented method according to claim 13 or 14; and/or
- pre-shared sender key material for use by a sender signer node according to claim 11; and/or
- pre-shared recipient key material for use by a recipient signer node according to claim 12.
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