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Disclosed are systems and methods for centralized authen-
tication of financial transactions. An authentication sewer
receives, from a client device, information for a financial
transaction. In accordance with an embodiment of the dis-
closure, the authentication server executes in a kernel-based
environment at least one authentication step based on the
information. For example, in some implementations, the
authentication server generates a PIN block and transmits
the PIN block to a financial gateway, along with a request for
the financial transaction. Notably, the client device does not
need to perform the authentication steps executed by the
authentication server, such as generating the PIN block for
example. This can enhance security of the transaction sys-
tem because information such as a terminal key used to
generate the PIN block remains centralized and not on a
client device where it could possibly be stolen by a criminal.
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SYSTEMS AND METHODS FOR
CENTRALIZED AUTHENTICATION OF
FINANCIAL TRANSACTIONS

CROSS REFERENCE TO RELATED
APPLICATION

[0001] This application is a continuation of U.S. patent
application Ser. No. 17/996,200, filed on Oct. 13, 2022,
which claims priority to U.S. Provisional Patent Application
No. 63/022,231, filed on May 8, 2020, the entire disclosures
of which are incorporated by reference.

FIELD OF THE INVENTION

[0002] This disclosure relates to communication systems,
and more particularly to communication systems for finan-
cial transactions.

BACKGROUND OF THE INVENTION

[0003] Use of credit cards and debit cards for making
purchases or other financial transactions using a POS (Point
of Sale) device is commonplace in society. Use of such POS
devices can be subjected to various standards such as PCI
DSS (Payment Card Industry Data Security Standard),
which is an information security standard created to increase
controls around cardholder data and reduce credit card fraud.
Various security features have been implemented to authen-
ticate a financial transaction. As an example, when a user
wants to make a purchase that has a price exceeding a given
threshold, the POS device can prompt the user for a PIN
(personal identification number) for authentication pur-
poses. Upon receiving the PIN, the POS device generates a
PIN block based on the PIN and additional information that
can include a terminal key, a card certificate and sequencing
information. The POS device then transmits the PIN block
to a financial gateway, and the purchase is authorized by the
financial gateway only if the PIN block is confirmed to be
authentic.

[0004] Unfortunately, generation of the PIN block by the
POS device introduces various security risks because infor-
mation such as the terminal key is present on the POS
device. For example, if a criminal were to modify firmware
on the POS device, it may be possible for the criminal to not
only obtain the PIN that has been entered by the user, but
also other information such as the terminal key. In this
manner, it may be possible for the criminal to use this
information to generate another PIN block to make a fraudu-
lent purchase, possibly leaving the user responsible for the
fraudulent purchase. In addition, 3rd-party hacks to capture
card and PIN data are possible as well. In this manner,
authentication steps by the POS device such as generating
the PIN block introduces some security risks and leaves
much to be desired. Moreover, changing existing infrastruc-
ture would involve a lot of time and effort and hence is not
be practical.

SUMMARY OF THE DISCLOSURE

[0005] Disclosed are systems and methods for centralized
authentication of financial transactions. A financial transac-
tion system includes a client device, an authentication
server, and a financial gateway. The authentication server
receives, from the client device, information for a financial
transaction. In accordance with an embodiment of the dis-
closure, the authentication server executes in a kernel-based
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environment at least one authentication step based on the
information. For example, in some implementations, the
authentication server generates a PIN block and transmits
the PIN block to the financial gateway, along with a request
for the financial transaction.

[0006] Notably, the client device does not need to perform
the authentication steps executed by the authentication
server, such as generating the PIN block for example. This
can enhance security of the transaction system because
information such as a terminal key used to generate the PIN
block remains centralized and not on the client device where
it may be less secure. As previously noted, information that
is not centralized could be stolen by a criminal and used to
make fraudulent transactions.

[0007] In addition, because the client device does not need
to perform the authentication steps executed by the authen-
tication server, the client device can be any suitably config-
ured computing device such as a smartphone for example.
The client device does not need to be a specific POS device
with specialized firmware supporting a kernel-based envi-
ronment. In this way, in addition to the enhanced security
noted above, the financial transaction system can provide for
enhanced flexibility by enabling users to easily perform
financial transactions using their smartphone or another
computing device. This could allow for widespread adop-
tion.

[0008] Other aspects and features of the present disclosure
will become apparent, to those ordinarily skilled in the art,
upon review of the following description of the various
embodiments of the disclosure.

BRIEF DESCRIPTION OF THE DRAWINGS

[0009] Embodiments will now be described with reference
to the attached drawings in which:

[0010] FIG. 1 is a block diagram of a financial transaction
system including a client device, an authentication server,
and a financial gateway;

[0011] FIG. 2 is a flowchart of a method for execution by
an authentication server;

[0012] FIG. 3 is a flowchart of an example method for
processing a financial transaction in a financial transaction
system,

[0013] FIG. 4 is a flow chart of an example method for
processing a financial transaction in a financial transaction
system,

[0014] FIG. 5 is a flow chart of an example method for
processing a financial transaction in a financial transaction
system,

[0015] FIG. 6 is a flow chart of an example method for
processing a financial transaction in a financial transaction
system,

[0016] FIG. 7 is a flow chart of an example method for
processing a financial transaction in a financial transaction
system,

[0017] FIG. 8 is a flow chart of an example method for
processing a financial transaction in a financial transaction
system,

[0018] FIG. 9 is is a flow chart of an example method for
processing a financial transaction in a financial transaction
system,

[0019] FIG. 10 is a flow chart of an example method for
processing a financial transaction in a financial transaction
system,
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[0020] FIG. 11 is a flowchart of a method for remote key
injection;

[0021] FIG. 12 is a block diagram of example software
architecture for an authentication server; and

[0022] FIG. 13 is a sequence drawing showing example
signaling and processing for a financial transaction system.
[0023] FIG. 14A is a portion of a sequence drawing
showing example signaling and processing for a financial
transaction system;

[0024] FIG. 14B is a portion of a sequence drawing
showing example signaling and processing for a financial
transaction system;

[0025] FIG. 15 is a sequence drawing showing example
signaling and processing for a financial transaction system;
[0026] FIG. 16 is a sequence drawing showing example
signaling and processing for a financial transaction system;
[0027] FIG. 17A is a portion of a sequence drawing
showing example signaling and processing for a financial
transaction system;

[0028] FIG. 17B is a portion of a sequence drawing
showing example signaling and processing for a financial
transaction system;

[0029] FIG. 18 is a sequence drawing showing example
signaling and processing for a financial transaction system;
[0030] FIG. 19A is a portion of a sequence drawing
showing example signaling and processing for a financial
transaction system;

[0031] FIG. 19B is a portion of a sequence drawing
showing example signaling and processing for a financial
transaction system;

[0032] FIG. 20A is a portion of a sequence drawing
showing example signaling and processing for a financial
transaction system;

[0033] FIG. 20B is a portion of a sequence drawing
showing example signaling and processing for a financial
transaction system;

[0034] FIG. 21A is a portion of a sequence drawing
showing example signaling and processing for a financial
transaction system;

[0035] FIG. 22B is a portion of a sequence drawing
showing example signaling and processing for a financial
transaction system;

[0036] FIG. 22A is a portion of a sequence drawing
showing example signaling and processing for a financial
transaction system; and

[0037] FIG. 22B is a portion of a sequence drawing
showing example signaling and processing for a financial
transaction system.

DETAILED DESCRIPTION OF EMBODIMENTS

[0038] It should be understood at the outset that although
illustrative implementations of one or more embodiments of
the present disclosure are provided below, the disclosed
systems and/or methods may be implemented using any
number of techniques, whether currently known or in exis-
tence. The disclosure should in no way be limited to the
illustrative implementations, drawings, and techniques illus-
trated below, including the exemplary designs and imple-
mentations illustrated and described herein, but may be
modified within the scope of the appended claims along with
their full scope of equivalents.
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INTRODUCTION

[0039] Referring first to FIG. 1, shown is a block diagram
of a financial transaction system 600 including a client
device 100, an authentication server 300, and a financial
gateway 500. The authentication server 300 and the financial
gateway 500 are part of a network 200, which can include
several different networks even though such details are not
shown for simplicity. For example, the network 200 can
include a RAN (Radio Access Network) for communicating
with wireless stations such as the client device 100, and an
Internet for communicating with numerous computing
devices. The financial gateway 500 can include a card
network for a card issuer, a banking network, and other
components as well, but these details are not shown for
simplicity. In some implementations, as shown in the illus-
trated example, the network 200 also has a compression
node 400, which can be integrated with the financial gate-
way 500, for example with a card network. The financial
transaction system 600 can have other components as well,
but these details are not shown for simplicity.

[0040] Operation of the financial transaction system 600
will now be described by way of example. In this example,
a user of the client device 100 wishes to make a financial
transaction such as a purchase using a credit card 106. When
the credit card 106 is held close to the client device 100, the
client device 100 is able to read card data from the credit
card 106 using an NFC (Near-Field Communication) radio
102. The client device 100 is able to communicate with the
network 200 over a wireless connection 107 using a WAN
(Wide Area Network) radio 101. Such communication
includes information for the financial transaction. Such
information can include details of the financial transaction
and the card data, and can also include personal identifica-
tion data such as a PIN that has been entered via a user
interface 105 for example.

[0041] The authentication server 300 has a network
adapter 301 configured to receive the information for the
financial transaction from the client device 100, authentica-
tion circuitry 302 coupled to the network adapter 301, and
may have other components that are not specifically shown.
The network adapter 401 can include multiple network
adapters, for example a first network adapter for communi-
cating with client devices such as the client device 100 and
a second network adapter for communicating with the
financial gateway 500, or a single network adapter.

[0042] In accordance with an embodiment of the disclo-
sure, the authentication circuitry 302 is configured to
execute in a kernel-based environment at least one authen-
tication step based on the information from the client device
100. For example, in some implementations, if a PIN has
been received the client device 100, the authentication
circuitry 302 generates a PIN block based on the PIN and
additional information that can include a terminal key, a card
certificate and sequencing information. Furthermore, the
authentication circuitry 302 transmits the PIN block to the
financial gateway 500 via the network adapter 301, along
with a request for the financial transaction. In some imple-
mentations, the financial transaction is authorized by the
financial gateway 500 only if the PIN block is confirmed to
be authentic. In some implementations, the authentication
server 300 receives a result of the financial transaction (e.g.
authorized or denied) from the financial gateway 500, and
conveys that result to the client device 100.
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[0043] In some implementations, the kernel-based envi-
ronment of the authentication server 300 is a low-level
abstraction layer that facilitates interactions between hard-
ware and software components. The kernel-based environ-
ment of the authentication server 300 is used to execute at
least one authentication step. In some implementations, the
kernel-based environment provides protection from faults
(fault tolerance) and from malicious behaviours (security).
Thus, the at least one authentication step can be executed by
the authentication server 300 with these protections. In some
implementations, the kernel reads card requirements but
overrides card requests to implement core authentication
based on the implementation of the Kernel. Specific
example details of the kernel-based environment are
described later for a “Hector” implementation. Other imple-
mentations are possible and are within the scope of the
disclosure.

[0044] Notably, the client device 100 does not need to
perform the authentication steps executed by the authenti-
cation server 300, such as generating the PIN block for
example. This can enhance security of the transaction sys-
tem 600 because information such as the terminal key used
to generate the PIN block can remain centralized in the
network 200 and not on the client device 100 where it may
be less secure. As previously noted, information that is not
centralized (e.g. terminal key) could be stolen by a criminal
and used to make fraudulent transactions. In some imple-
mentations, the client device 100 is classified as a “dumb”
terminal because all logic and determination of CVM (Card-
holder Verification Methods) are done in the cloud, espe-
cially by the authentication server 300.

[0045] In addition, because the client device 100 does not
need to perform the authentication steps executed by the
authentication server 300, the client device 100 can be any
suitably configured computing device such as a smartphone
for example. The client device 100 does not need to be a
specific POS device with specialized firmware supporting a
kernel-based environment. In this way, in addition to the
enhanced security noted above, the financial transaction
system 600 can provide for enhanced flexibility by enabling
users to easily perform financial transactions using their
smartphone or any other suitable computing device. This
could allow for widespread adoption.

[0046] Although the financial transaction system 600 is
shown with one client device 100, it is to be understood that
numerous client devices can be present. More than one of
these client devices can belong to the same user of the client
device 100. In other words, the user of the client device 100
can operate a plurality of client devices (including the client
device 100) in the financial transaction system 600. Note
that none of the plurality of client devices store the terminal
key used to generate the PIN block. Rather, the terminal key
is stored on the authentication server 300 and can be used for
all of the client devices of the same user. In this way, the
terminal key can be used with many endpoints, which is
different from existing systems in which each POS device
has its own unique terminal key. In some implementations,
the terminal key is generated by an Eso server and remotely
“injected” into the financial transaction system 600 for
storage on the authentication server 300. This remote injec-
tion can be provided by a third party, for example Geo-
bridge. Specific example details of remote key injection are
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provided below with reference to FIG. 11. Note that the
authentication server 300 would store different terminal keys
for different users.

[0047] Note that the authentication server 300 can perform
authentication steps for numerous client devices in a cen-
tralized and unified manner. While existing systems may
support numerous POS devices, each POS device uses
specialized firmware supporting a kernel-based environment
for performing authentication steps. The existing systems
already have several (e.g. nine) different kernels for different
POS devices, and deployment of new POS devices can be
arduous and time-consuming because there can be several
certification levels (e.g. level one certification for hardware,
level two certification for kernel, and level three certification
for card brand), which can for example take about 24 to 36
months to complete. By contrast, the kernel-based environ-
ment of the authentication server 300 is one unified envi-
ronment that can be used with numerous client devices
without any specialized firmware for the client devices and
without having to go through the certification levels for the
client devices.

[0048] There are many possibilities for the client device
100, especially since the client device 100 does not need to
be a specific POS device with specialized firmware support-
ing a kernel-based environment. In some implementations,
the client device 100 is a smartphone configured to com-
municate with the credit card 106 using the NFC radio 102
and to communicate with the network 200 using the WAN
radio 102. However, other implementations are possible for
the client device 100. In other implementations, the client
device 100 is a desktop computer, a laptop computer, a tablet
computer, or any other suitable client device. For such
implementations, there may be no NFC radio in which case
auser may manually enter card data through a user interface,
and there may be no WAN radio in which case a user may
connect to the network 200 through other means, such as a
wired connection for example.

[0049] In some implementations, operation of the client
device 100 is software implemented with a processor 103
running software, which can stem from a computer readable
medium 104 and/or downloaded from the network 200.
However, other implementations are possible and are within
the scope of this disclosure.

[0050] In some implementations, the authentication cir-
cuitry 302 of the authentication server 300 includes a
processor 303 running software, which can stem from a
computer readable medium 304. However, other implemen-
tations are possible and are within the scope of this disclo-
sure. Other implementations can include additional or alter-
native hardware components, such as any appropriately
configured FPGA (Field-Programmable Gate Array), ASIC
(Application-Specific Integrated Circuit), and/or microcon-
troller, for example. More generally, the authentication
circuitry 302 of the authentication server 300 can be imple-
mented with any suitable combination of hardware, software
and/or firmware.

[0051] According to another embodiment of the disclo-
sure, there is provided a non-transitory computer readable
medium having recorded thereon statements and instruc-
tions that, when executed by a processor of an authentication
server, implement a method as described herein. In some
implementations, the non-transitory computer readable
medium is the computer readable medium 304 of the authen-
tication server 300 shown in FIG. 1. There are many
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possibilities for the non-transitory computer readable
medium. Some possibilities include an SSD (Solid State
Drive), a hard disk drive, a CD (Compact Disc), a DVD
(Digital Video Disc), a BD (Blu-ray Disc), a memory stick,
or any appropriate combination thereof.

[0052] In the example described above, the user provides
the PIN via the user interface 105, and the PIN is provided
to the authentication server 300 so that the authentication
circuitry 302 can generate the PIN block and transmit the
PIN block to the financial gateway. However, it is to be
understood that these are very specific authentication steps
and that other authentication steps can be performed by the
authentication server 300 instead of, or in addition to, those
described above. Further 25 details are provided below.

Method for Authentication

[0053] Turning now to FIG. 2, shown is a flowchart of a
method for execution by an authentication server, for
example by the authentication circuitry 302 of the authen-
tication server 300 shown in FIG. 1. The method of FIG. 2
is described below with reference to the financial transaction
system 600 of FIG. 1. However, it is to be understood that
the method of FIG. 2 is applicable to other financial trans-
action systems.

[0054] At step 2-1, the authentication server 300 receives,
from the client device 100, information for a financial
transaction. At step 2-2, in accordance with an 5 embodi-
ment of the disclosure, the authentication server 300
executes in a kernel-based environment at least one authen-
tication step based on the information. For example, in some
implementations, the authentication server 300 generates a
PIN block based on a PIN received from the client device
100. Finally, at step 2-3, the authentication server 300
transmits, to the financial gateway 500, a request for the
financial transaction. In the 10 example in which the PIN
block has been generated, the authentication server 300 also
transmits the PIN block to the financial gateway 500, and the
financial transaction is authorized by the financial gateway
500 only if the PIN block is confirmed to be authentic.
[0055] Notably, the client device 100 does not need to
perform the authentication steps executed by the authenti-
cation server 300, such as generating the PIN block for
example. As previously explained, this can enhance security
and flexibility for users.

[0056] Insome implementations, the information received
from the client device 100 includes personal identification
data, and the at least one authentication step executed by the
authentication server 300 includes generating a personal
identification block based on the personal identification data
and additional information, and transmitting the personal
identification block to the financial gateway 500.

[0057] In some implementations, the personal identifica-
tion data is a PIN and the personal identification block is a
PIN block. For specific examples, see FIG. 3 and FIG. 6
through FIG. 10. Also see FIG. 17 for specific example
signaling and processing. In some implementations, the PIN
is a four-digit number that has been predefined by a user.
[0058] In other implementations, the PIN is a six-digit
number that has been predefined by a user. Other imple-
mentations are possible.

[0059] In other implementations, the personal identifica-
tion data is biometric data, and the personal identification
block is a biometric block. For specific examples, see FIG.
4 and FIG. 5. Signaling and processing would be similar to
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that shown in FIG. 17. In some implementations, the bio-
metric data includes fingerprint data that has been generated
by a finger scanner. In other implementations, the biometric
data includes eye/iris data that has been generated by an eye
scanner. Other implementations are possible.

[0060] Insome implementations, the authentication server
300 requests the personal identification data from the client
device 100. In some implementations, the authentication
server 300 requests the personal identification data from the
client device 100 depending on some criteria, for example a
purchase price exceeding a given threshold such as $100 for
example. In some implementations, the authentication
server 300 requests biometric data instead of a PIN when
available, because biometric data may be more secure than
a PIN. For example, upon the authentication server 300
determining that the client device 100 is biometric ready
with saved biometrics, the authentication server 300 can
request biometric data. Otherwise, the authentication server
300 can consider whether to use a PIN, for example by
assessing whether card data contains a sequence indicating
that a PIN is available. In other implementations, the authen-
tication server 300 gives an option of using either biometric
data or a PIN when both options are available. In some
implementations, the authentication server 300 requests a
signature if neither biometric data nor a PIN is available. In
some jurisdictions such as the United States, it is possible
that neither biometric data nor a PIN is available, in which
case a signature may be requested.

[0061] Insome implementations, the request for the finan-
cial transaction and the personal identification block (e.g.
PIN block or biometric block) are transmitted together in a
single message. In some implementations, the single mes-
sage includes details of the financial transaction and the card
data, in addition to the personal identification block and the
request for the financial transaction. In other implementa-
tions, information is sent in separate messages. For example,
in some implementations, the request for the financial trans-
action and the personal identification block are transmitted
separately.

[0062] In some implementations, the additional informa-
tion for the personal identification block includes a terminal
key. In some implementations, the terminal key is retrieved
from a database using user login details that are supplied by
the client device 100 after the user has entered the user login
details via the user interface 105 for example. See FIG. 14
for specific example details of retrieving a terminal key. In
some implementations, the database is stored on a separate
server (i.e. the database is not located on the authentication
server 300). In some implementations, the database resides
on a secure server of the network 200 and can hold terminal
keys on behalf of numerous client devices.

[0063] In some implementations, the additional informa-
tion for the personal identification block also includes a card
certificate and sequencing information. In some implemen-
tations, the authentication server 300 acquires the card
certificate from a card issuer via the financial gateway 500,
and generates the sequencing information. The sequencing
information indicates an order/sequence of information in
the personal identification block, and can be generated based
on a dynamic cryptogram obtained from the card data, for
example.

[0064] If no personal identification data (e.g. PIN or
biometric data) is available or supported, then no personal
identification block is generated by the authentication server
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300. In such cases, the authentication server 300 can execute
some other authentication step, for example EMV (Europay,
Mastercard and Visa) authentication as described below. In
addition, the authentication server 300 can request a signa-
ture. See FIG. 18 and FIG. 21 for specific example signaling
and processing. However, a signature is not normally
authenticated, but rather is stored so that it may be later
reviewed in the event that a financial transaction is disputed.
Hence, the authentication server 300 must still perform
some other authentication step such as EMV authentication
for example.

[0065] Insome implementations, the information received
from the client device 100 includes card data, and the at least
one authentication step executed by the authentication server
300 includes sending the card data to the financial gateway
500, receiving EMV data from the financial gateway 500
responsive to the card data, and processing the EMV data
and authenticating the EMV data using the terminal key. In
some implementations, the information from the EMV data
used for the authentication includes a cardholder verification
EMYV tag data set plus a dynamic EMV cryptogram. For
specific examples of the EMV authentication, see FIG. 4 and
FIG. 6. Also see FIG. 22 for specific example signaling and
processing.

[0066] In some implementations, the EMV authentication
is executed prior to generating and transmitting a personal
identification block (e.g. PIN block or biometric block). In
other implementations, the EMV authentication is executed
after generating and transmitting a personal identification
block (e.g. PIN block or biometric block). In other imple-
mentations, the EMV authentication is executed instead of
generating and transmitting a personal identification block
(e.g. PIN block or biometric block).

[0067] The EMYV data as issued by the financial gateway
500 can be relatively large, for example 52 MB. Notably, in
addition to the information used by the authentication server
300 for the authentication, the EMV data can include
additional information that is not actually needed for the
authentication, such as details of fifty previous transactions
by the user for example. This additional information sig-
nificantly contributes to the relatively large size of the EMV
data. There is limited bandwidth between the financial
gateway 500 and the authentication server 300, so the
relatively large size of the EMV data can result in a
relatively long delay before the EMV data is received by the
authentication server 300, thereby increasing total time for
processing and authorizing the financial transaction. A user
may not want to wait more than a few seconds for the
financial transaction to be processed and authorized. While
it may be possible to remove at least some of the additional
information such as the details of previous transactions,
issuing banks will not likely comply.

[0068] Therefore, in accordance with another embodiment
of the disclosure, the network 200 has a compression node
400 that operates to compress the EMV data to produce
compressed EMV data and to transmit the compressed EMV
data to the authentication server 300. The compression node
400 can be integrated with the financial gateway 500, for
example with a card network, such that the compression
node 400 can receive the EMV data relatively quickly.
Although bandwidth to the authentication server 300 is
limited, the relatively small size of the compressed EMV
data enables the compressed EMV data to be received by the
authentication server 300 relatively quickly.
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[0069] In some implementations, the compression node
400 transmits the compressed EMV data in an order starting
with the information used by the authentication server 300
for the authentication and followed by the additional infor-
mation that is not actually needed for the authentication. The
information transmitted first can for example include EMV
card aid (e.g. PSP e-card and issuer bank), EMV card track
(e.g. cardholder information and cryptographic info), and/or
EMYV dynamic data (e.g. card certificate infrastructure info
and cardholder verification method), which can be used by
the authentication server 300 for authentication purposes.
The information transmitted last can for example include
details of previous transactions, which is not actually needed
for the authentication. In some implementations, XML (Ex-
tensible Markup Language) is used for ordering the com-
pressed EMV data, for example based on determination and
drive by a state controller fuelled by security logic in the
cloud.

[0070] In some implementations, the compression node
400 determines an order for the compressed EMV data by
prioritizing the information used by the authentication server
300 for the authentication to be transmitted first. By per-
forming such prioritization, it is possible for the authenti-
cation server 300 to start receiving and processing the
information used for authentication before the additional
data is even received, thereby expediting the processing. As
a result of the EMV data being compressed and being
ordered such that most useful information is received first,
the financial transaction might be processed and authorized
in about 1.25 seconds, for example. By contrast, without the
compression node 400 to compress and order the EMV data,
the financial transaction might be processed and authorized
in about 30 seconds to 60 seconds, for example. Therefore,
the combination of compressing the EMV data and ordering
the compressed EMV data as described above can result in
a significant reduction of time for authorizing a financial
transaction.

[0071] The compression node 400 has a network adapter
401 configured to receive the EMV data and to transmit the
compressed EMV data. The network adapter 401 can
include multiple network adapters, for example a first net-
work adapter for receiving the EMV data and a second
network adapter for transmitting the compressed EMV data,
or a single network adapter. The compression node 400 also
has compression circuitry 402 configured to compress the
EMYV data to produce the compressed EMV data.

[0072] In some implementations, the compression cir-
cuitry 402 of the compression node 400 includes a processor
403 running software, which can stem from a computer
readable medium 404. However, other implementations are
possible and are within the scope of this disclosure. Hard-
ware implementations can include any appropriately con-
figured FPGA, ASIC, and/or microcontroller, for example,
and may be devoid of any software. More generally, the
compression circuitry 402 of the compression node 400 can
be implemented with any suitable combination of hardware,
software and/or firmware.

[0073] According to another embodiment of the disclo-
sure, there is provided a non-transitory computer readable
medium having recorded thereon statements and instruc-
tions that, when executed by a processor of a compression
node, implement a method as described herein. In some
implementations, the non-transitory computer readable
medium is the computer readable medium 404 of the com-
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pression node 400 shown in FIG. 1. There are many possi-
bilities for the non-transitory computer readable medium.
Some possibilities include an SSD, a hard disk drive, a CD,
a DVD, a BD, a memory stick, or any appropriate combi-
nation thereof.

[0074] The compression node 400 is shown to operate in
combination with the authentication server 300. However, in
another embodiment, the compression node 400 operates
without the authentication server 300. For example, the
compression node 400 can compress EMV data to produce
compressed EMV data, and provide the compressed EMV
data to a client device, such that the client device can
perform an authentication step using the compressed EMV
data.

[0075] In some implementations, a card issuer generates a
token based on the card data, and provides the token to the
authentication server 300. In some implementations, the
authentication server 300 provides the client device 100 with
an option to store the token for future use. The token can be
stored in a vault of the card issuer for future use such that,
for a subsequent transaction, the client device 100 may not
need to supply the card data again. For specific examples of
how a token can be generated and stored for future use, see
FIG. 4, FIG. 6, and FIG. 8.

[0076] In some implementations, upon matching user
login data for a subsequent transaction, the authentication
server 300 releases and obtains the token from the vault, and
transmits the token to the financial gateway 500. In this way,
the client device 100 may not need to supply the card data
again. This is because the token includes the card data. For
specific examples of how a token may be released and
utilized, see FIG. 5, FIG. 7 and FIG. 9. In some implemen-
tations, a request for the subsequent financial transaction, a
personal identification block, and the token are all transmit-
ted together in a single message. In other implementations,
information is sent in separate messages.

[0077] In some implementations, a unique encryption key
is used to verify that the client device 100 may operate with
the authentication server 300. In some implementations, the
authentication server 300 generates the unique encryption
key, stores a first part of the unique encryption key on the
client device 100, and stores a second part of the unique
encryption key on the authentication server 300. Upon use
of the client device 100, the authentication server 300 looks
for the unique encryption key, decrypts, and validates the
points. If successful, the authentication server 300 can
rebuild the unique encryption key with a new set of points
and place back onto the client device 100. This unique
encryption key is checked and cycled each time the client
device 100 performs a financial transaction. This ultimately
enables the authentication server 300 to remotely monitor
the client device 100 for attestation as well as cloning the
application and software. If unsuccessful, the authentication
server 300 will disconnect the client device 100 from itself
and alert the user.

[0078] There are many ways for the unique encryption key
to be generated. In some implementations, the client device
100 captures up to about thirty points of data, the authen-
tication server 300 randomly selects some of these data
points (e.g. a combination of seven of the data points) and
generates the unique encryption key based on these data
points. Note that the data points that are selected are not
visible to any backend user, thereby preventing internal and
external parties from manipulating the transaction flow
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process. Possible data points can include a unique footprint,
a MAC (media access control) address, a geolocation, an
IMEI (International Mobile Equipment Identity) number, a
device unique 1D, a device serial number, a Bluetooth
adapter address, a SIM (Subscriber Identity Module) num-
ber if present, a network identifier, a software build OS e.g.
Windows, Linux, ios, Android etc., a model, a build number,
a release date, a merchant ID, a verification ID (one time
random sequence generated by the authentication server
300), a hardware certification number, a device authentica-
tion key, a checksum software value, a device account, a
device brand, a device firmware build date, a device firm-
ware update date, etc.

Transaction Processing

[0079] With reference to FIG. 3 through FIG. 10, shown
are flowcharts of methods for processing a financial trans-
action in a financial transaction system. It is also noted that,
similar to FIG. 1 and FIG. 2 described above, FIG. 3 through
FIG. 10 involve a client device 130, an authentication server
330, and a financial gateway 530 (e.g. gateway, processor,
card network or VISA/MasterCard). FIG. 3 through FIG. 10
show example details of signaling and processing similar to
what has been described above for FIG. 1 and FIG. 2. It is
to be understood that FIG. 3 through FIG. 10 are very
specific and are provided merely for illustrative purposes,
and that other embodiments are possible and within the
scope of this disclosure.

[0080] FIG. 3 shows an example of processing a financial
transaction using a software-based POS device and authen-
tication using a PIN. A financial transaction is initiated by a
user with a web-based NFC/PIN online checkout. The user
selects to pay and initiates a web-based NFC payment via
web browser by holding their card against their client device
130, which is NFC-enabled. Information for the financial
transaction (e.g. card data and purchase price) is then
provided to the authentication server 330. Upon receiving
that information, at step 3-1 the authentication server 330
authenticates the card or wallet against a kernel.

[0081] At step 3-2, the authentication server 330 deter-
mines whether a PIN is required for the financial transaction.
A PIN may be required depending on some criteria, for
example the purchase price exceeding a given threshold
such as $100 for example. If the authentication server 330
determines that a PIN is not required, then a payment request
is sent to the financial gateway 530. However, if the authen-
tication server 330 determines that a PIN is required, then a
request is sent to the client device 130, and the user can
respond by entering a PIN, for example using a touchscreen
of the client device 130, and the PIN is then sent to the
authentication server 330.

[0082] At step 3-3, the authentication server 330 captures
and isolates the PIN, generates a PIN block based on the
PIN, and sends the PIN block to the financial gateway 530
(e.g. Gateway, processor, card network) along with a pay-
ment request. The financial transaction is authorized by the
financial gateway 530 if the PIN block is authentic. After the
payment request has been processed by the financial gate-
way 530, at step 3-4 the authentication server 330 receives
a result of the payment request and relays that result to the
client device 130. In this case, the result of the payment
request is a confirmation of authorization, and hence the
client device 130 can provide an indication to the user that
payment is complete.



US 2024/0249285 Al

[0083] Notably, the client device 130 does not need to
perform the authentication steps by the authentication server
330, such as authenticating the card or wallet against the
kernel (i.e. step 3-1) and generating and transmitting the PIN
block (i.e. step 3-3). As previously explained, this can
enhance security and flexibility for users.

[0084] The Example depicted in FIG. 3 involves tap to pay
with NFC to obtain card data. In other implementations,
rather than obtaining card data using tap to pay with NFC,
card data can be manually entered by the user, for example
using a touchscreen of the client device 130. The user can for
example enter EMV data, and the EMV data is passed along
to a card present module. Note that information for the
financial transaction (e.g. card data and purchase price)
would still be provided to the authentication server 330, and
the authentication server 330 would still authenticate the
card or wallet against the kernel. Thus, step 3-1 (and
subsequent steps as well) would be executed in the same
way.

[0085] FIG. 4 shows an example of processing a first
financial transaction using manual entry of card data and
authentication using biometric data, with a token storage
process. A user selects to pay and enters card data, which is
sent to the authentication server 330. At step 4-1, the
authentication server 330 sends a request for EMV data
along with the card data to the financial gateway 530 (e.g.
VISA/MasterCard), which responds by generating EMV
data and returning the same to the authentication server 330.
At step 4-2, after the authentication server 330 receives the
EMYV data from the financial gateway 530 (e.g. issue bank),
the authentication server 330 processes and authenticates the
EMYV data against a kernel using a terminal key. Further-
more, the authentication server 330 sends a request for
authentication to the client device 130.

[0086] Authentication involves the user holding their fin-
gerprint against the client device 130. The client device 130
obtains biometric data and sends the same to the authenti-
cation server 330 (e.g. 3rd party biometric engines such as
facial recognition platforms). At step 4-3, the authentication
server 330 receives the biometric data, generates a biometric
block using the biometric data, and sends the biometric
block along with a request for the first financial transaction.
At step 4-3, the authentication server 330 receives the
request and the biometric block, and stores a unique bio-
metric artifact. Furthermore, the authentication server 330
sends a payment request along with biometric data to a card
network of the financial gateway 530. In response, the card
network generates and issues a token based on the card data.
The token is used by networks to request payment with
issuers and to determine who authorized payment. The first
financial transaction is authorized by the financial gateway
530 if the biometric block is authentic in which case
confirmation of authorization and the token are sent to the
authentication server 330.

[0087] At step 4-4, upon receiving the confirmation of
authorization and the token, the authentication server 330
relays the same to the client device 130. At this point, the
client device 130 can provide an indication to the user that
payment is complete. If the user agrees to store the token for
future use, then a response is sent to the authentication
server 330. Upon receipt of the response, at step 4-5, the
authentication server 330 stores the token and associated
biometric data for future use. For example, the authentica-
tion server 330 can send the token to a card issuer for storage
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in a vault for future use, which could allow for faster
transactions. An example of future use (i.e. second financial
transaction) is described below with reference to FIG. 5.

[0088] Notably, the client device 130 does not need to
perform the authentication steps by the authentication server
330, such as sending the request for EMV data along with
the card data (i.e. step 4-1), receiving and processing the
EMYV data to authenticate the EMV data using the terminal
key (i.e. step 4-2), and generating and transmitting the
biometric block (i.e. step 4-3). As previously explained, this
can enhance security and flexibility for users.

[0089] FIG. 5 shows an example of processing a second
financial transaction using the token that has been stored
with the first financial transaction (see FIG. 4). A user selects
to pay with their token on file. At step 5-1, upon determining
that the token is available, the card data does not need to be
entered again, and EMV authentication steps can be skipped
as well. In this manner, one-touch checkout is enabled.

[0090] Authentication involves the user holding their fin-
gerprint against the client device 130. The client device 130
obtains biometric data and sends the same to the authenti-
cation server 330. At step 5-2, the authentication server 330
receives the biometric data and generates a biometric block
based on the biometric data. Furthermore, upon matching
data (e.g. user login data and biometric data), the token is
released from the vault and the authentication server 330
obtains the token. Then, the authentication server 330 sends
the biometric block along with the token and a request for
the second financial transaction.

[0091] The token is used by networks to request payment
with issuers and to determine who authorized payment. The
second financial transaction is authorized by the financial
gateway 530 if the biometric block is authentic in which case
confirmation of authorization is sent to the authentication
server 330. At step 5-3, upon receiving the confirmation of
authorization, the authentication server 330 relays the same
to the client device 130. At this point, the client device 130
can provide an indication to the user that payment is
complete.

[0092] Notably, the client device 130 does not need to
perform the authentication steps by the authentication server
330, such as obtaining the token upon matching data, and
generating and sending the biometric block along with the
token (i.e. step 5-2). As previously explained, this can
enhance security and flexibility for users.

[0093] Insome implementations, the authentication server
330 matches the biometric data of the second financial
transaction to the biometric data of the first financial trans-
action. For example, the authentication server 330 can
generate a first security key based on the biometric data of
the first financial transaction, generate a second security key
based on the biometric data of the second financial transac-
tion, and compare the first security key to the second
security key. Other implementations are possible.

[0094] It is noted that some examples described herein,
including FIG. 4 and FIG. 5, refer to a “first financial
transaction” and a “second financial transaction”. In particu-
lar, a token can be stored with the “first financial transaction”
and subsequently used with the “second financial transac-
tion”, such that the “second financial transaction” occurs
after the “first financial transaction”. However, it is to be
understood that this does not preclude other financial trans-
actions occurring at other times, for example before the “first
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financial transaction” and/or in-between the “first financial
transaction” and the “second financial transaction”.

[0095] FIG. 6 shows an example of processing a first
financial transaction using manual entry of card data and
authentication using a PIN, with a token storage process. A
user selects to pay and enters card data, which is sent to the
authentication server 330. At step 6-1, the authentication
server 330 sends a request for EMV data along with the card
data to the financial gateway 530 (e.g. VISA/MasterCard),
which responds by generating EMV data and returning the
same to the authentication server 330. At step 6-2, after the
authentication server 330 receives the EMV data from the
financial gateway 530, the authentication server 330 pro-
cesses and authenticates the EMV data against a kernel using
a terminal key. Furthermore, the authentication server 330
sends a request for authentication to the client device 130.
The user can respond by entering a PIN, for example using
a touchscreen of the client device 130, and the PIN is then
sent to the authentication server 330.

[0096] At step 6-3, the authentication server 330 captures
and isolates the PIN, generates a PIN block based on the
PIN, and sends the PIN block along with a request for the
first financial transaction. In response, the card network
generates and issues a token based on the card data. The
token is used by networks to request payment with issuers
and to determine who authorized payment. The first financial
transaction is authorized by the financial gateway 530 if the
PIN block is authentic in which case confirmation of autho-
rization and the token are sent to the authentication server
330.

[0097] At step 6-4, upon receiving the confirmation of
authorization and the token, the authentication server 330
relays the same to the client device 130. At this point, the
client device 130 can provide an indication to the user that
payment is complete. If the user agrees to store the token for
future use, then a response is sent to the authentication
server 330. Upon receipt of the response, at step 6-5, the
authentication server 330 stores the token and associated
biometric data for future use. For example, the authentica-
tion server 330 can send the token to a card issuer for storage
in a vault for future use, which could allow for faster
transactions. An example of future use (i.e. second financial
transaction) is described below with reference to FIG. 7.
[0098] Notably, the client device 130 does not need to
perform the authentication steps by the authentication server
330, such as sending the request for EMV data along with
the card data (i.e. step 6-1), receiving and processing the
EMYV data to authenticate the EMV data using the terminal
key (i.e. step 6-2), and generating and transmitting the PIN
block (i.e. step 6-3). As previously explained, this can
enhance security and flexibility for users.

[0099] FIG. 7 shows an example of processing a second
financial transaction using the token that has been stored
with the first financial transaction (see FIG. 6). A user selects
to pay with their token on file. At step 7-1, upon determining
that the token is available, the card data does not need to be
entered again, and EMV authentication steps can be skipped
as well.

[0100] Authentication involves the user entering a PIN,
for example using a touchscreen of the client device 130,
and the PIN is then sent to the authentication server 330. At
step 7-2, the authentication server 330 captures and isolates
the PIN, and generates a PIN block based on the PIN.
Furthermore, upon matching data (e.g. user login data and
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PIN block), the token is released from the vault and the
authentication server 330 obtains the token. Then, the
authentication server 330 sends the PIN block along with the
token and a request for the second financial transaction.
[0101] The token is used by networks to request payment
with issuers and to determine who authorized payment. The
second financial transaction is authorized by the financial
gateway 530 if the PIN block is authentic in which case
confirmation of authorization is sent to the authentication
server 330. At step 7-3, upon receiving the confirmation of
authorization, the authentication server 330 relays the same
to the client device 130. At this point, the client device 130
can provide an indication to the user that payment is
complete.

[0102] Notably, the client device 130 does not need to
perform the authentication steps by the authentication server
330, such as obtaining the token upon matching data, and
generating and sending the PIN block along with the token
(i.e. step 7-2). As previously explained, this can enhance
security and flexibility for users.

[0103] Insome implementations, the authentication server
330 matches at least a portion of the PIN block of the second
financial transaction to the token from the first financial
transaction. This is because the token includes a pathway to
build the PIN block from the token’s cryptogram. Note that
the PIN block of the second financial transaction is not
normally identical to the PIN block of the first financial
transaction, even though they may share some identical data
such as the PIN. This is because there is some dynamic
components in the PIN block, such as an application trans-
action counter, and the sequencing information can differ.
Other implementations are possible.

[0104] FIG. 8 shows an example of processing a first
financial transaction using web-based NFC entry of card
data and authentication using a PIN, with a token storage
process. A financial transaction is initiated by a user with a
web-based NFC/PIN online checkout. The user selects to
pay and initiates a web-based NFC payment via web
browser by holding their card against their client device 130,
which is NFC-enabled. Information for the financial trans-
action (e.g. card data and purchase price) is then provided to
the authentication server 330. Upon receiving that informa-
tion, at step 8-1 the authentication server 330 authenticates
the card or wallet against a kernel. With the web-based NFC
entry of card data, EMV authentication steps can be skipped.
Furthermore, the authentication server 330 sends a request
for authentication to the client device 130. The user can
respond by entering a PIN, for example using a touchscreen
of the client device 130, and the PIN is then sent to the
authentication server 330.

[0105] At step 8-2, the authentication server 330 captures
and isolates the PIN, generates a PIN block based on the
PIN, and sends the PIN block along with a request for the
first financial transaction. In response, the card network
generates and issues a token based on the card data. The
token is used by networks to request payment with issuers
and to determine who authorized payment. The first financial
transaction is authorized by the financial gateway 530 if the
PIN block is authentic in which case confirmation of autho-
rization and the token are sent to the authentication server
330.

[0106] At step 8-3, upon receiving the confirmation of
authorization and the token, the authentication server 330
relays the same to the client device 130. At this point, the
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client device 130 can provide an indication to the user that
payment is complete. If the user agrees to store the token for
future use, then a response is sent to the authentication
server 330. Upon receipt of the response, at step 8-4, the
authentication server 330 stores the token and associated
biometric data for future use. For example, the authentica-
tion server 330 can send the token to a card issuer for storage
in a vault for future use, which could allow for faster
transactions. An example of future use (i.e. second financial
transaction) is described below with reference to FIG. 9.
[0107] Notably, the client device 130 does not need to
perform the authentication steps by the authentication server
330, such as authenticating the card or wallet against the
kernel (i.e. step 8-1) and generating and transmitting the PIN
block (i.e. step 8-2). As previously explained, this can
enhance security and flexibility for users.

[0108] FIG. 9 shows an example of processing a second
financial transaction using the token that has been stored
with the first financial transaction (see FIG. 8). A user selects
to pay with their token on file. At step 9-1, upon determining
that the token is available, the web-based NFC entry of card
data does not need to be repeated, and EMV authentication
steps can be skipped as well.

[0109] Authentication involves the user entering a PIN,
for example using a touchscreen of the client device 130,
and the PIN is then sent to the authentication server 330. At
step 9-2, the authentication server 330 captures and isolates
the PIN, and generates a PIN block based on the PIN.
Furthermore, upon matching data (e.g. user login data and
PIN block), the token is released from the vault and the
authentication server 330 obtains the token. Then, the
authentication server 330 sends the PIN block along with the
token and a request for the second financial transaction.
[0110] The token is used by networks to request payment
with issuers and to determine who authorized payment. The
second financial transaction is authorized by the financial
gateway 530 if the PIN block is authentic in which case
confirmation of authorization is sent to the authentication
server 330. At step 9-3, upon receiving the confirmation of
authorization, the authentication server 330 relays the same
to the client device 130. At this point, the client device 130
can provide an indication to the user that payment is
complete.

[0111] Notably, the client device 130 does not need to
perform the authentication steps by the authentication server
330, such as obtaining the token upon matching data, and
generating and sending the PIN block along with the token
(i.e. step 9-2). As previously explained, this can enhance
security and flexibility for users.

[0112] In some implementations, the authentication server
330 matches at least a portion of the PIN block of the second
financial transaction to the token from the first financial
transaction. This is because the token includes a pathway to
build the PIN block from the token’s cryptogram. Note that
the PIN block of the second financial transaction is not
normally identical to the PIN block of the first financial
transaction, even though they may share some identical data
such as the PIN. This is because there is some dynamic
components in the PIN block, such as an application trans-
action counter, and the sequencing information can differ.
Other implementations are possible.

[0113] FIG. 10 shows an example of processing a financial
transaction using a web-based NFC entry of card data and
authentication using a PIN. A financial transaction is initi-
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ated by a user entering a charge into their client device 130,
and then holding a card against the client device 130, which
is NFC-enabled. Information for the financial transaction
(e.g. card data and purchase price) is then provided to the
authentication server 330. Upon receiving that information,
at step 10-1 the authentication server 330 authenticates the
card or wallet against a kernel.

[0114] At step 10-2, the authentication server 330 deter-
mines whether a PIN is required for the financial transaction.
A PIN may be required depending on some criteria, for
example the purchase price exceeding a given threshold
such as $100 for example. If the authentication server 330
determines that a PIN is not required, then a payment request
is sent to the financial gateway 530. However, if the authen-
tication server 330 determines that a PIN is required, then a
request is sent to the client device 130, and the user can
respond by entering a PIN, for example using a touchscreen
of the client device 130, and the PIN is then sent to the
authentication server 330.

[0115] At step 10-3, the authentication server 330 captures
and isolates the PIN, generates a PIN block based on the PIN
and sends the PIN block to the financial gateway 530 (e.g.
Gateway, processor, card network) along with a payment
request. The financial transaction is authorized by the finan-
cial gateway 530 if the PIN block is authentic. After the
payment request has been processed by the financial gate-
way 530, at step 3-4 the authentication server 330 receives
a result of the payment request and relays that result to the
client device 130. In this case, the result of the payment
request is a confirmation of authorization, and hence the
client device 130 can provide an indication to the user that
payment is complete.

[0116] Notably, the client device 130 does not need to
perform the authentication steps by the authentication server
330, such as authenticating the card or wallet against the
kernel (i.e. step 10-1) and generating and transmitting the
PIN block (i.e. step 10-3). As previously explained, this can
enhance security and flexibility for users.

[0117] FIG. 10 is similar to FIG. 3. However, while FIG.
3 uses a web NFC framework via an HTML interface, FIG.
10 is based on a hardware client device such as a smartphone
for example.

Terminal Key Injection

[0118] As explained above with reference to FIG. 1, a
terminal key can be generated and remotely “injected” into
a financial transaction system for storage on an authentica-
tion server. With reference to FIG. 11, shown is a flowchart
of' a method for remote key injection. It is to be understood
that FIG. 11 is very specific and is provided merely for
illustrative purposes, and that other embodiments are pos-
sible and within the scope of this disclosure.

[0119] By way of overview, this method involves an
authentication server 330 receiving a key from a key injec-
tion appliance, and storing the key in a key-box. The key 20
can later be used for authentication purposes, for example
when generating a PIN block for a financial transaction for
example. Details of the method are provided below.
[0120] At step 11-1, the authentication server 330 receives
an MID (Merchant ID) and a TID (Transaction ID). At step
11-2, the authentication server 330 confirms merchant on-
boarding status.

[0121] At step 11-3, the authentication server 330 requests
a terminal key from a key injection appliance API (Appli-



US 2024/0249285 Al

cation Program Interface). The terminal key is assigned
based on the MID and the TID. At step 11-4, the authenti-
cation server 330 receives the terminal key from the key
injection appliance API and stores it within a key-box of the
authentication server 330. The terminal key is a public
security key, which is hidden within a database.

[0122] At step 11-5, a merchant or consumer initiates a
payment process, examples of which have been described
above. At step 11-6, the authentication server 330 performs
payment and authenticates with the terminal key across the
merchant’s acceptance points or devices. The terminal key is
associated with the transaction and can be used with many
client devices. This enables one-to-many use (i.e. terminal
key can be used with multiple client devices of the mer-
chant) rather than one-to-one use (i.e. terminal key can be
used with only one client device of the merchant). At step
11-7, the authentication server 330 completes the transaction
with a response sent back to devices and apps.

[0123] Some implementations enable a one to many asso-
ciation for merchant keys to connected devices and apps.
The merchant can have one key assigned to them but can
have an unlimited number of applications and devices
connected to them each passing payments via the same
terminal which houses the merchant’s key. This technology
is an agnostic platform that can integrate with any gateway
Of Processor.

Example Software Architecture

[0124] With reference to FIG. 12, shown is a block dia-
gram of example software architecture for an authentication
server, which is referred to as “Hector”. It is to be under-
stood that FIG. 12 is very specific and is provided merely for
illustrative purposes, and that other embodiments are pos-
sible and within the scope of this disclosure.

[0125] Hector is a message processing engine. Hector has
a set of messages definitions and a set of predefined pro-
cessing definitions. Once this configuration is defined, Hec-
tor can accept incoming messages from a valid source and
then process the message to achieve a result. In some
implementations, Hector supports the following processing
methods as a minimum:

[0126] Database Queries
[0127] Internal Processing
[0128] Transactions

Software Development Environment

[0129] In some implementations, Hector is developed
using the C++ Language. In some implementations, the
development of Hector makes use of the QT APIL, as this
allows for platform independent development. This means
that hector can be deployed in either Windows, Linux or IOS
environments.

Database Development Environment

[0130] In some implementations, Hector makes use of an
MS SQL database for data 10 storage and data processing.
In some implementations, the Database for Hector is MS
SQL Server 2018.

Software Architecture

[0131] FIG. 12 gives an overview of Hector’s software
architecture 1200. In some implementations, as Hector func-
tions primarily as a message processing engine, its archi-
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tecture 1200 is designed to facilitate this primary function.
Therefore, in some implementations, Hector has one com-
munication interface for accepting messages from external
applications and a second which it uses to monitor the
system. The following subsections will provide an overview
of the function associated with each element in the archi-
tecture.

Software Architecture: Communications Server

[0132] In some implementations, the communication
server 1202 is responsible for monitoring communication
requests and monitoring for the loss of connection. In some
implementations, when a connection request is received, and
the communication channel has been secured the server will
create a connection thread to handle all subsequent commu-
nications. In some implementations, the same thread is never
used twice (e.g. each thread in every process is unique and
single use only with a different IP and handshake authenti-
cation).

[0133] The connection thread 1203 processes the mes-
sages received from the external app 1201. For this thread to
perform its functionality, the Data Configuration Singleton
1204 has to have been created. On receipt of a message the
connection thread 1203 will validate the message structure
against the message schema 1205, the thread will send a
response to the external app 1201 on the validity of the
message. Once the message is determined to be valid, the
connection thread 1203 will determine how the message is
to be processed, passing the processing of the message to the
appropriate processing thread. At this point, it will wait for
a processing result which it will then return to the external
app 1201.

[0134] The Database Processing Thread 1206 is created by
the Connection Thread 1203 once a message has been
identified as being a database processing message. This
thread will take the message data and use it to create a SQL
query for the message as defined in the Database Processing
Definition Configuration Data. After sending the query to
the database the thread will wait from the query result. On
receipt of the query result, the thread will build a message
result and return it to the connection thread 1203 before
closing.

[0135] The Hector database 1207 is configured with all the
tables used by Hector to 20 facilitate data requests from the
external application 1201. Access to the database 1207 is
only through sending valid SQL Queries. Any invalid query
will not return valid data to the data processing thread 1206.
[0136] The Internal Processing Thread 1208 is created by
the Connection Thread 1203 once a message has been
identified as being an internal processing message. This
thread 1208 will take the message data and build a result
based on the internal processing requested. The types of
internal functions that will be available through this thread
are date, time, etc. Once the thread has built and sent the
result to the connection thread, this thread will exit.

[0137] The Transaction Processing Thread 1209 is created
by the Connection Thread 1203 once a message has been
identified as being a transaction processing message. This
thread will take the message data and initiate the Transaction
Plugin 1210 which will perform all the steps associated with
performing a transaction. The thread will wait for a result
from the plugin, the result will then be returned to the
Connection Thread 1203 before this thread exits.
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[0138] The Transaction Plugin 1210 is intended to handle
all the transaction processing functionality for the external
application 1201. A plugin is used to isolating the transaction
processing from the core functionality of hector, as this is an
ever changing entity tied to how financial institutes update
and revise their method of transaction processing.

[0139] The Transaction Database 1211 is configured with
all the tables used by Hector to do transaction processing. It
is isolated from the Hector Database 1207 for security
reasons, but it is accessed in the same way.

[0140] Gateway Widget(s) 1212 are used to access a
specific gateway provider 1220. Each one can be customized
based on the specific interface details for the provider. This
method is transparent to the user and the external application
has the Transaction Plugin 1210 formats the data as appro-
priate for the provider.

[0141] The External Processing Thread 1213 is created by
the Connection Thread 1203 once a message has been
identified as being an external processing message. This
thread will take the message data and determine the method
of external processing as appropriate involving an external
program/script 1222. It is expected that external processing
will support php scripts, perl scripts, javascript and com-
mand line executables. Once the external processing is
determined and called, the thread will wait for a result for the
external processing. On receipt of the result the thread will
generate a result and return it to the connection thread,
before exiting.

Software Architecture: Data Configuration Singleton

[0142] There is a singleton class 1204 that holds all the
static configuration data for Hector, it is loaded into memory
when hector starts and can be accessed by any Hector thread
as appropriate.

[0143] The Message Schema 1205 is an XML schema file
that contains the definition of all messages used by hector.
The schema itself is validated for correctness at time of
loading into memory.

[0144] The Message Processing Definition 1214 is an
XML Configuration file that is used to determine how a
received message is to the processed and what data within
the message is used for processing.

[0145] The Transaction Processing Definition 1215 is an
XML Configuration file that is used to determine what
internal data is used by a gateway provider and how it is to
be structured for sending a message through to the gateway.
[0146] The Database Processing Definition is an XML
configuration file that is used 15 to translate incoming
messages to a SQL query and then SQL responses back into
a response message.

Software Architecture: Plugin Data Configuration Interface.

[0147] The Data Configuration singleton 1204 cannot be
accessed directly by a plugin. Thus, for all the plugin access
to the data, a plugin interface class 1221 is generated from
the Data Configuration Singleton 1204 allowing a hector
plugin indirect access to the configuration data.

Software Architecture: Monitor Communications Server

[0148] The monitoring communication thread 1216 is
used to allow connections from the external app and internal
threads for the purposes of monitoring and reporting on 25
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the health and security of the system. On connection the
server will create a Monitor Connection Thread.

[0149] The Monitor Connection Thread 1217, once cre-
ated, will check the message received for validity before
creating a Monitoring Thread to process the message.
[0150] The Monitoring Thread 1218 will process the mes-
sage received and perform the appropriate action associated
with the message. This thread will form the bases of the
attestation monitoring for hector and the external app.
[0151] The Monitoring Database 1219 will record all the
data associated with the monitoring of hector and the
external app. The data within the database can be used to
generate the attestation reporting guidelines.

Example Sequence Drawings

[0152] With reference to FIG. 13 through FIG. 22, shown
are sequence drawings showing example signaling and
processing for a financial transaction system. These
sequence drawings show interaction between a Felix SDK
(client device) and Hector (authentication server) as
described in further detail below. It is to be understood that
FIG. 13 through FIG. 22 are very specific and are provided
merely for illustrative purposes, and that other embodiments
are possible and within the scope of this disclosure.

Establish Connection

[0153] The following describes in detail the sequence
represented in FIG. 13:

[0154] Step 13-1: The Felix Application will request a
connection to Hector

[0155] Step 13-2: Hector will create a connection thread

[0156] Step 13-3: Hector will return a secure handshake
response to the Felix Application

[0157] Step 13-4: The Felix Application will confirm
this result (Handshake Result is True) with Hector
Assuming the Handshake Result is True:

[0158] Steps 13-5 & 13-6: Hector will create a secure
connection with the Felix Application

[0159] Steps 13-7 & 13-8: The Felix Application will
respond with an ApplicationiD

[0160] If the Handshake Result is False:

[0161] Step 13-9: The Hector connection thread will
close the connection with Hector

[0162] Step 13-10: Hector will close the connection
with the Felix Application

[0163] Step 13-11: If the Handshake Result was True
above, the Hector connection thread will return the
application]DResult (the session key) to the Felix
Application and the connection is established User
Login

[0164] The following describes in detail the sequence
represented in FIG. 14:

[0165] Step 14-1: The Felix Application will send user
login details via Hector to establish a Hector connec-
tion thread

[0166] Step 14-2: The Hector connection thread will
validate the message, returning three possible out-
comes—Generic response of False, user login response
of false or user login response of True

[0167] Step 14-3: If the response is a generic response
of False, a general error message of message structure
validation failed will be returned via the Felix Appli-
cation and this process ends
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[0168] Step 14-4: If the response is user login response
is False, an error message of message content valida-
tion failed will be returned via the Felix Application
and this process ends

[0169] Step 14-5: If the response is user login response
is True, a success message will be returned via the Felix
Application and the process continues

[0170] Step 14-6: The Hector connection thread will
now create a processing thread with the Hector Data-
base Processing Thread

[0171] Step 14-7: Hector Database Processing Thread
will build the Database query (DBQuery)

[0172] Step 14-8: Hector Database Processing Thread
will send the DBQuery to the Database with User
Login details

[0173] Steps 14-9 & 14-10: The Database will process
the query and return the response to the Hector Data-
base Processing Thread

[0174] Step 14-11: Hector Database Processing Thread
will return the login result to the Hector Connection
Thread

[0175] Step 14-12: The Hector Connection Thread will
return this login result to the Felix Application via
Hector

[0176] Step 14-13: The Hector Connection Thread will
generate a session key for the database query

[0177] Step 14-14: The Hector Connection Thread will
build the database query

[0178] Step 14-15: The Hector Connection Thread will
send the database query to the Database with the
session key

[0179] Steps 14-16 & 14-17: The Database will process
the query and send the database query response to the
Hector Connection Thread

[0180] Step 14-18: The Hector Connection Thread will
send the Session Key Details back to Hector

Initiate Transaction

[0181] The following describes in detail the sequence
represented in FIG. 15:

[0182] Step 15-1: The Felix Application will send a
request to initiate a transaction via Hector to the Hector
Connection Thread

[0183] Steps 15-2 & 15-3: The Hector Connection
Thread will validate the message and send a response
back to the Felix Application via Hector

[0184] Step 15-4: The Hector Connection Thread will
then create a processing thread for the transaction by
calling the Transaction Processing Thread

[0185] Step 15-5: The Transaction Processing Thread
will load the plugin for the transaction

[0186] Step 15-6: The Transaction Processing Thread
will then initiate the transaction with the Hector Trans-
action Plugin

[0187] Steps 15-7 & 15-8: The Hector Transaction
Plugin will initialize the transaction and will send a
response to the Transaction Processing Thread

[0188] Steps 15-9 & 15-10 The Transaction Processing
Thread will return this result to the Hector Connection
Thread, which will in turn send this response to the
Felix Application via Hector
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Tag Details

[0189] The following describes in detail the sequence
represented in FIG. 16:

[0190] Step 16-1: The Felix Application will send trans-
action details to the Hector Connection Thread via
Hector

[0191] Step 16-2: The Hector Connection Thread will
validate the message

[0192] Step 16-3: The Hector Connection Thread will
send the response to the Felix Application via Hector

[0193] Step 16-4: The Hector Connection Thread will
create a processing thread via the Transaction Process-
ing Thread

[0194] Steps 16-5 & 16-6: The Transaction Processing
Thread will load the transaction plugin module and
send transaction tag details

[0195] Step 16-7: The Hector Transaction Plugin will
validate the transaction key

[0196] If the transaction key is valid:

[0197] Step 16-8: The Hector Transaction Plugin will
store the transaction data

[0198] Step 16-9: The Hector Transaction Plugin will
return the transaction tag details result as True/Ac-
cepted

[0199] If the transaction key is not valid:

[0200] Step 16-10: The Hector Transaction Plugin will
return the transaction tag details result as False/Re-
jected

[0201] Step 16-11: The Hector Processing Thread will
return the transaction tag details result to the Hector
Connection Thread

[0202] Step 16-12: The Hector Connection Thread will
then return the transaction tag details result to the Felix
Application via Hector

PIN Details

[0203] The following describes in detail the sequence
represented in FIG. 17:

[0204] Step 17-1: The Felix Application will send trans-
action details to the Hector Connection Thread via
Hector

[0205] Step 17-2: The Hector Connection Thread will
validate the message

[0206] Step 17-3: The Hector Connection Thread will
send the response to the Felix Application via Hector

[0207] Step 17-4: The Hector Connection Thread will
create a processing thread via the Transaction Process-
ing Thread

[0208] Steps 17-5 & 17-6: The Transaction Processing
Thread will load the transaction plugin module and
send transaction tag details

[0209] Step 17-7: The Hector Transaction Plugin will
validate the transaction key If the transaction key is
valid:

[0210] Step 17-8: The Hector Transaction Plugin will
store the transaction data

[0211] Step 17-9: The Hector Transaction Plugin will
return the transaction tag details result as True/Ac-
cepted to the Hector Processing Thread

[0212] Step 17-10: The Hector Processing Thread will
pass this response back to the Hector Connection
Thread
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[0213] Step 17-11: The Hector Connection Thread will
pass this response back to the Felix Application via
Hector

[0214] If the transaction key is not valid:

[0215] Step 17-12: The Hector Transaction Plugin will
return the transaction tag details result as False/Re-
jected

[0216] Step 17-13: The Hector Processing Thread will
return the transaction tag details result to the Hector
Connection Thread

[0217] Step 17-14: The Hector Connection Thread will
then return the transaction tag details result to the Felix
Application via Hector

Signature Details

[0218] The following describes in detail the sequence
represented in FIG. 18:

[0219] Step 18-1: The Felix Application will send trans-
action sign details to the Hector Connection Thread via
Hector

[0220] Step 18-2: The Hector Connection Thread will
validate the message

[0221] Step 18-3: The Hector Connection Thread will
send the transaction sign response to the Felix Appli-
cation via Hector

[0222] Step 18-4: The Hector Connection Thread will
create a processing thread via the Transaction Process-
ing Thread

[0223] Step 18-5 & 18-6: The Transaction Processing
Thread will load the transaction plugin module and
send transaction tag details

[0224] Step 18-7: The Hector Transaction Plugin will
validate the transaction key

[0225] If the transaction key is valid:

[0226] Step 18-8: The Hector Transaction Plugin will
store the transaction data

[0227] Step 18-9: The Hector Transaction Plugin will
return the transaction sign details result as True/Ac-
cepted

[0228] If the transaction key is not valid:

[0229] Step 18-10: The Hector Transaction Plugin will
return the transaction sign details result as False/Re-
jected

[0230] Step 18-11: The Hector Processing Thread will
return the transaction sign details result to the Hector
Connection Thread

[0231] Step 18-12: The Hector Connection Thread will
then return the transaction sign details result to the
Felix Application via Hector

Process

[0232] The following describes in detail the sequence
represented in FIG. 19:

[0233] Step 19-1: The Felix Application will send a
process transaction request to the Hector Connection
Thread via Hector

[0234] Step 19-2: The Hector Connection Thread will
validate the message

[0235] Step 19-3: The Hector Connection Thread will
send the process transaction response to the Felix
Application via Hector
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[0236] Step 19-4: The Hector Connection Thread will
create a processing thread (type transaction) via the
Transaction Processing Thread

[0237] Steps 19-5 & 19-6: The Transaction Processing
Thread will load the transaction plugin module and
send a process transaction request to the Hector Trans-
action Plugin

[0238] Step 19-7: The Hector Transaction Plugin will
validate the transaction key

[0239] Step 19-8: If the transaction key is invalid the
Hector Transaction Plugin will send a result of False/
Rejected to the Hector Processing Thread

[0240] If the transaction key is valid:

[0241] Step 19-9: The Hector Transaction Plugin will
check the process flag If the flag is set to Cancel
Transaction

[0242] Steps 19-10 & 19-11: The Hector Transaction
Plugin will cancel the transaction send the response
back to the Transaction Processing Thread

[0243] If the flag is set to Process Transaction the Hector
Transaction Plugin will check EMV Processing (step 19-12)
and call one of three processes:

[0244] Step 19-13: Process as Card Not Present (see
FIG. 20)
[0245] Step 19-14: Process as Card Present—Signature

(see FIG. 21)

[0246] Step 19-15: Process ad Card Present—EMYV (see

FIG. 22) Card Not Present
[0247] The following describes in detail the sequence
represented in FIG. 20:

[0248] Step 20-1: The Hector Transaction Plugin will
receive a request to process a transaction as Card Not
Present

[0249] Step 20-2: The Hector Transaction Plugin will
build the transaction query

[0250] Step 20-3: The Hector Transaction Plugin will
send the dbquery (type transaction) to the Database

[0251] Step 20-4 & 20-5: The Database will process the
query and will return the query result

[0252] Step 20-6: The Hector Transaction Plugin will
then process the query result

[0253] Step 20-7: The Hector Transaction Plugin will
determine the Gateway Provider

[0254] Step 20-8: The Hector Transaction Plugin will
build the transaction data

[0255] Step 20-9: The Hector Transaction Plugin will
then send the transaction data to the Gateway Widget

[0256] Step 20-10: The Gateway Widget will send a
request to process the transaction data to the appropri-
ate Gateway

[0257] Step 20-11: The Gateway will process the trans-
action and send the result to the Gateway Widget

[0258] Step 20-12: The Gateway Widget will send this
result to the Hector Transaction Plugin

[0259] Step 20-13: The Hector Transaction Plugin will
process this result

[0260] Step 20-14: The Hector Transaction Plugin will
send a request to the Database to process the query

[0261] Steps 20-15 & 20-16: The Database will send the
result of the query back to the Hector Transaction
Plugin

[0262] Step 20-17: The Hector Transaction Plugin will
then send this result back to Transaction Processing
Thread
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[0263] Step 20-18: The Transaction Processing Thread
will then send this result back to the Hector Connection
Thread

[0264] Step 20-19: The Hector Connection Thread will
send the result of processing with Card Not Present
back to the Felix Application

Signature

[0265] The following describes in detail the sequence
represented in FIG. 21:

[0266] Step 21-1: The Hector Transaction Plugin will
receive a request to process a transaction as Card
Present—Signature

[0267] Step 21-2: The Hector Transaction Plugin will
check if signature data is available

[0268] If signature data is available:

[0269] Steps 21-3 & 21-4: The Hector Transaction
Plugin will send the dbquery (type transaction) to the
Database

[0270] Steps 21-5 & 21-6: The Database will process
the query and will return the query result

[0271] Step 21-7: The Hector Transaction Plugin will
then process the query result

[0272] Step 21-8: The Hector Transaction Plugin will
determine the Gateway Provider

[0273] Step 21-9: The Hector Transaction Plugin will
build the transaction data

[0274] Step 21-10: The Hector Transaction Plugin will
then send the transaction data to the Gateway Widget

[0275] Step 21-11: The Gateway Widget will send a
request to process the transaction data to the appropri-
ate Gateway

[0276] Step 21-12: The Gateway will process the trans-
action and send the result to the Gateway Widget

[0277] Step 21-13: The Gateway Widget will send this
result to the Hector Transaction Plugin

[0278] Step 21-14: The Hector Transaction Plugin will
process this result

[0279] Step 21-15: The Hector Transaction Plugin will
send a request to the Database to process the query

[0280] Steps 21-16 & 21-17: The Database will process
the query and will send the result of the query back to
the Hector Transaction Plugin If signature data is not
available:

[0281] Step 21-18: The Hector Transaction Plugin will
process Transaction as cancelled

[0282] Step 21-19: The Hector Transaction Plugin will
then send this result back to the Transaction Processing
Thread

[0283] Step 21-20: The Transaction Processing Thread
will send the result of processing to the Hector Con-
nection Thread

[0284] Step 21-21: The Hector Connection Thread will
send this result back to the calling Felix Application

EMV & PIN

[0285] The following describes in detail the sequence
represented in FIG. 22:

[0286] Step 22-1: The Hector Transaction Plugin will
receive a request to process a transaction as Card
Present—EMV

[0287] Step 22-2: The Hector Transaction Plugin will
check if tag data is available
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[0288] Step 22-3: The Hector Transaction Plugin will
check if PIN data is available
[0289] If PIN data is present:
[0290] Step 22-4: The Hector Transaction Plugin will
process the tag data
[0291] Step 22-5: The Hector Transaction Plugin will
build the transaction query
[0292] Step 22-6: The Hector Transaction Plugin will
send the dbquery (type transaction) to the Database
[0293] Steps 22-7 & 22-8: The Database will process
the query and will return the query result
[0294] Step 22-9: The Hector Transaction Plugin will
then process the query result
[0295] Step 22-10: The Hector Transaction Plugin will
determine the Gateway Provider
[0296] Step 22-11: The Hector Transaction Plugin will
build the transaction data details
[0297] Step 22-12: The Hector Transaction Plugin will
then send the transaction data to the Gateway Widget
[0298] Step 22-13: The Gateway Widget will send a
request to process the transaction data to the appropri-
ate Gateway
[0299] Step 22-14: The Gateway will process the trans-
action and send the result back to the Gateway Widget
[0300] Step 22-15: The Gateway Widget will send this
result to the Hector Transaction Plugin
[0301] Step 22-16: The Hector Transaction Plugin will
process this result
[0302] Step 22-17: The Hector Transaction Plugin will
send a request to the Database to finalise the transaction
[0303] Step 22-18 & 22-19: The Database will process
the query and will return the result of finalising the
transaction to the Hector Transaction Plugin
[0304] If PIN data is not present:
[0305] Step 22-20: The Hector Transaction Plugin will
call for processing as a Card Present & PIN transaction
[0306] If tag data is not available:
[0307] Step 22-21: The Hector Transaction Plugin will
process Transaction as cancelled
[0308] Step 22-22: The Hector Transaction Plugin will
then send this result back to the Transaction Processing
Thread
[0309] Step 22-23: The Transaction Processing Thread
will send the result of processing to the Hector Con-
nection Thread
[0310] Step 22-24: The Hector Connection Thread will
send this result back to the calling Felix Application

Additional Example Implementations

[0311] 29. A method for execution by a compression node,
comprising: receiving EMV (Europay, Mastercard and Visa)
data from a financial gateway; compressing the EMV data to
produce compressed EMV data; and transmitting the com-
pressed EMV data to an authentication server.

[0312] 30. The method of claim 29, wherein transmitting
the compressed EMV data comprises:

[0313] transmitting first compressed data used for
authentication before transmitting second compressed
data that is not used for authentication.

[0314] 31. The method of claim 30, wherein the first
compressed data comprises at least one of EMV card aid,
EMYV card track, and EMV dynamic data.
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[0315] 32. The method of claim 30, comprising: determin-
ing an order for the compressed EMV data by prioritizing
the first compressed data ahead of the second compressed
data.

[0316] 33. A non-transitory computer readable medium
having recorded thereon statements and instructions that,
when executed by a processor of a compression node,
implement the method of claim 29.

[0317] 34. A compression node comprising means for
implementing the method of claim 29.

[0318] 35. A compression node comprising means for
implementing the method of any one of claim 29.

0319] 36. A compression node comprising:
p prising
[0320] a network adapter;
[0321] compression circuitry coupled to the network

adapter and configured to:

[0322] receive, from a financial gateway via the net-
work adapter, EMV (Europay, Mastercard and Visa)
data;

[0323] compress the EMV data to produce com-

pressed EMV data; and transmit, to an authentication
server via the network adapter, the compressed EMV
data.
[0324] 37. The compression node of claim 35, wherein the
compression circuitry is configured to transmit the com-
pressed EMV data by transmitting first compressed data
used for authentication before transmitting second com-
pressed data that is not used for authentication.
[0325] Numerous modifications and variations of the pres-
ent disclosure are possible in light of the above teachings. It
is therefore to be understood that within the scope of the
appended claims, the disclosure may be practised otherwise
than as specifically described herein.

What is claimed is:

1. A method for execution by an authentication server,
comprising:

(1) receiving, from a client device, information for a

financial transaction;

(ii) executing in a kernel-based environment at least one

authentication step based on the information; and

(iii) transmitting, to a financial gateway, a request for the

financial transaction.

2. The method of claim 1, wherein:

receiving information comprises receiving personal iden-

tification data; and

executing at least one authentication step comprises gen-

erating a personal identification block based on the
personal identification data and additional information,
and

transmitting the personal identification block to the finan-

cial gateway.

3. The method of claim 2, wherein the personal identifi-
cation data comprises a PIN (personal identification num-
ber), and the personal identification block comprises a PIN
block.

4. The method of claim 2, wherein the personal identifi-
cation data comprises biometric data, and the personal
identification block comprises a biometric block.

5. The method of claim 2, wherein the request for the
financial transaction and the personal identification block are
transmitted together in a single message.

6. The method of claim 2, wherein the additional infor-
mation for the personal identification block comprises a
terminal key.
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7. The method of claim 6, wherein:

receiving information further comprises receiving user

login details; and

the terminal key is retrieved from a database using the

user login details.

8. The method of claim 7, wherein the authentication
server is a first server and the database is stored on a second
server separate from the first server.

9. The method of claim 6, wherein the additional infor-
mation for the personal identification block further com-
prises a card certificate and sequencing information.

10. The method of claim 9, further comprising:

acquiring the card certificate from a card issuer and

generating the sequencing information.

11. The method of claim 6, wherein:

receiving information further comprises receiving card

data; and

executing at least one authentication step further com-

prises:

sending the card data to the financial gateway;

receiving EMV (Europay, Mastercard and Visa) data from

the financial gateway responsive to the card data; and
processing the EMV data and authenticating the EMV
data using the terminal key.

12. The method of claim 11, wherein receiving the EMV
data comprises receiving data that has been compressed by
an intermediate node.

13. The method of claim 11, comprising:

receiving, from the financial gateway, a token generated

by the financial gateway based on the card data; and
providing the token to a card issuer for storage in a vault
for future use.

14. The method of claim 2, wherein a token previously
generated based on card data is stored in a vault of a card
issuer, and wherein:

executing at least one authentication step further com-

prises matching current data for the transaction against
previously stored data, releasing and obtaining the
token from the vault, and transmitting the token to the
financial gateway.

15. The method of claim 14, wherein matching the current
data against the previously stored data comprises:

matching current user login data against previously stored

login data; and/or

matching the personal identification data against previ-

ously stored personal identification data.

16. The method of claim 14, wherein executing at least
one authentication step further comprises comparing the
personal identification block to the token.

17. The method of claim 15, wherein the request for the
financial transaction, the personal identification block, and
the token are all transmitted together in a single message.

18. The method of claim 1, wherein:

receiving information comprises receiving user login

details and card data; and

executing at least one authentication step comprises:

retrieving a terminal key from a database using the user
login details;

sending the card data to the financial gateway;

receiving EMV (Europay, Mastercard and Visa) data
from the financial gateway responsive to the card
data; and

processing and authenticating the EMV data using the
terminal key.
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19. The method of claim 18, wherein receiving the EMV
data comprises receiving data that has been compressed by
an intermediate node.

20. The method of claim 1, further comprising:

receiving an encryption key from the client device; and

verifying, based on the encryption key, that the client
device may operate with the authentication server.

21. The method of claim 1, further comprising:

receiving, from the financial gateway, a result of the

financial transaction; and

transmitting, to the client device, the result of the financial

transaction.

22. The method of claim 1, wherein steps (i)-(iii) are
performed by an authentication server.

23. The method of claim 1, wherein steps (i)-(iii) are
implemented by a processor of a compression node, the
compression node comprising:

a network adapter; and

compression circuitry coupled to the network adapter and

configured to:

receive, from a financial gateway via the network
adapter, EMV (Europay, Mastercard and Visa) data;

compress the EMV data to produce compressed EMV
data; and

transmit, to an authentication server via the network
adapter, the compressed EMV data.

24. The method of claim 23, wherein the compression
circuitry is configured to transmit the compressed EMV data
by transmitting first compressed data used for authentication
before transmitting second compressed data that is not used
for authentication.

25. A non-transitory computer readable medium having
recorded thereon statements and instructions that, when
executed by a processor of an authentication server, perform
operations to:

receive, from a client device, information for a financial

transaction;

execute in a kernel-based environment at least one

authentication step based on the information; and
transmit, to a financial gateway, a request for the financial
transaction.
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26. An authentication server comprising:

a network adapter;

authentication circuitry coupled to the network adapter

and configured to:

receive, from a client device via the network adapter,
information for a financial transaction;

execute in a kernel-based environment at least one
authentication step based on the information; and

transmit, to a financial gateway via the network adapter,
a request for the financial transaction.

27. The authentication server of claim 26, wherein the
authentication circuitry is configured to receive a PIN (per-
sonal identification number) from the client device via the
network adapter, generate a PIN block based on the PIN and
additional information, and transmit the PIN block to the
financial gateway via the network adapter.

28. The authentication server of claim 26, wherein the
authentication circuitry is configured to receive biometric
data from the client device via the network adapter, generate
a biometric block based on the biometric data and additional
information, and transmit the biometric block to the finan-
cial gateway via the network adapter.

29. The authentication server of claim 26, wherein the
authentication circuitry is configured to:

receive, from the client device via the network adapter,

user login details and card data;

retrieve a terminal key from a database using the user

login details;

send, to the financial gateway via the network adapter, the

card data;

receive, from the financial gateway via the network

adapter, EMV (Europay, Mastercard and Visa) data
responsive to the card data; and

process and authenticate the EMV data using the terminal

key.

30. The authentication server of claim 26, wherein:

the authentication circuitry comprises a processor, and

the authentication server further comprises a non-transi-

tory computer readable medium having recorded
thereon statements and instructions that, when executed
by the processor, configures the processor as the
authentication circuitry.
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