»UK Patent  .,GB

<m2603652

(13)B

(45)Date of B Publication 30.08.2023

(54) Title of the Invention: S€CUTity screening of a universal serial bus device

(51) INT CL: GO6F 21/85 (2013.01) GO6F 21/00 (2013.01)
(21) Application No: 2202142.2 (72) Inventor(s):
Cesar Augusto Rodriguez Bravo
(22) Date of Filing: 28.10.2020 Rhonda Childress
Craig Trim
Date Lodged: 17.02.2022

(30) Priority Data:

(31) 16669581 (32) 31.10.2019 (33) US
(86) International Application Data:

PCT/1B2020/060093 En 28.10.2020

(87) International Publication Data:
WO02021/084436 En 06.05.2021

(43) Date of Reproduction by UK Office 10.08.2022

(56) Documents Cited:
EP 3179398 A1
CN 105718825 A
US 20180324179 A1

EP 2746956 A2
CN 103778081 A
US 20120311207 A1

(58) Field of Search:
As for published application 2603652 A viz:
INT CL GO6F
Other: CNPAT,CNKI, WPI, EPODOC
updated as appropriate

Additional Fields
Other: None

(73) Proprietor(s):
Kyndryl, Inc.
One Vanderbilt Avenue, 15th Floor, New York 10017,
United States of America

(74) Agent and/or Address for Service:

WP Thompson
138 Fetter Lane, LONDON, EC4A 1BT,
United Kingdom

g ¢99¢09¢ 99



1/5

NETWORKED COMPUTERS SYSTEM 100

SECURITY 104

CLIENT 106 CLIENT 108

DESCRIPTOR

STORE 105

CLIENT 110 CLIENT 11

SECURE SUB-SYSTEM 102

COMPUTING DEVICE 200
COMMUNICATION
UNIT ""Eg"ggY PERSISTENT STORAGE
202 — 210
RAM 230
SECURITY
PROCEZS(?;)R SET |+ CACHE PROGRAM
== - 232 300
/O INTERFACE SET - ACTIONS
206 302
A \
, \ USBDEVICE 216
DISPLAY EXTERNAL ROM 220
212 DEVICES

214 DESCRIPTORS
218

FIG. 1




2/5

250

Pravd

DETECT USB DEVICE |~—S255

!

IDENTIFY DESCRIPTOR DATA ON THE USB DEVICE |~—S260

!

READ INFO FROM ROM ON THE USB DEVICE [~S265

COMPARE DESCRIPTOR DATA TO HISTORICAL DESCRIPTOR DATA |~S270

!

ANALYZE INFO FROM ROM FOR CORRELATION ERRORS |~—S275

!

ASSIGN SECURITY SCORE BASED ON MATCHING
DESCRIPTORS AND CORRELATION ERRORS ~ [—S280

!

IDENTIFY SECURITY ACTIONS ASSIGNED SECURITY SCORE |~S285

!

TAKE SECURITY ACTIONS p~—S290

FIG. 2



3/5

SECURITY PROGRAM 300
DETECT MOD ANALYZE MOD
355 375
DESCRIPTOR MOD SECURITY SCORE MOD
360 380
ROM INFO MOD SECURITY ACTIONS MOD
365 385
COMPARE MOD ACTION MOD
370 390

FIG. 3




4/5

/\/400
( START )

USB DEVICE INSERTED [~ 402

READ INFORMATION FROM ROM |~ 404

CORRELATE ROM INFORMATION
AGAINST OTHER DESCRIPTOR |~ 406

408
THE YES CORRELATE AGAINST | 410
INFORMATION DATABASE OF KNOWN
MATCHES? TRAILS OF THREATS

412

THREAT

CREATE CONFIDENCE LEVEL YES DETECTED?

416~ BASED ON MISMATCHED DATA

TRIGGER THE REQUIRED CONTINUE WITH THE
418 — ACTION BASED ON THE LOAD OF DRIVERS |~ 414
CONFIDENCE LEVEL AND OTHER ACTIONS

po —

|
( END)

FIG. 4




5/5

DEVICE
DESCRIPTOR  [™—902
CONFIGURATION
DESCRIPTOR | 904
510
506 ?
INTERFACE HID
DESCRIPTOR DESCRIPTOR
ENDPOINT
DESCRIPTOR [~ 208

FIG. 5

/\/ 500

REPORT
DESCRIPTOR

~ 512

PHYSICAL
DESCRIPTOR

~ 514




SECURITY SCREENING OF A UNIVERSAL SERIAL BUS DEVICE

Technical Field

[0001] The present invention relates generally to the field of computer security, and more particularly to

securing a computer against keystroke injection tools.

BACKGROUND

[0002] A keystroke injection tool is often used to mimic a keyboard connection to a universal serial bus (USB)
port. The USB rubber ducky is a well-known keystroke injection tool disguised as a generic flash drive. Computers
recognize it as a regular keyboard and automatically accept its pre-programmed keystroke payloads. The USB

rubber ducky merely is plugged in, detected by the computer as a keyboard, and modern operating systems accept

the pre-programmed keystrokes from the device.

[0003] USB protocols can configure certain devices at startup or when they are plugged in at run time. The
USB devices are divided into various device classes for quick handling. Each USB device class defines common
behavior and/or protocols for devices serving similar functions. Examples and corresponding classes include: (i)
video monitor (display class); (ii) modem (communications class); (iii) speakers (audio class); (iv) hard drive (mass
storage class); and (v) data glove (human interface device (HID) class). The USB HID class consists primarily of
devices that are used by humans to control the operation of computer systems. Typical examples of USB HID
class devices include: (i) keyboards, computer mice, pointing devices, trackballs, and joysticks; (i) controls such as
remote controls, games, simulation devices (data gloves, throttles, steering wheels, and pedals); and (iii) other input
devices including: bar-code readers, thermometers, or voltmeters. Therefore, there is a need in the art to address

the aforementioned problem.

SUMMARY

[0004] Viewed from a first aspect, the present invention provides a computer-implemented method for a
security action, comprising: identifying a set of digital objects on a universal serial bus (USB) device to determine a
security record; assigning a security score to the USB device based on the determined security record; responsive

to the assigned security score, taking a security action.

[0005] Viewed from a further aspect, the present invention provides a system for a security action, the
system comprising: a processor; and a computer-readable storage medium storing program instructions which,

when executed by the processor, are configured to cause the processor to perform a method comprising: identifying



a set of digital objects on a universal serial bus (USB) device to determine a security record; assigning a security
score to the USB device based on the determined security record; responsive to the assigned security score,

taking a security action.

[0006] Viewed from a further aspect, the present invention provides a computer-implemented method
comprising: identifying a set of descriptors from descriptor fields on a universal serial bus (USB) device; comparing
each descriptor of the set of descriptors with a set of historic descriptors, the set of historic descriptors being
individually assigned a security score; reading read-only memory (ROM) information on the USB device; analyzing
the ROM information for congruity wherein a non-congruity is assigned a pre-defined security score; assigning a
security score to the USB device based on the comparing each descriptor and analysis of the ROM information, the
highest individual security score being the basis of the assighed security score; and responsive to the assigned

security score, taking a security action.

[0007] Viewed from a further aspect, the present invention provides computer-implemented method
comprising: reading read-only memory (ROM) information on a universal serial bus (USB) device; identifying, in the
ROM information, a set of trails of configuration files; identifying a set of indicators of compromise including pre-
determined trails of configuration files; determining a trail of the set of trails matches a pre-determined trail in the set
of indicators of compromise; identifying a security score associated with the pre-determined trail; and taking a

security action corresponding to the security score.

[0008] Viewed from a further aspect, the present invention provides computer-implemented method
comprising: identifying a set of device drivers stored on a universal serial bus (USB) device, identifying a set of
microcontroller device drivers; determining a device driver of the set of device drivers on the USB device matches a
microcontroller device driver of the set of microcontroller device drivers; identifying a security score associated with

the matching microcontroller device driver; and taking a security action corresponding to the security score.

[0009] Viewed from a further aspect, the present invention provides a computer program product for security
action, the computer program product comprising a computer readable storage medium readable by a processing
circuit and storing instructions for execution by the processing circuit for performing a method for performing the

steps of the invention.

[0010] Viewed from a further aspect, the present invention provides a computer program stored on a
computer readable medium and loadable into the internal memory of a digital computer, comprising software code

portions, when said program is run on a computer, for performing the steps of the invention.



[0011] In one aspect of the present invention, a computer-implemented method includes: (i) identifying a set
of descriptors from descriptor fields on a universal serial bus (USB) device; (i) comparing each descriptor of the set
of descriptors with a set of historic descriptors, the set of historic descriptors being individually assigned a security
score; (iii) reading read-only memory (ROM) information on the USB device; (iv) analyzing the ROM information for
congruity wherein a non-congrulity is assigned a pre-defined security score; (v) assigning a security score to the
USB device based on the comparing each descriptor and analysis of the ROM information, the highest individual
security score being the basis of the assigned security score; and (vi) responsive to the assigned security score,

taking a security action.

[0012] In another aspect of the present invention, a computer-implemented method includes: (i) reading read-
only memory (ROM) information on a universal serial bus (USB) device; (i) identifying, in the ROM information, a
set of trails of configuration files; (iii) identifying a set of indicators of compromise including pre-determined trails of
configuration files; (iv) determining a trail of the set of trails matches a pre-determined trail in the set of indicators of
compromise; (v) identifying a security score associated with the pre-determined trail; and (vi) taking a security

action corresponding to the security score.

In yet another aspect of the present invention, a computer-implemented method includes: (i) identifying a set of
device drivers stored on a universal serial bus (USB) device; (i) identifying a set of microcontroller device drivers;
(iii) determining a device driver of the set of device drivers on the USB device matches a microcontroller device
driver of the set of microcontroller device drivers; (iv) identifying a security score associated with the matching

microcontroller device driver; and taking a security action corresponding to the security score.

BRIEF DESCRIPTION OF THE SEVERAL VIEWS OF THE DRAWINGS

[0013] The present invention will now be described, by way of example only, with reference to preferred

embodiments, as illustrated in the following figures:

[0014] Figure 1 is a schematic view of a first embodiment of a system according to the present invention;
[0015] Figure 2 is a flowchart showing a method performed, at least in part, by the first embodiment system;
[0016] Figure 3 is a schematic view of a machine logic (for example, software) portion of the first embodiment
system;

[0017] Figure 4 is a flowchart view of a second embodiment of a method according to the present invention;
and

[0018] Figure 5is a flowchart view of a third embodiment of a method according to the present invention.



DETAILED DESCRIPTION

[0019] Universal serial bus (USB) devices are evaluated for access according to characteristics including
descriptors and ROM information. Descriptors are cross-references to historic descriptors known to be associated
with malicious or approved USB devices. ROM information is analyzed to determine congruity of data. Device
drivers and configuration files on the USB device are reviewed for indicators of compromise or threat and assigned
a corresponding security score. Security actions are taken according to a security score assigned according to
matching descriptors and analyzed ROM information. The present invention may be a system, a method, and/or a
computer program product. The computer program product may include a computer readable storage medium (or
media) having computer readable program instructions thereon for causing a processor to carry out aspects of the

present invention.

[0020] The computer readable storage medium can be a tangible device that can retain and store instructions
for use by an instruction execution device. The computer readable storage medium may be, for example, but is not
limited to, an electronic storage device, a magnetic storage device, an optical storage device, an electromagnetic
storage device, a semiconductor storage device, or any suitable combination of the foregoing. A non-exhaustive list
of more specific examples of the computer readable storage medium includes the following: a portable computer
diskette, a hard disk, a random access memory (RAM), a read-only memory (ROM), an erasable programmable
read-only memory (EPROM or Flash memory), a static random access memory (SRAM), a portable compact disc
read-only memory (CD-ROM), a digital versatile disk (DVD), a memory stick, a floppy disk, a mechanically encoded
device such as punch-cards or raised structures in a groove having instructions recorded thereon, and any suitable
combination of the foregoing. A computer readable storage medium, as used herein, is not to be construed as
being transitory signals per se, such as radio waves or other freely propagating electromagnetic waves,
electromagnetic waves propagating through a waveguide or other transmission media (e.g., light pulses passing

through a fiber-optic cable), or electrical signals transmitted through a wire.

[0021] Computer readable program instructions described herein can be downloaded to respective
computing/processing devices from a computer readable storage medium, or to an external computer or external
storage device via a network, for example, the Internet, a local area network, a wide area network, and/or a wireless
network. The network may comprise copper transmission cables, optical transmission fibers, wireless transmission,
routers, firewalls, switches, gateway computers, and/or edge servers. A network adapter card or network interface
in each computing/processing device receives computer readable program instructions from the network, and
forwards the computer readable program instructions for storage in a computer readable storage medium within the

respective computing/processing device.



24 04 23

[0022] Computer readable program instructions for carrying out operations of the present invention may be
assembler instructions, instruction-set-architecture (ISA) instructions, machine instructions, machine dependent
instructions, microcode, firmware instructions, state-setting data, or either source code or object code written in any
combination of one or more programming languages, including an object oriented programming language such as
Smalltalk (RTM), C+=+or the like, and conventional procedural programming languages, such as the "C"
programming language or similar programming languages. The computer readable program instructions may
execute entirely on the user's computer, partly on the user's computer, as a stand-alone software package, partly
on the user's computer and partly on a remote computer, or entirely on the remote computer or server. In the latter
scenario, the remote computer may be connected to the user's computer through any type of network, including a
local area network (LAN) or a wide area network (WAN), or the connection may be made to an external computer
(for example, through the Internet using an Internet Service Provider). In some embodiments, electronic circuitry
including, for example, programmable logic circuitry, field-programmable gate arrays (FPGA), or programmable
logic arrays (PLA) may execute the computer readable program instructions by utilizing state information of the
computer readable program instructions to personalize the electronic circuitry, in order to perform aspects of the

present invention,

[0023] Aspects of the present invention are described herein with reference to flowchart illustrations and/or
block diagrams of methods, apparatus (systems), and computer program products according to embodiments of the
invention. It will be understood that each block of the flowchart illustrations and/or block diagrams, and
combinations of blocks in the flowchart illustrations and/or block diagrams, can be implemented by computer

readable program instructions.

[0024] These computer readable program instructions may be provided to a processor of a general purpose
computer, special purpose computer, or other programmable data processing apparatus to produce a machine,
such that the instructions, which execute via the processor of the computer or other programmable data processing
apparatus, create means for implementing the functions/acts specified in the flowchart and/or block diagram block
or blocks. These computer readable program instructions may also be stored in a computer readable storage
medium that can direct a computer, a programmable data processing apparatus, and/or other devices to function in
a particular manner, such that the computer readable storage medium having instructions stored therein comprises
an article of manufacture, including instructions which implement aspects of the function/act specified in the

flowchart and/or block diagram block or blocks.

[0025] The computer readable program instructions may also be loaded onto a computer, other
programmable data processing apparatus, or other device to cause a series of operational steps to be performed

on the computer, other programmable apparatus, or other device to produce a computer implemented process,



such that the instructions which execute on the computer, other programmable apparatus, or other device

implement the functions/acts specified in the flowchart and/or block diagram block or blocks.

[0026] The flowchart and block diagrams in the Figures illustrate the architecture, functionality, and operation
of possible implementations of systems, methods, and computer program products according to various
embodiments of the present invention. In this regard, each block in the flowchart or block diagrams may represent a
module, segment, or portion of instructions, which comprises one or more executable instructions for implementing
the specified logical function(s). In some alternative implementations, the functions noted in the block may occur out
of the order noted in the Figures. For example, two blocks shown in succession may, in fact, be executed
substantially concurrently, or the blocks may sometimes be executed in the reverse order, depending upon the
functionality involved. It will also be noted that each block of the block diagrams and/or flowchart illustration, and
combinations of blocks in the block diagrams and/or flowchart illustration, can be implemented by special purpose
hardware-based systems that perform the specified functions, or acts, or carry out combinations of special purpose

hardware and computer instructions.

[0027] The present invention will now be described in detail with reference to the Figures. Figure 1is a
functional block diagram illustrating various portions of networked computers system 100, in accordance with one
embodiment of the present invention, including: secure sub-system 102; security sub-system 104; historic
descriptor store 105; client sub-systems 106, 108, 110, 112; communication network 114; computing device 200;
communication unit 202; processor set 204; input/output (I/0) interface set 206; memory device 208; persistent
storage device 210; display device 212; external device set 214; USB memory device 216; USB descriptors store
218, ROM 220; random access memory (RAM) devices 230; cache memory device 232; security program 300; and

security actions store 302,

[0028] Sub-system 102 is, in many respects, representative of the various computer sub-system(s) in the
present invention. Accordingly, several portions of sub-system 102 will now be discussed in the following

paragraphs.

[0029] Sub-system 102 may be a laptop computer, tablet computer, netbook computer, personal computer
(PC), a desktop computer, a personal digital assistant (PDA), a smart phone, or any programmable electronic
device capable of communicating with the client sub-systems via network 114. Program 300 is a collection of
machine-readable instructions and/or data that is used to create, manage, and control certain software functions

that will be discussed in detail below.

[0030] Sub-system 102 is capable of communicating with other computer sub-systems via network 114,

Network 114 can be, for example, alocal area network (LAN), a wide area network (WAN) such as the Internet, or a



combination of the two, and can include wired, wireless, or fiber optic connections. In general, network 114 can be
any combination of connections and protocols that will support communications between server and client sub-

systems.

[0031] Sub-system 102 is shown as a block diagram with many double arrows. These double arrows (no
separate reference numerals) represent a communications fabric, which provides communications between various
components of sub-system 102. This communications fabric can be implemented with any architecture designed
for passing data and/or control information between processors (such as microprocessors, communications and
network processors, etc.), system memory, peripheral devices, and any other hardware component within a system.

For example, the communications fabric can be implemented, at least in part, with one or more buses.

[0032] Memory 208 and persistent storage 210 are computer readable storage media. In general, memory
208 can include any suitable volatile or non-volatile computer readable storage media. It is further noted that, now
and/or in the near future: (i) external device(s) 214 may be able to supply, some or all, memory for sub-system 102,

and/or (ji) devices external to sub-system 102 may be able to provide memory for sub-system 102.

[0033] Program 300 is stored in persistent storage 210 for access and/or execution by one or more of the
respective computer processors 204, usually through one or more memories of memory 208. Persistent storage
210: (i) is at least more persistent than a signal in transit; (i) stores the program (including its soft logic and/or data),
on a tangible medium (such as magnetic or optical domains); and (iii) is substantially less persistent than
permanent storage. Alternatively, data storage may be more persistent and/or permanent than the type of storage

provided by persistent storage 210.

[0034] Program 300 may include both machine readable and performable instructions, and/or substantive
data (that is, the type of data stored in a database). |n this particular embodiment, persistent storage 210 includes
amagnetic hard disk drive. To name some possible variations, persistent storage 210 may include a solid state
hard drive, a semiconductor storage device, read-only memory (ROM), erasable programmable read-only memory
(EPROM), flash memory, or any other computer readable storage media that is capable of storing program

instructions or digital information.

[0035] The media used by persistent storage 210 may also be removable. For example, a removable hard
drive may be used for persistent storage 210. Other examples include optical and magnetic disks, thumb drives,
and smart cards that are inserted into a drive for transfer onto another computer readable storage medium that is

also part of persistent storage 210.



[0036] Communications unit 202, in these examples, provides for communications with other data processing
systems or devices external to sub-system 102, In these examples, communications unit 202 includes one or more
network interface cards. Communications unit 202 may provide communications through the use of either, or both,
physical and wireless communications links. Any software modules discussed herein may be downloaded to a
persistent storage device (such as persistent storage device 210) through a communications unit (such as

communications unit 202).

[0037] /0 interface set 206 allows for input and output of data with other devices that may be connected
locally in data communication with computer 200. For example, I/O interface set 206 provides a connection to
external device set 214. External device set 214 will typically include devices such as a keyboard, keypad, a touch
screen, and/or some other suitable input device. USB memory device 216 will typically be portable computer
readable storage media such as, for example, a thumb drive, a portable optical or magnetic disk, or a memory card.
Software and data used to practice embodiments of the present invention, for example, program 300, can be stored
on such portable computer readable storage media, such as USB descriptors store 218. In these embodiments the
relevant software may (or may not) be loaded, in whole or in part, onto persistent storage device 210 via I/O

interface set 206. /O interface set 206 also connects in data communication with display device 212,

[0038] Display device 212 provides a mechanism to display data to a user and may be, for example, a

computer monitor or a smart phone display screen.

[0039] The programs described herein are identified based upon the application for which they are
implemented in a specific embodiment of the present invention. However, it should be appreciated that any
particular program nomenclature herein is used merely for convenience, and thus the present invention should not

be limited to use solely in any specific application identified and/or implied by such nomenclature.

[0040] Security program 300 operates to identify USB threats at the time the USB device is plugged into the
USB interface of the computer. Reference is made to certain characteristics of legitimate and/or malicious USB
devices. Upon matching at least one target characteristic with the USB device, decisions are made regarding the

likelihood that the USB device is safe for allowing access to the computer system.

[0041] Some embodiments of the present invention recognize the following facts, potential problems and/or
potential areas for improvement with respect to the current state of the art: (i) the USB rubber ducky has a simple
scripting language, formidable hardware, and covert design; (i) nearly every computing device from desktop to
smartphone accepts human input from keyboards; (jii) the ubiquitous USB HID standard makes nearly universal

use possible; (iv) conventional approaches to address threats from USB HID simulation is to disable USB ports



reverting back to hard wired computer mice and keyboards; and/or (v) it is very easy to convert a traditional USB

storage device into a keystroke injection tool.

[0042] Some embodiments of the present invention are directed to providing a system and method to fix some

vulnerabilities on the human interface device (HID) class of devices.

[0043] Some embodiments of the present invention introduce a set of extensions to the HID class of devices
that resists attacks from non-HID devices such as the USB rubber ducky while maintaining viability of the USB ports

on computing devices.

[0044] Security screening may be accomplished with respect to the various descriptors stored on USB
devices and readable when plugged into a USB port on a computing device. Some embodiments of the present
invention use descriptors to identify potential USB HID threats. Standard USB device descriptor fields may include,

for example: (i) class; (i) subclass; (iii) vendor; (iv) product; and/or (v) version.

[0045] Some embodiments of the present invention compare the USB descriptor fields of a new USB device
to allist of potentially dangerous USB descriptors historically found on malicious devices. Descriptors such as “USB
Rubber Ducky” or “Bad-USB” may allow a system to determine that the inserted device is a dangerous USB device.
If the descriptor field “bCountryCode” is often the same on USB devices used as keystroke injection tools, that
descriptor field would be a good parameter for identifying those malicious devices. Additionally, some
embodiments of the present invention are configured to include or exclude some descriptor fields as required by the

administrator to, for example, reduce false positives.

[0046] Some embodiments of the present invention consider functional characteristics associated with a class
of devices. The HID standard uses a descriptor, or class, to determine the function of a device. Descriptors that
indicate function include: audio device, input device, and mass storage device. Additionally, the HID standard uses
protocols to handle different classes of devices, for example protocol 1 may be applied to a keyboard device and

protocol 2 may be applied to a mouse device.

[0047] Some embodiments of the present invention are directed to making a determination on the likelihood
that an HID class device is being simulated by another, possibly malicious device. By collecting information from
any newly connected USB device, the information may be cross-referenced against a database having descriptors
or other information identifying known malicious USB devices. When a match is made with the database, a security
score is applied. In some embodiments, the security score is numeric and applies individually to each match made.
In some embodiments, for each matching descriptor identified, a corresponding confidence score is applied to the

device. The aggregate confidence score is used to determine a responsive action. For example: (i) if confidence
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level = 100, then block the port and trigger alert (user, management, security); (ii) if confidence level = 100, then
block the user; (iii) if confidence level > 75, trigger alert to user; and/or (iv) if confidence level > 75, send a security
event (such as a security information and event management (SIEM) product). In that way, the sum of the
individual security scores provide for the determination of a confidence level for the newly connected USB device.
Additionally, some embodiments of the present invention are configured to include or exclude some descriptor fields

to, for example, reduce false positives.

[0048] Some embodiments of the present invention are directed to identifying malicious USB devices by
checking trails on a USB random access memory (ROM). Information is read from the ROM to create a set of
correlations to determine if a USB device was madified, or hacked, and converted into a “Bad-USB” or any other
type of malicious code injector. For example: (i) if the field “manufacturer” is Acme and Acme only manufacture
mass storage USB, but the installed device is configured as an input device (keyboard); and (i) if the code in the

ROM is related to a mass storage USB device, but the installed device is configured as an input device (keyboard).

[0049] When any alteration on the USB device is detected, a course of action will begin, the actions including:
(i) analyzing the potential threat to create a confidence level of the possible danger of the USB device; and (ii)

executing a given set of security actions based on the confidence level.

[0050] Some embodiments of the present invention execute security-related tasks before loading the drivers
and/or executing code on the firmware of the USB device. By following this course of action, some embodiments of

the present invention prevent malicious code from entering the computing device.

[0051] Some embodiments of the present invention resist receipt of unwanted code injection with precautions
that include: (i) the use of confidence levels to determine an appropriate security action to be performed; (i) the use
of HID Classes to determine the original function of a USB device when inserted into a USB port; (iii) the correlation
of the metadata obtained from the USB HID class device against an action performed by the devics; (iv) the scan of
trails of known configuration file threats on the USB device; and/or (v) the scan of trails from the device ROM

(device manufacturer) to correlate the data obtained against the function of the USB device.

[0052] Figure 2 shows flowchart 250 depicting a first method according to the present invention. Figure 3
shows program 300 for performing at least some of the method steps of flowchart 250. This method and
associated software will now be discussed, over the course of the following paragraphs, with extensive reference to

Figure 2 (for the method step blocks) and Figure 3 (for the software blocks).

[0053] Processing begins at step S255, where detect module (‘mod”) 355 detects a USB device is inserted
into a USB port. In this example, USB device 215 is inserted into I/O interface 206 of computing device 200 (Figure
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1). Upon detecting the insertion of a USB device into the USB port, detect mod holds automatic reading or
processing the USB device while triggering a series of evaluation steps that follow. Evaluation is performed to
determine whether or not to grant access to the USB device for the operations on the computing device. |n that

way, a USB device is effectively cleared for access.

[0054] Processing proceeds to step S260, where descriptor mod 360 identifies descriptor data on the USB
device. Descriptor data stored, for example, in USB descriptors store 218 (Figure 1) include populated data fields
identifying the USB device. Data fields for descriptors may include, but are not limited to: (i) class; (i) subclass; (iii)

vendor; (iv) product; and/or (v) version.

[0055] Processing proceeds to step S265, where ROM information mod 365 reads information from the ROM
on the USB device. In this example, ROM 220 includes ROM information about USB device 216. Information of
interest on the ROM includes, but is not limited to: (i) manufacturer; (i) program code; (iii) configuration data; and/or

(iv) modification trail data.

[0056] Processing proceeds to step S270, where compare mod 370 compares descriptor data to historical
descriptor data. In this example, historical descriptor data is stored in descriptor store 105 on security sub-system
104 (Figure 1). Historical descriptor data is associated with either passing or failing indicators. Passing indicators
suggest that the associated USB device is not a suspect device. Failing indicators suggest that the associated USB
device is a suspect device. For each descriptor stored in the database, a security score is assigned. When a
matching descriptor is found, the associated security score may be used in calculating the security score of the
USB device. Historical descriptor data is based on known malicious and not-malicious USB devices. Certain
descriptors often found to be associated with malicious USB devices is recorded in the database. Further, in some
embodiments, certain descriptors often found on legitimate USB devices is recorded along with a security score

indicative of a positive result, or secure device.

[0057] Processing proceeds to step S275, where analyze mod 375 analyzes ROM information for correlation
errors. Correlation errors may refer to failure to align one piece of ROM information with another, such as a
manufacturer being identified who does not make the class of USB device represented by the descriptor data
collected in step S260 or represented in the ROM information. Other correlation errors are found when analysis
reveals that program code is not related to the class of USB device represented by the descriptor data collected in
step S260 or represented in the ROM information. Correlation errors may also be indicated by a level of congruity
in the ROM information. This level may reflect a simple two-part test, congruent or not congruent. Alternatively, a

degree of congruity is considered, and a corresponding security score reflects the degree of congruity.
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[0058] Processing proceeds to step S280, where security score mod 380 assigns a security score to the USB
device based on matching descriptors and correlation errors. For each matching descriptor, the corresponding
security score is associated with the USB device. In this example, the security score is numeric such that multiple
security scores may produce a sum, or aggregate security score. Alternatively, the security score is taken alone for
each matching descriptor and a highest ranked security score is the basis for granting or denying access to the
computing system. Correlation errors may also be associated with a security score. When correlation errors
generate security scores, the score may be included in the sum for determining an aggregate security score.
Alternatively, any correlation error results in a particular security score that is then ranked along with the other
security scores identified from the matching descriptors and action is taken according to the highest-ranking

security score.

[0059] Processing proceeds to step S285, where security actions mod 385 identifies security actions for the
assigned security score. In this example, security actions are correlated to security scores in security actions store
302 (Figure 1). In some embodiments, a range or relatively low scores lead to a set of security actions and a range
of relatively high scores lead to another set of security actions. In some embodiments each possible score is
associated with a set of security actions. Such an embodiment would work well where the highest-ranking score is
the security score and would precisely correlate to a particular set of security actions. Where aggregate security

scores are used, the application of ranges of values may be found to be easier to practice.

[0060] Processing ends at step S290, where action mod 390 takes the identified set of security actions.
Various security actions may be grouped together in a set of security actions such that more than one action is
taken. Security actions include, but are not limited to: (i) blocking the USB port; (ii) sending an alert to the user; (iii)
sending an alert to a designated security office; (iv) blocking access to a user associated with the USB device; (v)
generating a security event via a SIEM product; (vi) allowing access to the computing system; and/or (vii) granting

limited access to particular functions/operations of the computing system.

[0061] Figure 4 shows flowchart 400 depicting a second method according to an embodiment of the present
invention. This method may be implemented on networked computers system 100 (Figure 1) or other computing

systems known in the art.

[0062] Processing begins at step 402, where a USB device is inserted into a USB port. When the USB device
is inserted, the computing system operating according to some embodiments of the present invention detects the
insertion and initiates the process of determining whether or not to load drivers or allow operations or actions to be
taken by the USB device.

[0063] Processing proceeds to step 404, where information is read from the ROM on the inserted USB device.
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[0064] Processing proceeds to step 406, where the read information is correlated against other ROM
information and any USB device descriptors. A failure of correlating the read information within itself and with

device descriptors is a strong indication that the USB device has been altered.

[0065] Processing proceeds to step 408, where a determination is made as to whether the information
available on the USB device matches or is congruent. If congruent, processing proceeds to step 410. If not

congruent, processing proceeds to step 416.

[0066] Following the “yes’ branch, processing proceeds to step 410, where the read information is correlated
against a database of known configuration files, morphing indicators of compromise, of USB devices that should not
be given access to the computing system. Example files include; “script.bin” files; “.ino” files; “.h" files; and “.cpp’

files.

[0067] Processing proceeds to step 412, where a determination is made as to whether or not a correlation to
known threats is determined or detected. If yes, processing proceeds to step 416. If not, processing proceeds to
step 414,

[0068] Following the “no” branch, processing ends at step 414, where the computing system proceeds to
continue with the load of drivers and other actions accepting the USB device as legitimate and not a threat to

security.

[0069] Referring now to the “no” branch from step 408, processing proceeds to step 416. It should be noted
also that the “yes’ branch from step 412 also proceeds to step 416. At step 416, the computing system creates a
confidence level for the USB device based on the mismatched data. In some embodiments of the present
invention, the confidence level is adjusted according to a degree of mismatch. Alternatively, any degree of

mismatch receives one confidence level and a lack of mismatch receives another confidence level.

[0070] Processing ends at step 418, where a required action is triggered according to the confidence level
created at step 416. Some embodiments of the present invention apply pre-defined actions for each confidence
level. In that way, the confidence level is alighed with a particular required action, so that action is taken
automatically upon determination of the confidence level. Alternatively, a confidence level is reported to a user for

corrective action.

[0071] Figure 5 shows flowchart 500 depicting descriptor-based processing of a human interface device (HID)
for determining a confidence level that an inserted USB device is actually an HID device and not a threat. A USB

storage device emulating an HID device would be detected with reference to the descriptors and would be blocked
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from access to the computing system. It should be noted that a USB device may have only one or multiple

configurations on the configuration descriptor. The class of the USB device is defined on the interface descriptor.

[0072] Processing begins at step 502 where the device descriptor is retrieved from the USB device.
[0073] Processing proceeds to step 504 where the configuration descriptor is retrieved from the USB device.
[0074] Processing proceeds to step 506 where the interface descriptor is retrieved from the USB device. The

interface descriptor, in addition to disclosing the class of device, includes usage data that may be helpful in

identifying the type of device being inserted into the USB port.

[0075] Processing proceeds to step 510 where the human interface descriptor (HID) is identified from the
interface descriptor data retrieved in step 506. The HID descriptor is a hard-coded array of bytes that describe data
packets. The data packets data includes: how many packets the device supports, how large are the packets, and

the purpose of each byte and bit in the packet.

[0076] Processing proceeds to step 512 where the report descriptor of the HID. HID devices send data to the
host computing device using reports. The report descriptor tells the host computing device how to interpret the data
sent by the HID.

[0077] Processing proceeds to step 514 where the physical descriptor of the HID. HID usages are organized
into usage pages of related controls. The usage page and usage |D define a unique constant that describes a

particular type of control including whether the device is a physical input device (PID).

[0078] Processing ends at step 508 where the endpoint descriptor is retrieved from the USB device. An
endpoint descriptor includes information including: endpoint address, type, direction, and amount of data the

endpoint can handle. The data transfers to the endpoint are based on that information.

[0079] Some embodiments of the present invention are directed to detecting a USB device that has been
altered or hacked. Those devices that are altered are deemed to be suspect and will not be allowed access to the
computing system. Some embodiments of the present invention use functional characteristics and USB device
classes to detect suspect USB devices. Some embodiments of the present invention use the non-volatile data in
the ROM to determine if a USB device was hacked and modified. If deemed to be hacked, the USB device is not
permitted access to the computing system. Some embediments of the present invention are directed to using USB
device descriptors stored in ROM to determine if the connected USB device is a suspect code injector not to be

granted access. Some embodiments of the present invention are directed to creating a confidence score to
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determine a probability of a threat from the installed USB device. Some embodiments of the present invention use
the confidence score to determine the security action to be trigger. A correlation between confidence score and
security action is stored for taking pre-determined security actions automatically upon determining the confidence
score. Additionally, some embodiments enable inclusion and/or exclusion of certain factors in determining a

confidence score.

[0080] Some embodiments of the present invention are directed to a method for determining whether a
microcontroller is being used to emulate a keyboard, the method comprising: detecting that a USB device has been
connected to a computer system; and triggering a predetermined security action if one or more of the following
oceur: (i) the USB device is determined to have a certain number (or percentage) of USB descriptors that do not
match known USB descriptors for keyboards; (ii) the USB device is determined to have a device driver that matches
a known device driver for a microcontroller device (e.g., an Arduino (RTM) device such as CH3430, FT232RL,
ATMEGA16u2, and ATMega32U4); and (iii) a keyboard device driver is detected as being connected to the
computer system within a predetermined time window (e.g., 10 seconds) after the USB device is detected. The
duration of the time window supports an inference that the USB device is a keyboard. Alternatively, a delay for the
duration of the time window before granting access to the USB device, which presents itself as a keyboard device,
provides an opportunity for an additional keyboard device to be detected, leading to an inference that one of the two

is merely a simulation of a keyboard and further analysis of the devices should be performed.

[0081] Some embodiments of the present invention are directed to a method for determining whether a USB
device has been tampered with, the method comprising: detecting, by a computer, that a USB device has been
inserted into a USB port of the computer; reading, by the computer, USB device descriptors of the USB device and
Read Only Memory (ROM) information of the USB device; in response to determining that the USB device
descriptors and the ROM information are consistent with each other, comparing the USB device descriptors to a
database of known dangerous USB device descriptors; and in response to determining that the USB device
descriptors do not match any of the known dangerous USB device descriptors, loading, by the computer, the device

drivers for the USB device and allowing the USB device to be accessed by a user of the computer.

[0082] Some embodiments of the present invention are directed to a method for determining whether a USB
device has been tampered with, the method comprising: in response to determining that the USB device descriptors
and the ROM information are not consistent with each other, determining a confidence level of malicious activity
based on the difference between the USB device descriptors and the ROM information, and in response to the
confidence level exceeding a threshold, triggering a security action prior to the computer loading the device drivers
for the USB device.
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[0083] Some embodiments of the present invention are directed to a method for determining whether a USB
device has been tampered with, the method comprising: in response to determining that the USB device descriptors
match known dangerous USB device descriptors, determining a confidence level of malicious activity based on the
amount of the match between the USB device descriptors and the known dangerous USB device descriptors; and
in response to the confidence level exceeding a threshold, triggering a security action prior to the computer loading

the device drivers for the USB device.

[0084] Some embodiments of the present invention may include one, or more, of the following features,
characteristics and/or advantages: (i) stops the injection of code before the injection starts, effectively eliminating
the risk of the computing device being infected; and/or (i) works with any known threats that convert standard USB

thumb drives into a code injection tool.

[0085] Some embodiments of the present invention are directed to a computer program product comprising a
computer-readable storage medium having a set of instructions stored therein which, when executed by a
processor, causes the processor to take security actions according to a security score by: identifying a set of
descriptors from descriptor fields on a universal serial bus (USB) device; comparing each descriptor of the set of
descriptors with a set of historic descriptors, the set of historic descriptors being individually assigned a security
score; reading read-only memory (ROM) information on the USB device; analyzing the ROM information for
congruity wherein a non-congrulity is assigned a pre-defined security score; assigning a security score to the USB
device based on the comparing each descriptor and analysis of the ROM information, the highest individual security
score being the basis of the assigned security score; and responsive to the assigned security score, taking a

security action.

[0086] Some embodiments of the present invention take security actions according to a security score by

detecting the USB device inserted into a USB port.

[0087] Some embodiments of the present invention are directed to security actions granting access to the

computing system.

[0088] Some embodiments of the present invention are directed to security actions blocking the USB port
from use by the USB device.
[0089] Some embodiments of the present invention are directed to assigning a security score to the USB

device includes aggregating the assigned security scores for each historic descriptor matching a descriptor in the

set of descriptors to generate a combined security score for the USB device.
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[0090] Some embodiments of the present invention are directed to taking security actions according to a
security score by determining the security action by reference to a table associating a set of security actions,
including the security action, with ranges of values of combined security scores, including the combined security

score.

[0091] Some embodiments of the present invention are directed to a computer system comprising: a
processor(s) set; and a computer readable storage medium having program instructions stored therein; wherein;
the processor set executes the program instructions that cause the processor set to take security actions according
to a security score by: identifying a set of descriptors from descriptor fields on a universal serial bus (USB) device;
comparing each descriptor of the set of descriptors with a set of historic descriptors, the set of historic descriptors
being individually assigned a security score; reading read-only memory (ROM) information on the USB device;
analyzing the ROM information for congruity wherein a non-congrulity is assigned a pre-defined security score;
assigning a security score to the USB device based on the comparing each descriptor and analysis of the ROM
information, the highest individual security score being the basis of the assigned security score; and responsive to

the assigned security score, taking a security action.

[0092] Some helpful definitions follow:

Present invention:

should not be taken as an absolute indication that the subject matter described by the term “present
invention” is covered by either the claims as they are filed, or by the claims that may eventually issue after patent
prosecution; while the term “present invention” is used to help the reader to get a general feel for which disclosures
herein that are belisved as maybe being hew, this understanding, as indicated by use of the term “present
invention,” is tentative and provisional and subject to change over the course of patent prosecution as relevant
information is developed and as the claims are potentially amended.

Embodiment:

see definition of “present invention” above — similar cautions apply to the term “embodiment.”

and/or; inclusive or; for example, A, B “and/or’ C means that at least one of A or B or C is true and
applicable.

User / subscriber:

includes, but is not necessarily limited to, the following: (i) a single individual human; (i) an artificial
intelligence entity with sufficient intelligence to act as a user or subscriber; and/or (iii) a group of related users or
subscribers.

Module / Sub-Module:

any set of hardware, firmware and/or software that operatively works to do some kind of function, without
regard to whether the module is; (i) in a single local proximity; (i) distributed over a wide area; (iii) in a single

proximity within a larger piece of software code; (iv) located within a single piece of software code; (v) located in a
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single storage device, memory or medium; (vi) mechanically connected; (vii) electrically connected; and/or (viii)
connected in data communication.

Computer:

any device with significant data processing and/or machine readable instruction reading capabilities
including, but not limited to: desktop computers, mainframe computers, laptop computers, field-programmable gate
array (FPGA) based devices, smart phones, personal digital assistants (PDAs), body-mounted or inserted

computers, embedded device style computers, application-specific integrated circuit (ASIC) based devices.
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CLAIMS

1. A computer-implemented method for a security action, comprising:

identifying a set of descriptors from descriptor fields on a universal serial bus, USB, device;

comparing each descriptor of the set of descriptors with a set of historic descriptors, the set of historic
descriptors being individually assigned a first security score;

reading read-only memory, ROM, information on the USB device; and

analyzing the ROM information for congruity wherein a non-congruity is assigned a pre-defined security
score; and

assigning a second security score to the USB device based on the comparing each descriptor and
analysis of the ROM information, the second security score based in part on aggregating the assigned first security
scores for each historic descriptor matching a descriptor in the set of descriptors to generate a combined security

score for the USB device; and responsive to assigning the second security score, taking a security action.

2. The computer-implemented method of claim 1, wherein the security action is granting access to the

computing system.

3. The computer-implemented method of either of the preceding claims, further comprising:

detecting the USB device inserted into a USB port.

4, The computer-implemented method of claim 3, wherein the security action is blocking the USB port from
use by the USB device.
5. The computer-implemented method of any of the preceding claims, further comprising:

determining the security action by reference to a table associating a set of security actions, including the

security action, with a range of security scores, including the security score.

6. The computer-implemented method of claim 1, further comprising:
determining the security action by reference to a table associating a set of security actions, including the

security action, with ranges of values of combined security scores, including the combined security score.

7. A system for a security action, the system comprising:
a processor; and
a computer-readable storage medium storing program instructions which, when executed by the
processor, are configured to cause the processor to perform a method comprising:
identifying a set of descriptors from descriptor fields on a universal serial bus, USB, device;
comparing each descriptor of the set of descriptors with a set of historic descriptors, the set of historic

descriptors being individually assigned a first security score;
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reading read-only memory, ROM, information on the USB device; and

analyzing the ROM information for congruity wherein a non-congruity is assigned a pre-defined security
score; and

assigning a second security score to the USB device based on the comparing each descriptor and
analysis of the ROM information, the second security score based in part on aggregating the assigned first security
scores for each historic descriptor matching a descriptor in the set of descriptors to generate a combined security
score for the USB device; and

responsive to assigning the second security score, taking a security action.

8. The system of claim 7, wherein the security action is granting access to the computing system.

9. The system of either of claims 7 or 8, further comprising:

detecting the USB device inserted into a USB port.

10. The system of any of claims 7 to 9, wherein the security action is blocking the USB port from use by the
USB device.
1. The system of any of claims 7 to 10, further comprising:

determining the security action by reference to a table associating a set of security actions, including the

security action, with a range of security scores, including the security score.

12. The system of claim 7, further comprising:
determining the security action by reference to a table associating a set of security actions, including the

security action, with ranges of values of combined security scores, including the combined security score.

13. A computer program product for a security action, the computer program product comprising:
a computer readable storage medium readable by a processing circuit and storing instructions for

execution by the processing circuit for performing a method according to any of claims 1 to 6.

14, A computer program stored on a computer readable medium and loadable into the internal memory of a
digital computer, comprising software code portions, when said program is run on a computer, for performing the

method of any of claims 1 to 6.
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