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SYSTEMS AND METHODS FOR MODELING tool , and a client system is disclosed . The method comprises 
AND GENERATING TEST REQUIREMENTS retrieving modeling requirements of software , wherein the 

FOR SOFTWARE APPLICATIONS modeling requirements are specified in the form of one or 
more use cases for contract pricing ; receiving , via a graphi 

RELATED APPLICATIONS 5 cal user interface , a user's selection of one or more portions 
of previously - created models ; generating , using the model 

This application claims the benefit of U.S. Provisional ing tool , a tree graph model based on the modeling require 
Application No. 61 / 006,187 filed Dec. 28 , 2007 , entitled ments and the one or more user - selected portions of previ 
" Systems and Methods of Modeling and Generating Test ously - created models , wherein the tree graph model 
Requirements for Software Applications , ” which is incor- 10 comprises one or more details for uncovering bugs or errors 
porated herein by reference in its entirety . of the software ; analyzing the tree graph model and verify 

ing complete path coverage for the modeling requirements , 
TECHNICAL FIELD by determining whether predicate and clause coverage cri 

teria of the tree graph model yields n + 1 truth values , wherein 
The present disclosure generally relates to the process of 15 n is a number of clauses in a predicate of a logical expression 

software development , and more particularly to systems and in the tree graph model ; generating a plurality of test paths 
methods for modeling and generating test requirements for for traversing the tree graph model , wherein the plurality of 
software applications . test paths uncover unhandled exceptions corresponding to 

the bugs or errors ; testing the modeling requirements by : 
BACKGROUND 20 selecting , using an algorithm based on the tree graph model , 

a test path among the plurality of test paths ; storing , in a 
The process of software development may include the memory , data associated with one or more expected out 

following general steps : requirements gathering ; developing comes from traversing the selected test path ; generating , 
use cases to document the requirements ; modeling the use using an algorithm and based on the selected test path , one 
cases ; coding the software ; and testing the software . 25 or more data values that cause the processor to traverse one 
Depending on the size and budget of the software develop- or more branches of the selected test path for the software 
ment project , the above steps may be performed by one without the bugs or errors ; sensitizing the selected test path 
individual or may be divided among individuals or groups of by inputting the one or more data values ; generating a 
individuals . plurality of test cases based on the tree graph model and the 

For example , the step of gathering requirements may be 30 one or more data values , wherein the plurality of test cases 
performed by a business analyst , also commonly referred to exercise each object and relationship in the selected test 
as a systems analyst and functional analyst . In gathering path ; generating one or more test outcomes by traversing the 
requirements , the business analyst may communicate with sensitized test path and the plurality of test cases via running 
clients ( i.e. , the procurer of the software to be developed ) to the generated data values through the software ; retrieving 
gather the client's requirements for the software . The 35 the one or more expected outcomes ; comparing the one or 
requirements may be organized , for example , into system more test outcomes to the one or more expected outcomes at 
requirements , functional requirements , and user require- multiple intermediate verification points along the selected 
ments . test path ; and conforming the selected test path to produce 

Once gathered , the requirements may be modeled by the the expected outcomes , based on a difference between the 
business analyst . Modeling the requirements may allow the 40 one or more test outcomes and the one or more expected 
requirements to be better managed and more readily under- outcomes ; and repeating the testing of the modeling require 
stood . In addition , modeling the requirements may assist ments for the plurality of test paths , wherein the test paths 
with the creation of test cases to be used in the testing of the are sensitized by inputting the one or more data values that 
software . The requirements may be modeled using a stan- cause the processor to do the equivalent of traversing the test 
dardized general - purpose modeling tool , such as the Unified 45 paths if there were no bugs or errors and wherein the 
Modeling Language ( UML ) or modeled using flowcharts , sensitized test paths are conformed to produce the expected 
tables , graphs , such as a directed acyclic graph ( DAG ) , and outcomes . 
the like . In another embodiment , a computer - readable medium 

Using current systems and methods , both the process of containing instructions for performing , when executed by a 
modeling the requirements and the development of test cases 50 processor hosted on a server and connected via a network 
require highly specialized skills and large quantities of time . connection to at least one networked database , a modeling 
Systems and methods consistent with the principles of the tool , and a client system , a method for automated software 
present invention facilitate the modeling of the requirements requirements testing and sensitization for consistent perfor 
of a software application and the generating of test require- mance is disclosed . The method comprises retrieving mod 
ments using the information in the model . 55 eling requirements of software , wherein the modeling 

requirements are specified in the form of one or more use 
SUMMARY cases for contract pricing ; receiving , via a graphical user 

interface , a user's selection of one or more portions of 
Consistent with the present invention , as embodied and previously - created models , generating , using the modeling 

broadly described herein , systems and methods are disclosed 60 tool , a tree graph model based on the modeling requirements 
for modeling and generating test requirements for software and the one or more user - selected portions of previously 
applications . created models , wherein the tree graph model comprises one 

According to one embodiment , a computer - implemented or more details for uncovering bugs or errors of the software ; 
method for automated software requirements testing and analyzing the tree graph model and verifying complete path 
sensitization for consistent performance , performed by a 65 coverage for the modeling requirements , by determining 
processor hosted on a server and connected via a network whether predicate and clause coverage criteria of the tree 
connection to at least one networked database , a modeling graph model yields n + 1 truth values , wherein n is a number 
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of clauses in a predicate of a logical expression in the tree by inputting the one or more data values ; generating a 
graph model ; generating a plurality of test paths for travers- plurality of test cases based on the tree graph model and the 
ing the tree graph model , wherein the plurality of test paths one or more data values , wherein the plurality of test cases 
uncover unhandled exceptions corresponding to the bugs or exercise each object and relationship in the selected test 
errors ; testing the modeling requirements by : selecting , 5 path ; generating one or more test outcomes by traversing the 
using an algorithm based on the tree graph model , a test path sensitized test path and the plurality of test cases via running 
among the plurality of test paths ; storing , in a memory , data the generated data values through the software ; retrieving 
associated with one or more expected outcomes from tra- the one or more expected outcomes ; comparing the one or 
versing the selected test path ; generating , using an algorithm more test outcomes to the one or more expected outcomes at 
and based on the selected test path , one or more data values 10 multiple intermediate verification points along the selected 
that cause the processor to traverse one or more branches of test path ; and conforming the selected test path to produce 
the selected test path for the software without the bugs or the expected outcomes , based on a difference between the 
errors ; sensitizing the selected test path by inputting the one one or more test ou nes and the one or more expected 
or more data values ; generating a plurality of test cases outcomes , and repeating the testing of the modeling require 
based on the tree graph model and the one or more data 15 ments for the plurality of test paths , wherein the test paths 
values , wherein the plurality of test cases exercise each are sensitized by inputting the one or more data values that 
object and relationship in the selected test path ; generating cause the processor to do the equivalent of traversing the test 
one or more test outcomes by traversing the sensitized test paths if there were no bugs or errors and wherein the 
path and the plurality of test cases via running the generated sensitized test paths are conformed to produce the expected 
data values through the software ; retrieving the one or more 20 outcomes . 
expected outcomes ; comparing the one or more test out 
comes to the one or more expected outcomes at multiple BRIEF DESCRIPTION OF THE DRAWINGS 
intermediate verification points along the selected test path ; 
and conforming the selected test path to produce the The accompanying drawings , which are incorporated in 
expected outcomes , based on a difference between the one 25 and constitute a part of this specification , illustrate various 
or more test outcomes and the one or more expected features , embodiments and aspects consistent with the 
outcomes ; and repeating the testing of the modeling require- invention and , together with the description , explain advan 
ments for the plurality of test paths , wherein the test paths tages and principles of the invention . In the drawings : 
are sensitized by inputting the one or more data values that FIG . 1 is a block diagram of an exemplary overview of a 
cause the processor to do the equivalent of traversing the test 30 data processing system suitable for implementing embodi 
paths if there were no bugs or errors and wherein the ments consistent with the principles of the present invention ; 
sensitized test paths are conformed to produce the expected FIG . 2 illustrates an exemplary directed acyclic graph , 
outcomes . consistent with the principles of the present invention ; 

In yet another embodiment , a system for automated FIGS . 3A - 3D illustrate screenshots of an exemplary mod 
software requirements testing and sensitization for consis- 35 eling and testing tool , consistent with the principles of the 
tent performance is disclosed . The system comprises a present invention ; 
memory having program instructions and a processor hosted FIGS . 4-6 illustrate screenshots of an exemplary model 
on a server and connected via a network connection to at ing and testing tool , consistent with the principles of the 
least one networked database , a modeling tool , and a client present invention ; and 
system wherein the processor executes the program instruc- 40 FIG . 7 is a flowchart of an exemplary method for mod 
tions . The executed program instructions perform operations eling and generating test cases , consistent with the principles 
comprising : retrieving modeling requirements of software , of the present invention . 
wherein the modeling requirements are specified in the form 
of one or more use cases for contract pricing ; receiving , via DESCRIPTION OF THE EMBODIMENTS 
a graphical user interface , a user's selection of one or more 45 
portions of previously - created models ; generating , using the Reference will now be made in detail to various embodi 
modeling tool , a tree graph model based on the modeling ments of the invention , examples of which are illustrated in 
requirements and the one or more user - selected portions of the accompanying drawings . Wherever convenient , similar 
previously - created models , wherein the tree graph model reference numbers will be used throughout the drawings to 
comprises one or more details for uncovering bugs or errors 50 refer to the same or like parts . The implementations set forth 
of the software ; analyzing the tree graph model and verify- in the following description do not represent all implemen 
ing complete path coverage for the modeling requirements , tations consistent with the claimed invention . Instead , they 
by determining whether predicate and clause coverage cri- are merely some examples of systems and methods consis 
teria of the tree graph model yields n + 1 truth values , wherein tent with the invention . 
nis a number of clauses in a predicate of a logical expression 55 FIG . 1 is a block diagram illustrating an exemplary 
in the tree graph model ; generating a plurality of test paths system 100 in which embodiments consistent with the 
for traversing the tree graph model , wherein the plurality of present invention may be implemented . In the embodiment 
test paths uncover unhandled exceptions corresponding to shown , system 100 includes a front - end system 110 , com 
the bugs or errors ; testing the modeling requirements by : prising client system 120 , and a back - end system 140 , 
selecting , using an algorithm based on the tree graph model , 60 comprising data repository 150 and server system 160 . 
a test path among the plurality of test paths ; storing , in a Client system 120 includes a bus 121 or other commu 
memory , data associated with one or more expected out- nication mechanism for communicating information , and a 
comes from traversing the selected test path ; generating , processor 122 coupled with bus 121 for processing infor 
using an algorithm and based on the selected test path , one mation . Client system 120 also includes a main memory , 
or more data values that cause the processor to traverse one 65 such as a random access memory ( RAM ) 123 or other 
or more branches of the selected test path for the software dynamic storage device , coupled to bus 121 for storing 
without the bugs or errors ; sensitizing the selected test path information and instructions to be executed by processor 
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122. RAM 123 also may be used to store temporary vari- system 160 , alternate embodiments may store the modeling 
ables or other intermediate information produced during and testing tool 170 on client system 120. For example , 
execution of instructions by processor 122. Client system modeling and testing tool 170 may be stored using RAM 
120 further includes a read only memory ( ROM ) 124 or 123 , ROM 124 , or storage device 125. Processor 122 may 
other static storage device coupled to bus 121 for storing 5 execute instructions of the modeling and testing tool 170 to 
static information and instructions for processor 122. A perform operations and functions of the modeling and 
storage device 125 , such as a magnetic disk or optical disk , testing tool 170 described in further detail below . The 
is provided and coupled to bus 121 for storing information configuration and number of programs , systems , and pro 
and instructions . cessors implementing processes consisted with the invention 

Client system 120 may also include a display device 126 , 10 are not critical to the invention . 
such as a thin film transistor liquid crystal display ( TFT- In an exemplary requirements gathering process , a user 
LCD ) , for displaying information to and receiving informa- ( e.g. , a business analyst ) may meet with a client to formulate 
tion from a computer user through , for example , user and document the requirements of a software application to 
interface 127. A user may interact with components and be developed . As used herein , the term “ requirements ” refers 
software of the back - end system 140 through the use of user 15 to the needs or conditions that the software must fulfill . In 
interface 127. An input device 128 , such as a keyboard one embodiment , requirements are actionable , measurable , 
including alphanumeric and other keys , may be used for testable , related to identified business needs or opportunities , 
communicating information and command selections to and defined to a level of detail sufficient for the design of the 
processor 122. Another type of user input device is a cursor software . The requirements may be organized as user 
control 129 , such as a mouse , a trackball , or cursor direction 20 requirements , system requirements , and functional require 
keys for communicating direction information and com- ments . 
mand selections to processor 122 and for controlling cursor For example , the requirements may be organized into a 
movement on display 126. This input device typically has formal document report , commonly referred to as a software 
two degrees of freedom in two axes , a first axis ( e.g. , x ) and requirements specification . The software requirements 
a second axis ( e.g. , y ) , that allows the device to specify 25 specification is a complete description of the behavior of the 
positions in a plane . software to be developed . The software requirements speci 

Front - end system 110 may be connected to the back - end fication may include information regarding : interfaces ; func 
system 140 through network connection 130. Network con- tional capabilities ; performance levels ; data structures / ele 
nection 130 may include , alone or in any suitable combina- ments ; safety ; reliability ; security / privacy ; quality ; and 
tion , a telephony - based network , a local area network 30 constraints and limitations . The software requirements 
( LAN ) , a wide area network ( WAN ) , a dedicated intranet , specification may also include use cases that describe the 
wireless LAN , the Internet , and intranet , a wireless network , user requirements . The user requirements may be generally 
a bus , or any other communication mechanisms . Further , defined as the interactions that a user will have with the 
any suitable combination of wired and / or wireless compo- software . 
nents and systems may provide network connection 130. 35 A use case may be generally defined as a sequence of 
Moreover , network connection 130 may be embodied using steps that describe a software's behavior as it responds to a 
bi - directional , unidirectional , or dedicated communication request that originates from outside of the software , such as 
links . Network connection 130 may also implement standard a request from a user or another software . Specifically , use 
transmission protocols , such as Transmission Control Pro- cases are meant to describe sequences of actions that the 
tocol / Internet Protocol ( TCP / IP ) , Hyper Text Transfer Pro- 40 software performs as a result of inputs from the users ; that 
tocol ( HTTP ) , SOAP , Remote Procedure Call ( RPC ) , or is , they help express the work flow of a computer applica 
other protocols . tion . Because use cases are developed early during the 

Back - end system 140 includes data repository 150 and software development process , they may be valuable in 
server system 160. In the embodiment shown , server system helping a tester of the software to start testing activities 
160 includes modeling and testing tool 170. Modeling and 45 early . 
testing tool 170 facilitates a user in the modeling of software Although different schemes and templates for the orga 
requirements and the testing of software during a software nization of a use case exist , there is a general consensus 
development process . A user may interact with the modeling concerning the core sections of a use case . For example , a 
and testing tool 170 through user interface 127 of client use case may comprise : a use case name , which is a unique 
system 120. Processor 122 and a processor ( not illustrated ) 50 identifier for the use case ; a version , which informs a reader 
of the server system may execute instructions of the mod- of the stage of the use case ; a goal , which briefly describes 
eling and testing tool 170 to perform operations and func- what the user intends to achieve with the use case ; an actor , 
tions of the modeling and testing tool 170 described in which is someone or something that interacts with the 
further detail below . software ; preconditions , which defines the conditions that 

Data repository 150 may comprise one or more databases 55 must be true for a trigger to meaningfully cause the initiation 
that store information and are accessed and managed of the use case ; a trigger , which describes the event that 
through back - end system 140. By way of example , data causes the use case to be initiated ; basic course of events 
repository 150 may be an OracleTM database , a SybaseTM ( i.e. , transaction flows ) , which are often conveyed as a set of 
database , or other relational database . Data repository 150 numbered steps that define a primary scenario , or typical 
may be used to store information about the software appli- 60 course of events ( commonly referred to as “ primary path , ” 
cation that is being modeled and tested . Systems and meth- “ happy path , " " happy flow , " " basic flow , " or " sunny day " ) ; 
ods of the present invention , however , are not limited to alternative paths , which represent secondary paths or alter 
separate databases or even to the use of a database as other native scenarios ; post - conditions , which describe what the 
organized collections of data or memory systems will serve change in state of the software will be after the use case 
as well . 65 completes ; and business rules , which are rules or policies 

Although the embodiment disclosed in FIG . 1 illustrates that determine how an organization conducts its business 
the modeling and testing tool 170 stored on the server with regard to a use case . 
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A scenario is similar to a use case but , in most instances , returning values , and computations . As an initial step , use 
not as detailed as a use case . Specifically , a scenario may be cases to be modeled may be entered into the modeling and 
defined as one path or work flow of an actor through a part testing tool 170 by entering a name of a use case to be 
of the software . Scenarios correspond to goals that users will modeled . For purposes of illustration , the name “ Testable 
set out to accomplish . A use case , on the other hand , spells 5 function ” 311 has been entered for a use case . Subsequently , 
out , step by step , what must take place for that scenario to as illustrated in FIG . 3B , transaction flows for use case 311 
run to a successful completion . may be created by the user . For purposes of explanation , 

In addition to use cases and scenarios , the software transaction flows " Main flowl ” 312 and " Main flow2 " 313 
requirements specification generally presents the require- have been created . Transaction flows 312 and 313 may be 
ments in a sequence ( i.e. , course ) of events for the software 10 represented as nodes in the tree graph model being created . 
and sequences ( i.e. , courses ) of actions for the software . The primary scenario or typical course of events that 
Functional requirements ( i.e. , calculations , technical details , describe a transaction flow of a use case may be 
data manipulation and processing , and other specific func- as branches in the tree graph model . For example , as 
tionality ) of the software may also be represented within the illustrated in FIG . 3C , a user may enter the steps for 
software requirements specification as logical expressions 15 transaction flow 312. Steps may have sub - steps to further 
and program structures , such as if - else structures , nested if describe the transaction flow . An example of a modeled 
structures , decision tree structures , case / switch structures , transaction flow ( i.e. , Main flow1 312 ) with steps and 
and the like . Logical expressions may also be derived from sub - steps of the transaction flow is illustrated in tree graph 
various software artifacts , such as code , specifications , and model 314 of FIG . 3D . In general , because use cases are 
finite state machines . In one specific implementation , a 20 usually expressed in terms that a user can understand , use 
logical expression may be defined as two arithmetic expres- cases rarely include complicated predicates that contain 
sions connected by a relational operator indicating whether multiple clauses . Accordingly , a graph generated from use 
an expression is greater than , equal to , or less than the other , cases often result in a graph with complete path coverage . 
or connected by a logical variable , logical constant ( e.g. , true FIG . 4 illustrates the modeling of logical expressions , 
or false ) , or logical operator . 25 if - else statements , and nested if statements , which may also 

The requirements of the software detailed in the software be contained in a requirements specification . The process of 
requirements specification may be represented as a model . A modeling logical expressions , if - else statements , and nested 
model may provide a richer , higher level , and more seman- if statements is similar to the process disclosed above for 
tically precise set of constructs than the underlying natural modeling use cases . For example , FIG . 4 illustrates an 
language of the software requirements specification . Using 30 exemplary tree graph model 410 comprising logical expres 
a model may reduce ambiguity , make it easier to check for sions 420 , if - else statements 430 , and nested if statements 
incompleteness of the captured requirements , and may 440 . 
improve understandability by providing a different perspec- In modeling a logical expression , a user may define the 
tive from which to view the software . scope of the testable function which needs to be further 

There are multiple modeling designs and tools , such as the 35 analyzed . In the illustrated example of FIG . 4 , a user may 
entity - relationship model ( ERM ) , Unified Modeling Lan- define Function - 1 as the root node for the tree graph model 
guage ( UML ) , directed acyclic graph ( DAG ) , transaction 410. In general , a logical expression may contain predicates 
flows , activity diagrams , and the like . As disclosed herein , and clauses . Predicates may be taken from if statements , 
modeling and testing tool 170 may model the requirements case / switch statements , for loops , while loops , do - until 
of a software using a DAG design . 40 loops , and the like . 
A DAG is an example of a tree graph . More specifically , If , for example , a logical expression has four predicates , 

a DAG is an example of a directed graph with no directed it may be modeled using four nodes : Flow - 1 , Flow - 2 , 
cycles . A DAG has a topological sort , an ordering of the Flow - 3 , and Flow - 4 . In addition , if there exists any activities 
vertices such that each vertex comes before all vertices it has or events along the flow between the root node , Function - 1 , 
edges to . FIG . 2 illustrates an exemplary DAG , 200. As 45 and the four nodes of the predicates , they may be created as 
illustrated , DAG 200 has six edges ( i.e. , branches ) and seven steps . To check the expected behavior of the logical expres 
vertices ( i.e. , nodes ) ; vertex a ( 201 ) , vertex b , ( 202 ) , vertex sion , verification points may be added to the model . A 
c ( 203 ) , vertex d ( 204 ) , vertex e ( 205 ) , vertex f ( 206 ) , and verification point may be used to compare an actual result to 
vertex g ( 207 ) . an expected result . As illustrated in FIG . 4 , exemplary tree 

The requirements of the software detailed in the software 50 graph model 410 for Function - 1 may include verification 
requirements specification may be represented as a tree points VP1 and VP2 . Verification point VP1 may include 
graph model using modeling and testing tool 170. The five predicates represented as F1 - C1L1 , F1 - C2L2 , F1 - C3L3 , 
modeling and testing tool 170 may model the requirements F1 - C4L4 , and F1 - C5L5 . Verification point VP2 may include 
of a software requirements specification by abstracting the five predicates , F1 - C1L1 , F1 - C2L2 , F1 - C3L3 , F1 - C4L4 , 
implementation details of , for example , the use cases , activ- 55 and F1 - C6L5 . 
ity diagrams , sequence diagrams , state - transition diagrams , In instances wherein the logical expression includes com 
and logical expressions contained in the requirements speci- pound predicates , prior to modeling , the compound predi 
fication . The modeling and testing tool 170 may model the cates may be broken down to equivalent sequences of simple 
requirements as a tree graph model , and specifically , a DAG . predicates or to the disjunctive normal form . If there are n 

The modeling process may begin by user activating the 60 clauses in a predicate , the combinatorial coverage of the 
modeling and testing tool 170 via user interface 127. FIG . logical expression leads to 2 " truth values . Applying appro 
3A illustrates an exemplary screenshot generated by the priate predicate and clause coverage criteria results in n + 1 
modeling and testing tool 170. As illustrated , the screenshot truth - values . 
includes a tree view workspace 310 ( selected in the illus- Each of the tree graph models ( e.g. , tree graph models 314 
trated screenshot ) and a scenario view workspace 320. 65 and 410 ) generated by the modeling and testing module 170 
Modeling and testing tool 170 may model a variety of the may be stored in data repository 150 as an XML document 
components within a use case , for example , state changes , for easy parsing of the text . The stored XML documents may 
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be subsequently opened in any other standalone instance of truth values . The model may be verified to ensure that 
the modeling and testing tool 170. For example , subsequent appropriate predicate and clause coverage criteria results in 
users may create additional models by editing , copying , or n + 1 truth - values . 
cutting and pasting portions of the XML document . FIG . 5 A basic tree - traversal algorithm may be used to identify 
illustrates an exemplary portion of the XML documents and select test paths within the model ( step 730 ) . Examples 
corresponding to tree graph model 314. Users may open of test paths are illustrated in FIG . 6. In a subsequent step , 
multiple XML documents of previously created models , the selected test paths may be sensitized ( step 740 ) . For analyze these models separately , and cut and paste portions example , a test path may be sensitized by inputting specific of the models into the tree view workspace 310 to create a data values that would cause the software to do the equiva new model or edit an existing model . 
XML documents corresponding to models generated by lent of traversing the selected path if there were no bugs or 

the modeling and testing tool 170 may also be used to keep errors in the path . The expected outcome for each test 
track of changes , as well as capture information related to requirements may be recorded and stored by the modeling 
the user who created or edited the model and the date and and testing tool 170 in data repository 170 ( step 750 ) . The 
time the model was created or edited . The XML documents 15 expected outcomes may be compared to the outcome 
may also assist in configuration management . Configuration received from the sensitized test path . If the expected 
management is a field of management that focuses on outcome differs from the outcome received from the sensi 
establishing and maintaining consistency of a software's tized test path , the path may be conformed to produce the 
performance and its requirements , design , and operational expected result ( step 760 ) . 
information throughout the development process of the 20 The foregoing description of possible implementations 
software . and embodiments consistent with the present invention does 

In general , a test - ready model contains enough informa not represent a comprehensive list of all such implementa 
tion to produce test cases for its implementation automati- tions or all variations of the implementations described . The 
cally . Accordingly , an algorithm may be designed to produce description of only some implementations should not be 
ready - to - run test cases with only the information ( e.g. , 25 construed as an intent to exclude other implementations . 
structure ) in the model . Modeling and testing tool 170 may Other embodiments of the invention will be apparent to 
support both manual and automated test generation . those skilled in the art from consideration of the specifica 

For example , in the exemplary DAG 200 illustrated in tion and practice of the invention disclosed herein . One of 
FIG . 2 , an algorithm may be designed to identify test ordinary skill in the art will understand how to implement 
requirements by visiting a particular node or edge , or by 30 the invention in the appended claims in other ways using 
touring a particular path in the graph . Utilizing such an equivalents and alternatives that do not depart from the 
algorithm , four test or paths ( T ) may be generated using the scope of the following claims . It is intended that the speci 
primary path coverage as T = { a , b , d } , { a , b , e } , { a , c , f } , { a , fication and examples be considered as exemplary only , with 
c , g } . Each primary path corresponds to one scenario of the a true scope and spirit of the invention being indicated by the 
model ( i.e. , the DAG 200 ) . 35 following claims . 

Modeling and testing module 170 may be utilized to 
produce ready to run test cases from , for example , generated What is claimed is : 
tree graph model 314. In one embodiment , modeling and 1. A computer - implemented method for automated soft 
testing module 170 may utilize the basic tree - traversal ware requirements testing and sensitization for consistent 
algorithm to traverse the tree graph model 314. The activi- 40 performance , performed by a processor hosted on a server 
ties / events / steps ( i.e. , represented as branches in between and connected via a network connection to at least one 
the nodes of the tree graph model 314 are collected and networked database , a modeling tool , and a client system , 
displayed in the form of a continuous sequence of steps in the method comprising : 
the test case . The resulting test cases generated by the retrieving modeling requirements of software , wherein 
modeling and testing module 170 comprise a series of tests 45 the modeling requirements are specified in the form of 
that will cover tree graph model 314 so that each object and one or more use cases for contract pricing : - 
relationship is exercised and errors are uncovered . receiving , via a graphical user interface , a user's selection 
FIG . 6 illustrates an exemplary screenshot of test cases of one or more portions of previously - created models ; 

generated from tree graph model 314 using the basic tree- generating , using the modeling tool , a tree graph model 
traversal algorithm . As indicated in FIG . 6 , scenario view 50 based on the modeling requirements and the one or 
workspace 320 is selected . The selection of scenario view more user - selected portions of previously - created mod 
workspace 320 displays the test cases 610 generated by the els , wherein the tree graph model comprises one or 
traversal of the structure of tree graph model 314 using the more details for uncovering bugs or errors of the 
basic tree - traversal algorithm . Test cases 610 map to a software ; 
testing requirement . analyzing the tree graph model and verifying complete 
FIG . 7 is a flowchart of exemplary steps used to model path coverage for the modeling requirements , by deter 

and test software requirements in accordance with modeling mining whether predicate and clause coverage criteria 
and testing tool 170. In the embodiment shown , in the initial of the tree graph model yields n + 1 truth values , wherein 
step , the requirements of a software application , typically n is a number of clauses in a predicate of a logical 
organized into a software requirements specification , are 60 expression in the tree graph model ; 
modeled ( step 710 ) . Once the requirements have been mod- generating a plurality of test paths for traversing the tree 
eled , the model may be verified ( step 720 ) . For example , the graph model , wherein the plurality of test paths 
model may be reviewed to ensure that the model provides uncover unhandled exceptions corresponding to the 
complete path coverage for the requirements . In the instance bugs or errors ; 
wherein a logical expression is being modeled , if n clauses 65 testing the modeling requirements by : 
are present in a predicate of the logical expression , the selecting , using an algorithm based on the tree graph 
combinatorial coverage of the logical expression leads to 2 " model , a test path among the plurality of test paths ; 

55 
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storing , in a memory , data associated with one or more receiving , via a graphical user interface , a user's selection 
expected outcomes from traversing the selected test of one or more portions of previously - created models ; 
path ; generating , using the modeling tool , a tree graph model 

generating , using an algorithm and based on the based on the modeling requirements and the one or 
selected test path , one or more data values that cause more user - selected portions of previously - created mod 
the processor to traverse one or more branches of the els , wherein the tree graph model comprises one or 
selected test path for the software without the bugs or more details for uncovering bugs or errors of the 
errors ; software ; sensitizing the selected test path by inputting the one or analyzing the tree graph model and verifying complete more data values ; path coverage for the modeling requirements , by deter generating a plurality of test cases based on the tree mining whether predicate and clause coverage criteria graph model and the one or more data values , 
wherein the plurality of test cases exercise each of the tree graph model yields n + 1 truth values , wherein 
object and relationship in the selected test path ; n is a number of clauses in a predicate of a logical 

generating one or more test outcomes by traversing the 15 expression in the tree graph model ; 
sensitized test path and the plurality of test cases via generating a plurality of test paths for traversing the tree 
running the generated data values through the soft graph model , wherein the plurality of test paths 
ware ; uncover unhandled exceptions corresponding to the 

retrieving the one or more expected outcomes ; bugs or errors ; 
comparing the one or more test outcomes to the one or 20 testing the modeling requirements by : 
more expected outcomes at multiple intermediate selecting , using an algorithm based on the tree graph 
verification points along the selected test path ; and model , a test path among the plurality of test paths ; 

conforming the selected test path to produce the storing , in a memory , data associated with one or more 
expected outcomes , based on a difference between expected outcomes from traversing the selected test 
the one or more test outcomes and the one or more 25 path ; 
expected outcomes ; and generating , using an algorithm and based on the 

repeating the testing of the modeling requirements for the selected test path , one or more data values that cause plurality of test paths , wherein the test paths are sen the processor to traverse one or more branches of the sitized by inputting the one or more data values that selected test path for the software without the bugs or cause the processor to do the equivalent of traversing 30 errors ; the test paths if there were no bugs or errors and 
wherein the sensitized test paths are conformed to sensitizing the selected test path by inputting the one or 

more data values ; produce the expected outcomes . 
2. The computer - implemented method of claim 1 , generating a plurality of test cases based on the tree 

wherein : graph model and the one or more data values , 
the requirements comprise one or more of a logical wherein the plurality of test cases exercise each 

expression , a use case , a program structure , a sequence object and relationship in the selected test path ; 
of events , or a sequence of actions . generating one or more test outcomes by traversing the 

3. The computer - implemented method of claim 1 , sensitized test path and the plurality of test cases 
wherein the tree graph model is generated by abstracting 40 using the generated data values ; 

implementation details contained in one or more of a retrieving the one or more expected outcomes ; 
logical expression , a use case , a program structure , a comparing the one or more test outcomes to the one or 
sequence of events , or a sequence of actions . more expected outcomes at multiple intermediate 

4. The computer - implemented method of claim 1 , verification points along the selected test path ; and 
wherein a node of the tree graph model represents a 45 conforming the selected test path to produce the 

transaction flow of a use case . expected outcomes , based on a difference between 
5. The computer - implemented method of claim 4 , the one or more test outcomes and the one or more 
wherein a first branch of the tree graph model represents expected outcomes ; and 

a step of the transaction flow . repeating the testing of the modeling requirements for the 
6. The computer - implemented method of claim 5 , plurality of test paths , wherein the test paths are sen 
wherein a second branch of the tree graph model repre sitized by inputting the one or more data values that 

sents a verification point . cause the processor to do the equivalent of traversing 
7. The computer - implemented method of claim 1 , the test paths if there were no bugs or errors and 
wherein the tree graph model is a directed acyclic graph . wherein the sensitized test paths are conformed to 
8. The computer - implemented method of claim 1 , 55 produce the expected outcomes . 

wherein the tree graph models comprise predicates and 10. The computer - readable medium of claim 9 , wherein : 
clauses of a logical expression . the requirements comprise one or more of a logical 

9. A non - transitory computer - readable medium storing expression , a use case , a program structure , a sequence 
instructions , which , when executed by a by a processor of events , or a sequence of actions . 
hosted on a server and connected via a network connection 60 11. The computer - readable medium of claim 9 , wherein 
to at least one networked database , a modeling tool , and a the tree graph model is generated by abstracting implemen 
client system , perform a method for automated software tation details contained in one or more of a logical expres 
requirements testing and sensitization for consistent perfor- sion , a use case , a program structure , a sequence of events , 
mance , the method comprising : or a sequence of actions . 

retrieving modeling requirements of software , wherein 65 12. The computer - readable medium of claim 9 , wherein 
the modeling requirements are specified in the form of a node of the tree graph model represents a transaction 
one or more use cases for contract pricing : flow of a use case . 
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13. The computer - readable medium of claim 11 , generating , using an algorithm and based on the 
wherein a first branch of the tree graph model represents selected test path , one or more data values that 

a step of the transaction flow . cause the processor to traverse one or more 
14. The computer - readable medium of claim 13 , branches of the selected test path for the software 
wherein a second branch of the tree graph model repre- 5 without the bugs or errors ; 

sents a verification point . sensitizing the selected test path by inputting the one 
15. The computer - readable medium of claim 9 , wherein or more data values ; 
the tree graph model is a directed acyclic graph . generating a plurality of test cases based on the tree 
16. The computer - readable medium of claim 9 , wherein graph model and the one or more data values , the tree graph models comprise predicates and clauses of a 10 wherein the plurality of test cases exercise each logical expression . object and relationship in the selected test path ; 
17. A system for automated software requirements testing 

and sensitization for consistent performance comprising : generating one or more test outcomes by traversing 
the sensitized test path and the plurality of test a memory storing program instructions ; and cases using the generated data values ; a processor hosted on a server and connected via a 15 

network connection to at least one networked database , retrieving the one or more expected outcomes ; 
a modeling tool , and a client system wherein the comparing the one or more test outcomes to the one 
processor executes the program instructions to perform or more expected outcomes at multiple verifica 
operations comprising : tion points along the selected test path ; and 
retrieving modeling requirements of software , wherein 20 conforming the selected test path to produce the 

the modeling requirements are specified in the form expected outcomes , based on a difference between 
of one or more use cases for contract pricing ; the one or more test outcomes and the one or more 

receiving , via a graphical user interface , a user's selec expected outcomes ; and 
tion of one or more portions of previously - created repeating the testing of the modeling requirements for the 
models ; plurality of test paths , wherein the test paths are sen generating , using the modeling tool , a tree graph model sitized by inputting the one or more data values that 
based on the modeling requirements and the one or cause the processor to do the equivalent of traversing 
more user - selected portions of previously created the test paths if there were no bugs or errors and 
models , wherein the tree graph model comprises one wherein the sensitized test paths are conformed to 
or more details for uncovering bugs or errors of the 30 produce the expected outcomes . 
software ; 18. The system of claim 17 , wherein : analyzing the tree graph model and verifying complete 
path coverage for the modeling requirements , by the requirements comprise one or more of a logical 
determining whether predicate and clause coverage expression , a use case , a program structure , a sequence 
criteria of the tree graph model yields n + 1 truth 35 of events , or a sequence of actions . 
values , wherein n is a number of clauses in a 19. The system of claim 17 , wherein the tree graph model 
predicate of a logical expression in the tree graph is generated by abstracting implementation details contained 
model ; in one or more of a logical expression , a use case , a program 

generating a plurality of test paths for traversing the structure , a sequence of events , or a sequence of actions . 
tree graph model , wherein the plurality of test paths 40 20. The system of claim 17 , wherein a node of the tree 
uncover unhandled exceptions corresponding to the graph model represents a transaction flow of a use case . 
bugs or errors ; 21. The system of claim 20 , wherein a branch of the tree testing the modeling requirements by : graph model represents a step of the transaction flow . 
selecting , using an algorithm based on the tree graph 22. The system of claim 17 , wherein the tree graph model model , a test path among the plurality of test 45 is a directed acyclic graph . paths ; 
storing , in a memory , data associated with one or 23. The system of claim 17 , wherein the tree graph models 
more expected outcomes from traversing the comprise predicates and clauses of a logical expression . 
selected test path ; 

25 


